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Abstract

This thesis comprises studies of evolution and composition of object-oriented frameworks, a certain kind of reusable asset. An object-oriented framework is a set of classes that embodies an abstract design for solutions to a family of related problems. The work presented is based on and has its origin in industrial contexts where object-oriented frameworks have been developed, used, evolved and managed. Thus, the results are based on empirical observations. Both qualitative and quantitative approaches have been used in the studies performed which cover both technical and managerial aspects of object-oriented framework technology.

Historically, object-oriented frameworks are large monolithic assets which require several design iterations and are therefore costly to develop. With the requirement of building larger applications, software engineers have started to compose multiple frameworks, thereby encountering a number of problems. Five common framework composition problems, together with existing solution approaches and the underlying causes for the problems are presented in this thesis. Adopting a reuse technology, such as object-oriented frameworks, in a software development organization causes changes and additions of practices and procedures. We present problems and possible solutions related to these issues. Examples of topics addressed are; domain scoping, business models, verification of the framework's abstract behavior, and when to release a framework. Object-oriented frameworks, as all software, evolve due to changed and new requirements. The evolution of object-oriented framework can be more costly than conventional software since there generally exist several applications based on and forced to evolve with the framework. In our studies, we characterize different views of framework evolution. Aspects investigated are structural and behavioral stability, change and growth rates using historical information and effort distribution of framework development and customization. We also provide an assessment of the methods used for characterizing the evolution against the following management issues; identification of evolution-prone modules, framework deployment, change impact analysis, benchmarking and requirements management. As part of these studies, we have extended and validated two proposed methods for software evolution; one for quantitatively assessing stability of a framework, which has been extended with a set of framework stability indicators, and one for identifying evolution-prone modules based on historical information (adapted for object-orientation). Our studies have validated that these methods are feasible and possible to apply on industrial object-oriented frameworks. In addition, we provide quantitative evidence that the use of framework technology reduces application development effort.
Preface

The research work presented in thesis has been carried out as part-time Ph.D. studies since the summer 1992 when I joined the University of Karlskrona/Ronneby. This thesis includes a collection of six papers and is organized in the following three parts:

- **Introduction.** The introduction gives a background to the presented papers. Section 1 introduces the notion of object-oriented frameworks and our view of effective utilization of framework technology. The section also discusses the following activities; development & usage, composition and evolution of object-oriented frameworks. Each of the activities is illustrated with one or more typical examples to give the reader an understanding of the phenomena. Section 2 presents an overview of research topics in the framework field. The overview is presented in a triplet form, <background, existing approaches, research questions>, thereby also giving an overview of related work. Section 3 describes the research methods used, the main contributions and a summary of the papers.

- **Framework Composition.** This part includes two papers, I-II, the first is about problems and experiences of adopting framework technology in an organisation. The second paper lists five problems which may occur when composing two or more frameworks. Except the problems, existing solutions approaches as well as the causes for the problems is presented.
Framework Evolution. This part includes four papers, III-VI, regarding framework evolution. Paper III presents a method for assessing structural and behavioural stability of an evolving framework and its application. Paper IV presents and applies a method for identifying and characterizing the evolution-proneness of a framework, its subsystem and their modules. In paper V the relative distribution of effort per development phase and version for a framework and the relationship between framework development effort and framework instantiation effort is presented. In Paper VI we have compared and assessed the methods presented and used in papers III-V. The comparison is between the methods and the assessment against a set of evolution issues comprising identification of evolution-prone modules, framework deployment, change impact analysis, benchmarking and requirements management. Through these studies we have obtained knowledge and information about the nature of framework evolution that, hopefully, will assist management making well-informed decisions about a framework's evolution, thereby ensuring controlled and predictable evolution of functionality and costs for future framework development efforts.
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The emergence of evolving or global markets has fundamentally altered competition as many companies have known it. The dynamics of these markets are forcing compression of product development times and expansions of model variety of the products [50].

This is especially true within the information technology field and related areas where we see that an increasing part of industrial development involves development of software. The products developed contain more and more software, or are genuine software products, which need to be enhanced and modified to meet the new market requirements.

This increases the need of methods, tools and techniques for developing and managing the process of creating and evolving software products, i.e. software engineering [46].

To meet the market requirements of compressed or reduced product development times reuse of software has for several decades been an important issue for the software development organization. Software reuse is the process of creating software systems from existing software rather than building the software from scratch. This visions was introduced 1968 by McIlroy in his seminal paper Mass Produced Software Components [31] and software reuse is today an established sub-discipline within software engineering research.
1. Object-Oriented Frameworks

When introducing software reuse in a software development organization this implies changing existing software life cycles into new ones [21]:

- Development-for-reuse and,
- Development-with-reuse

The development-for-reuse life cycle has the focus to develop reusable assets intended to be reused in the development-with-reuse life cycle. In the development-with-reuse life cycle reusable assets are searched for and used, if suitable, in the software development.

Reusable assets in object-orientation can be found in a continuum ranging from objects and classes to design patterns and object-oriented frameworks.

Historically, reusable software components have been procedural and function libraries (the 1960s) and in the late 60's Simula 67 [4] introduced objects, classes and inheritance which resulted in class libraries. Both the procedural and the class libraries are mainly focused on reuse of code. However, reuse of design would be more beneficial in economical terms. This since design is the main intellectual content of software and it is more difficult to create and re-create then programming code.

With the integration of data and operations into objects and classes an increase in reuse was achieved. The classes were packaged together into class libraries. These class libraries often consist of classes for different data structures, such as lists and queues. The class libraries were further structured using inheritance to facilitate specialization of existing library classes. The class libraries delivered software reuse beyond traditional procedural libraries.

The problems with reusing class libraries are that they do not deliver enough software reuse, i.e. they only allow for reuse of relatively small pieces of code. Software developers still have to develop a lot of application code themselves. The striving to increase the degree of reuse and the desire to reuse designs has resulted in object-oriented frameworks.

A number of different and similar definitions of the concept of object-oriented frameworks exist. We provide a few to give the reader an understanding of the framework concept:
"a framework binds certain choices about state partitioning and control flow; the (re)user (of the framework) completes or extends the framework to produce an actual application" [9].

In this definition we see that architectural design decision has been taken which future applications has to conform to and that the application will be an extension of the framework.

In [20] the following two definitions are made:

- "a framework is a reusable design of all or part of a system that is represented by a set of abstract classes and the way their instances interact"
- "a framework is the skeleton of an application that can be customized by an application developer"

The first of these definitions indicates that a framework do not have to address one application domain but that it is possible to develop frameworks for smaller domains, thereby opening up for composition of frameworks. Another observation to do is the wording “set of abstract classes” which intuitively lead to the conclusion that the extension of the framework has to be done through inheritance. This is not always the case since there exist other ways of extending the framework, which will be elaborated on later. So, the first definition focuses on the structure of the framework whereas the latter definition describes the framework’s purpose i.e. to be extended.

A definition that captures, what we consider to be the essential aspects of an object-oriented framework is found in [17]:

"A framework is a set of classes that embodies an abstract design for solutions to a family of related problems."

Thus, a framework consists of a set of classes (not necessarily abstract), whose instances collaborate (embodies), is intended to be extended, i.e. reused (abstract design), and do not have to address a complete application domain (a family of related problems), i.e. allowing for composition of frameworks. In addition, frameworks are expressed in a programming language, thereby providing reuse of both code and design.

A framework particularly emphasizes those parts of the domain that will remain stable and the relationships and interactions among those parts, i.e. the framework is in charge of the flow of control.

The reuse leverage for object-oriented frameworks comes with inheritance in combination with dynamic binding. We illustrate this with a single class framework [9] for copying files [18].
The single class framework is an abstract class **File** with read, write and size operations. It is possible to extend the framework with subclasses such as **UnixFile** and **NetworkedFile**. Since different kinds of files have different algorithms for reading and writing files the **File** class will not implement these operations. However, the read and write operations can be used to implement other operations, for example copy. A file can now copy itself to another file by using the copy operation. The copy operation is implemented as

```cpp
File::copy() ( File aFile)
{
    char buffer[BlockSize];
    for (int i = 1; i++; i <= this->size() )
    {
        this -> read(buffer);
        aFile -> write(buffer);
    }
}
```

using the C++ programming language. A subclass of class **File** that defines the read, write and size operations will now be able to use the copy operation. The copying of a **UnixFile** to a **NetworkedFile** will invoke the read and size operations on the **UnixFile** and the write operation on the **NetworkedFile** (given that **UnixFile** do not override the copy operation). The point is that an operation in a superclass, the copy operation, can call operations in subclasses, i.e. the superclass is controlling the execution flow. Operations like the copy operation is often called template methods and operations like read and write are called hook methods [37].

The use of template and hook methods are a distinguishing feature of an object-oriented framework compared to a conventional library, i.e. the framework is designed for dynamic binding. When a conventional library is used by an application routine, calls are made from the application to the library only. In an object-oriented framework, however, calls can go also in the opposite direction (the inversion of control), see figure 1. This two-way flow of control is made possible by dynamic binding.

The single class framework example illustrated the use of inheritance and dynamic binding for one operation in one class. If we scale up the example to a larger framework consisting of more (abstract) classes, obviously providing more template and hook operations, the framework thereby provides a large number of extension points, for different kinds
of functionality, to the framework. Now we can imagine the degree of reuse delivered by a framework, comprising of a set of (abstract) classes which collaborate and own the thread of control. It captures a problem domain, and provides a large number of extension points for applications to extend.

So, the reusability benefits for an object-oriented framework emanate from its extensibility and the inversion of control. The extensibility of the framework is provided by a set of hook methods that makes it possible for future applications to extend the framework’s interface. The hook methods explicitly divides the framework design into stable interfaces and behavior and the variable parts which are to be customized for the application to be developed. The extensibility techniques used are often used to classify a framework as a white-box, black-box or visual builder framework.

- A **white-box framework** makes heavily use of inheritance and dynamic binding which are available in object-oriented languages. The extensibility in a white-box framework is achieved by first inheriting from framework superclasses (often abstract classes) and secondly overriding the pre-defined hook methods. White-box frameworks are sometimes called architecture-driven or inheritance-focused frameworks, e.g. [48].

- A **black-box framework** is relying on defined component (object) interfaces and object composition where the components are conforming to the interfaces. The extensibility of a black-box framework is achieved by first defining components that conform to a particular interface and secondly integrating these components (objects) into the framework. Black-box frameworks are sometimes referred to as data-driven or composition-focused frameworks, e.g. [48].

---

**Figure 1.** The two-way flow of control
- A visual builder framework [40]. For some problem domains is it possible to develop visual builder frameworks. To evolve to the visual builder stage the framework must be a black-box framework. An application consists of different parts. First, a script is used that connects the objects of the framework and then makes them active [40]. The other part is the behavior of the individual objects, which is provided by the black-box framework. Thus, framework extension in the black-box case is mainly a script that is similar for all applications based on the framework. One can now develop a separate graphical program, a visual builder, which makes it possible to specify the objects to be included in the application and the interconnection of them. The visual builder generates the code for the application from the specification. The addition of a visual builder to the framework provides a user-friendly graphical interface which make it possible for domain experts to develop the applications by manipulating images on the screen. Examples of frameworks at the visual builder stage are the windows builders that are associated with GUI frameworks. The extensibility technique for a visual builder framework is the same as for black-box frameworks but since they are directly developed for domain experts we consider them as a special kind of framework.

Our view of effective utilization of framework technology is based on the following structuring of frameworks. One “backbone” framework that provides hook capabilities for attaching other frameworks for more specialized domains, figure 2. The backbone framework can be viewed as a second-order framework responsible for the whole application’s main behavior, whereas the other frameworks (first-order frameworks) can be considered as flexible components.

Not necessarily, the both kinds of frameworks have to exist. If there is only the backbone framework, our structuring approach degenerate to the traditional (large) monolithic framework approach where the framework captures a complete application domain. If the backbone framework is missing we end up with an application architecture that comprises only of components, which are frameworks.

If both kinds of framework exists we have an initial structure for a software product-line architecture. A software product line is a way to organize the development of a set of related software products and consist of a software product-line architecture, a set of reusable components
and a number of software products [47]. The role of the *software product-line architecture* is to organize the commonalities and variabilities of the products contained in the software product line and, as such, to provide a common overall structure. A component in the architecture implements a particular domain functionality. The set of software products based on the software product-line architecture is called a *product family*.

Often the situation is that both kind of frameworks exist but that all first-order frameworks have not matured enough to be explicit as white- or black-box frameworks but exist as small domain specific class libraries with vaguely connected classes. This is for example the case for the studied Billing Gateway (BGW) framework, paper III-VI, in this thesis.

The advantages or promises with the proposed structuring approach are:

- Planned framework maturity evolution. The components (the first order frameworks) can evolve smoothly from being immature frameworks, i.e. small domain specific class libraries with vaguely connected classes, to white-box-framework and further on to black-box frameworks. This evolution can be done gradually and in a pace depending on the organisation’s business goals and intended use of the component in future products.

**Figure 2. Framework structuring in an application**
Architecture visibility. The software architecture of the application becomes visible by the second-order framework. Thereby making it easier to independently evolve the software architecture and the components.

Component exchange in product line architecture. It provides for relatively simple exchange of components in a software product line architecture. Thereby making it possible to relatively easily support different platforms or providing for low-end and high-end products. This by changing one or a few flexible components (frameworks), i.e. evolving the product family.

Inter-product line component exchange. It provides for change of components between different software product line architectures, i.e. evolving the product family. This requires that we, except for the requirement of designing the framework for composition, as in the case for the fine-grained framework approach, also formulate a requirement of independent composition. With independent composition we mean that the framework should be designed for composition without making any assumption of which other frameworks it is supposed to be composed with.

To summarize, the structuring approach proposed allows for software change, which is a necessity today, but the approach requires an understanding of the nature of framework evolution so controlled and predictable evolution of the framework's functionality and costs can be achieved.

Development and usage of frameworks

The process of developing and using an object-oriented framework comprises of three major activities, problem domain analysis, framework design (and implementation) and instantiation of the framework, figure 3.

- **Problem domain analysis.** Domain analysis can be viewed as a broader and more extensive analysis that tries to capture the requirements of the complete problem domain including future requirements. Depending on the problem domain different kind of information sources are used to obtain knowledge about the domain. Examples of sources are previous experiences of the
The objective with this activity is to end up with a flexible framework. The activity is effort consuming since it difficult to find the right abstractions and identify the stable and variable parts of the framework, which often results in a number of design iterations. To improve the extensibility and flexibility of the framework to meet the future instantiation needs, design patterns [12][38] may be used. The resulting framework can be a white-box, black-box or visual builder framework depending on the domain, effort available and intended users of the framework.

Instantiation of the framework. The instantiation of a framework differs depending on the kind of framework, white-box, black-box or visual builder. We do not discuss the different ways here again but refer to the previous discussion of the different kinds of frameworks. A framework can be instantiated one or many times within the same application, instantiated in different applications and in the cases of one large monolithic framework or a backbone framework with immature or maturing first order frameworks, the instantiation activity results in an application.

Figure 3. Development and usage of frameworks
**Composition of frameworks**

The view of considering object-oriented frameworks as components opened up for the development of smaller frameworks and for composition of two or more framework. However, the composition of frameworks could be difficult due to that frameworks often are designed based on the assumption that the framework owns the thread of control, and is designed as a monolithic framework designed for extension only (not composition). We have identified five framework composition problems that may occur:

- the composition of framework control,
- the composition of the framework with legacy components,
- the framework gap problem,
- the composition overlap of framework entities,
- the composition of entity functionality.

We elaborate a bit about the composition problem of framework control to give an understanding of the problem and refer to paper II for a more extensive discussion of all five problems.

One of the most distinguishing features of a framework is its ability to make extensive use of dynamic binding. One problem when composing two frameworks is that both frameworks expect to be the controlling entity in the application and in control of the main event loop.

As an example, we use the composition of a measurement system framework [7] and a GUI framework as shown in figure 4. Measurement systems are systems that are located at the beginning or end of production lines to measure some selected features of production items. The hardware of a measurement system consists of a trigger, one or

![Figure 4. Problem of framework control composition](image-url)
more sensors and one or more actuators. The framework for the software has software representations for these parts, the measurement item and an abstract factory for generating new measurement item objects. A typical measurement cycle for a product starts with the trigger detecting the item and notifying the abstract factory. In response, the abstract factory creates a measurement item and activates it. The measurement item contains a measurement strategy and an actuation strategy and uses them to first read the relevant data from the sensors, then compare this data with the ideal values and subsequently activate the actuators when necessary to remove or mark the product if it did not fulfil the requirements.

Since most readers are familiar with GUI frameworks, such as Microsoft Foundation Classes (MFC) [45], this kind of framework is not described.

The measurement system framework has, from the moment a trigger enters the system, a well defined control loop that has to be performed in real-time and that creates a measurement item, read sensors, computes, activate actuators and stores the necessary historical data. The GUI framework has a similar thread of control, though not real-time, that updates the screen whenever a value in the system changes, e.g. of a sensor, or performs some action when the user invokes a command. These two control loops can easily collide with each other, potentially causing the measurement part to miss its real-time deadlines and causing the GUI to present incorrect data due to race conditions between the activities.

Solving this problem is considerably easier if the frameworks are supplied with source code that makes it possible to adapt the framework to handle this problem. However, the control loop in the framework may not be localized in a single entity. Often it is distributed over the framework code, which causes changes to the control to affect considerable parts of the framework.

In addition to merging the framework control loops by adapting the framework code, each framework can be assigned its own thread of control, leading to two or more independently executing control loops. Although this might work in some situations, one has to be aware of, at least, one important drawback. All application objects that can be accessed by both frameworks need to be extended with synchronization code. Since classes often cannot be modularly extended with synchroni-
zation code, it requires editing all reused classes that potentially are accessed by both processes.

The five composition problems are primarily caused by the cohesion of involved frameworks, the accuracy of the domain coverage of frameworks, the design intentions of the framework designer and, in some cases, the lack of access to the source code of the framework. The identified problems and their causes are, up to some extent, addressed by existing solutions, such as the adapter design pattern, wrapping or mediating software, but these solutions generally have limitations and either do not solve the problem completely or require considerable implementation efforts. The only serious approach to solve this kind of problems is to intentionally design the frameworks for composition from the very beginning. Attempts and guidelines for this kind of framework design have recently started to emerge e.g. [16] [39].

Framework evolution

Object-oriented frameworks, as other software, evolve over time. Controlled and predictable evolution of framework is of importance since the reusable framework not only evolves as a framework but that it only cause the evolution of the applications developed using the framework. To reduce the costs of updating the applications developed and the cost of evolving the framework, controlled and predictable evolution of the framework is necessary.

The introduction of new or changed application requirements causes the application to evolve. In addition, the requirements, in most cases, affect the frameworks too. As part of our research work [28] we have identified four major kinds of framework evolution caused by new or changed requirements, which are presented below together with one or more typical actions that are performed for the evolution category.

- **Internal reorganization**: In response to new requirements, the framework may be reorganized internally without affecting the externally visible functionality of the framework. The reason for reorganization is to improve one or more of the quality requirements (non-functional requirements) of the framework, e.g. flexibility, reusability or performance. The following internal reorganizations can be identified: 1) *Hot-spot introduction*. A hot-spot is a place where framework extension takes place (a hook method corresponds to a hot-spot). With the introduction of a
new hot-spot in the reuse interface of the framework, an additional way to configuring the framework becomes available. The client of the framework then has a possibility to use this new flexibility option or rely on the original default behaviour. Introduction of a new hot-spot generally improves the flexibility quality attribute of the product. For instance, in a file-system framework, a hot-spot in the file class can be introduced for dealing with access control. The default behaviour of the hot-spot is to perform no access control, but one can specialize this behaviour with an access control algorithm. 2) Restructuring: It may be necessary to perform some framework restructuring using refactoring techniques [35] to comply to new requirements. An example of a possible refactoring is transforming a class hierarchy relationship into an aggregate relationship. These kinds of transformations are behaviour preserving but result in a changed reuse interface of the framework. Restructuring is often used for achieving better maintainability of the framework. 3) Changing control flow. In cases where the order of actions in response to an event needs to be changed, the flow of control between the objects in a framework needs to be changed. One may argue whether this is a change in functionality, since the same behaviour is executed, although in a different order. Changing the control flow only affects the internal behaviour of the framework, not its structure. 4) Refining framework concepts. The new requirements may point out flaws in the framework design such as classes that has two roles that now have to be refined further. This action will make the framework component more understandable and it may provide new hot-spots to be added to the reuse interface. Concept refining does not affect the internal behaviour but it does change the internal structure of the framework component.

- Changing functionality: The functionality of the framework may need to be changed. For instance, due to new underlying hardware the way the framework interacts with the hardware needs to be adapted. The interface and structure of the framework tend to remain constant, but the behaviour in response to events is changed. We present one change functionality action, changing internal class behaviour. A behavioural change is localized to only one class in the framework and the class affected has no complex behavioural relationships to other classes. A simple example of
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- **Extending functionality**: The most common type of framework evolution is the extension of the framework functionality. Especially when developing new applications, additional functionality may be required from one or more of frameworks. In this category we have identified two kinds of actions: 1) *Functionality introduction*. New requirements may demand the extension of the framework with new functionality. If the requirement only affects one framework, the situation is similar to the traditional monolithic framework development process, which implies iterating the framework design for achieving a new framework version. An example could be the evolution of a read-only file system framework into a read-write file system framework. In principle, only write-storage functionality will be added to the original framework and no fundamentally new functionality was introduced. 2) *Concept introduction*. The introduction of new concepts in the framework causes the introduction of new functionality. New concepts require the reorganization of the framework since new concepts have relations to the existing concepts. Concept introduction often requires the use of earlier mentioned techniques, e.g. concept refinement, hot-spot introduction, etc. The introduction of authorization in a file-system framework is a typical example of this sub-category.

- **Reducing functionality**: In certain cases, functionality that was developed as an integral part of the framework functionality has to be removed from the framework. For example, the introduction of a new specialized framework requires the functionality it provides to be removed from the other frameworks. We identify two kind of actions: 1) *Enable/disable introduction*. There may be requirements that require the introduction of an enable/disable mechanism in the framework. An example of this situation could be an application architecture comprising authorization functionality realized by a monolithic framework. All instantiations may not require the authorization functionality. Then, a suitable solution is to provide the framework with an enable/disable mechanism for this functionality. 2) *Cutting functionality*. If new
requirements require the use of an additional framework that has to collaborate with the existing framework component, conflicts due to of domain overlap or implicit assumptions about ownership of the thread of control may occur. This will make it necessary to cut functionality out of the existing framework since it may not be possible to make necessary changes in the new framework, for instance, due to lack of access of source code or the complexity of the framework.

Unfortunately, it is very hard to observe and investigate framework evolution on the detailed level described above. In practice, we then have to observe and investigate the evolution on the level of complete frameworks. In our research we have studied different evolution aspects of an industrial object-oriented framework, the Billing GateWay framework, during four major versions. In particular we have studied the stability aspect of evolving frameworks, where the stability is characterized by a set framework stability indicators [Paper III], change and growth rates for the framework measured in terms of changed and added classes [Paper IV] and the effort distribution of framework development and customization [Paper V]. In addition, we have compared and assessed the methods used in Paper III-V, [Paper VI]. The comparison is between the methods and the assessment against a set of evolution issues comprising identification of evolution-prone modules, framework deployment, change impact analysis, benchmarking and requirements management. Through these studies we have obtained knowledge and information about the nature of framework evolution that, hopefully, will assist management making well-informed decisions about a framework's evolution, thereby ensuring controlled and predictable evolution of functionality and costs for future framework development efforts.

2. Research Topics in the Framework Field

Object-oriented framework technology bears the promises, and has in some cases demonstrated these, to deliver improved quality of the software and reduced development costs. But still, there remain topics that deserve further attention for fully exploiting the technology and we identify, at least, the following important aspects to investigate in the framework field.
2.1 Framework design for composition

Background

The common approach today when using two or more frameworks for the same application is just to try to integrate them with each other. Thus, resulting in a number of composition problems \[26][27\] since the framework are not designed for composition. The only serious approach to solve this kind of problems is to intentionally design the frameworks for composition from the very beginning.

Existing approach(es)

Currently, little research work exists regarding framework composition. In \[39\] the concept of framelet is introduced as a way for solving the composition problems. A framelet is 1) small in size (<10 classes), 2) does not assume the main control of the application and 3) has a clearly defined simple interface. Thus, framelets clearly differ from the main characteristics of a large monolithic framework. Framelets are intended to be specialized by subclassing and composition. A framelet exists in the context where a software system is viewed as a set of service interfaces and their implementation. A interface that belongs to the framelet without its implementation is part of the specialization interface of the framelet and an interface that belongs to the framelet with its implementation is part of the framelet’s service interface. This modularization into framelets of a large monolithic framework may solve the composition problems. The idea of framelets has been applied in an effort of rearchitecting a legacy systems which appears to have been successful. Thus, framelets have been identified through an analysis of the legacy systems. However, no evidence is presented that demonstrate that it is possible to develop a set of framelets (forward engineering) intentionally and easily compose them with each other.

Research question(s)

Although, \[39\] is promising work, more and other work is needed. The long-term objective must be some kind of framework integration standard. The existence of a standard will assure that the exchange of frameworks in an application or a product line architecture will be possible.
An intermediate step is development of framework design guidelines that eliminate, or alleviate, the composition problems, e.g. [16].

2.2 Documentation of frameworks

Background
Accurate and sometimes also comprehensible software documentation is in general difficult to obtain. The documentation issue becomes even more important in the context of reusable assets. The documentation of a framework must be described on different levels of abstraction since it must address the needs of developers with varying levels of experience. There are different needs for an experienced user of the framework, a first-time user and a framework maintainer. The framework documentation must encompass [19]:

- the purpose of the framework
- how to use the underlying framework
- the purpose of the application examples
- the design of the framework

Existing approach(es)
Regarding documentation of frameworks a few different approaches can be identified [24];

- Cookbook Approaches
- Pattern Approaches

Cookbook Approaches. Most framework users are not interested in the details of a framework but are looking for documentation that describes how to use the framework. They are looking for some kind of cookbook, one that guides them in how to use the framework. A few different approaches that use the cookbook idea exist [1][22][24].

The cookbook approaches are all good for addressing the purpose of the framework and present examples. The aspect of how to use the framework is described informally through natural language. The detailed design of the frameworks is nearly neglected in these
approaches, but can be presented with some standard design notation, e.g. [42]. Only some discussions about a few classes and class hierarchies in the frameworks exist in the cookbook approaches.

*Pattern Approaches.* Patterns exist in a number of shapes and some of them are suitable for the documentation of frameworks. Object-oriented design patterns [12] describe parts of an object-oriented design. This doesn’t make them suitable for presenting the complete design of an object-oriented framework in one view. A class in a framework can have two or more different roles, depending on how many design patterns it is participating in. This means that it is not possible to identify the borderlines between different design patterns in a framework.

However, object-oriented design patterns are useful in the context of describing parts of a framework design through the diagrams for the design patterns and the vocabulary introduced. In some cases where the framework offers the users few entries to adapt the framework, design patterns can be a suitable approach.

The object-oriented design pattern approach does not address the purpose of the framework aspect. The aspect of describing the detailed design of the framework is addressed by the object-oriented design pattern approach since they capture the intricacies of the framework design.

Since a framework is the result of many design iterations, the real world concepts have often been lost in the design. This implies a higher learning curve for the framework, which may be reduced if the framework is documented with design patterns and the framework reuser masters the set of patterns used.

**Research question(s)**

The documentation issue is often neglected in general but is crucial for object-oriented frameworks since the reuse of the framework will not take place if it is not possible to understand the frameworks and further research on framework documentation is necessary.

To summarize the use of the different approaches, the cookbook approaches seem to be used by companies developing commercial frameworks intended for a mass-market [1], whereas companies developing proprietary frameworks are using the design pattern approach for documenting their software, e.g. [6]. However, no information exists
about which kind of documentation is most cost-effective for the different kinds of framework users.

In addition, the production of documentation is costly so there is a need of documentation tools that, through some kind of reverse engineering tool, provide accurate and usable documentation for the framework reuser.

2.3 Framework development and usage processes

Background

Today, the argued process for developing a framework is to draw from experiences from three or more applications from the same domain. This process of generalizing from existing systems and experiences is very costly so there is a need for a more cost-effective development process.

Existing approach(es)

Currently, we only see two possible approaches for achieving cost-effectiveness. One, to draw on others experiences and utilize all available knowledge from existing successful frameworks projects. Two, the decomposition of the application into a set of smaller frameworks intended for composition. Hopefully, the development of smaller frameworks together with the integration activity will result in a less costly process than the traditional approach.

Research question(s)

The process of reusing one or more frameworks is still rather ad hoc. The main issue, we believe, is the documentation of the framework. If an appropriate documentation is available the reuse of the framework will be successful. Thus, the problem of successfully reusing a framework is a documentation and training problem.

If the approach of developing smaller frameworks is selected the problem of reusing a framework returns back to the problem of framework composition.
2.4 Framework evolution

Background

Evolution of object-oriented framework is an important research issue since frameworks can be used in a number of different contexts; as a large monolithic framework, as a component to be integrated with other frameworks, as a component in a back-bone framework, as a back-bone framework with or without the components (frameworks), and in one or many software product line architectures using frameworks as components. Depending on the context, one may expect the framework to evolve in a specific way.

Existing approach(es)

Currently, little knowledge is available about how object-oriented frameworks evolve. In [40], the maturity evolution of object-oriented frameworks is discussed. The major stages in the evolution is that a framework starts as a white-box framework and gradually evolve into a black-box framework, then a visual configuration and code generation environment for the applicator development is developed, a so called visual builder.

In [10], a metrics-based approach that supports incremental development of a monolithic framework is described. By measuring a set of metrics an assessment of the design quality of the framework can be performed. If the metric data is within acceptable limits, the framework is considered to be good enough from a metrics perspective otherwise another design iteration has to be done. The approach is intended to be used during the design iterations, before a framework is released and does not consider long term evolution of a framework. But the basic idea may be used for investigating framework evolution.

In addition, we have performed a study, mainly quantitative, of four major versions of a monolithic framework within the telecommunications domain, paper IV or [29],

Research question(s)

To summarize, little is known about framework evolution, especially evolution of smaller frameworks that act as components in larger applications or software product line architectures. Knowledge of the nature
of framework evolution is important to attain an organization can maintain *controlled and predictable evolution* of the framework, the application or the product line architecture to avoid unexpected technical or economical problems.

### 2.5 Economical aspects

**Background**

When should an organization decide to develop a framework or not? How many times must a framework be reused to be economical beneficial? What factors are important to consider? These economical matters, and others, are of concern for any organization developing object-oriented software. Economical aspects in software development, software economics, is still an under-developed area in software engineering, especially for small and medium sized enterprises. In the field of framework economics very little is known.

**Existing approach(es)**

To the best of our knowledge, we are only aware of one source related to framework economics. In [25](paper V), we present effort data for framework development and usage of a proprietary framework.

**Research question(s)**

Research issues related to framework economics are [11]:

- *Framework cost metrics*. The issue here is to find a way to measure the cost reduction of reusing frameworks compared to developing the application without using framework technology. Currently, we are not aware of any results in this field. The challenge in this area is to find a convincing argumentation that the use of frameworks has delivered cost reduction since no organisation is willing to develop the same application twice, with and without using frameworks.
**Cost estimation.** There is a need of developing cost models for predicting the cost of both developing and customizing a particular framework. Since the development of cost models requires empirical data to be calibrated it is necessary to collect effort data. Regarding effort data for framework development and usage we are only aware of our own work, i.e. [25]. It is not enough with only effort data to construct the cost model but it is necessary to identify which factors, so called cost drivers, which affect the development and customization costs. Today, we are aware of no sources that discuss these issues but relevant information can, hopefully, be found in the software reuse community. For example, [23], which presents and compares seventeen existing reuse models.

**Investment analysis.** What is the return of investment of using framework technology in an organisation? Today, no one can give an accurate answer, the application of framework technology is more intuitive than based on justifying economical analyses. So, there is a need of investment analysis models.

### 3. Research Results

#### 3.1 Research method

It’s still a debate within the research community about how software engineering research should be performed, e.g. [51][14][49]. This is not surprising since software engineering has a relatively short history and still is maturing as an research area. Software engineering has emerged from computer science as a complement, but as a more applied discipline. Both computer science research and, to a lesser extent, software engineering, has a large degree of analytical (formal) reasoning as the main starting point. This maybe for historical reasons, since they have their origins in mathematics. However, research in software engineering comprises both computer science, human and organizational issues thereby causing a need of additional research approaches, for example from the social sciences.

A classification of research methods in software engineering was proposed at the Dagstuhl workshop [1], which has been further discussed
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The following four categories of research methods were identified, quoted from [1]:

- **The scientific method.** “Observe the world, propose a model or theory of behavior, measure and analyze, validate hypotheses of the model or theory, and if possible repeat”.

- **The engineering method.** "Observe existing solutions, propose better solutions, build or develop, measure and analyze, repeat until no further improvements are possible”.

- **The empirical method.** "Propose a model, develop statistical or other methods, apply to case studies, measure and analyze, validate the model, repeat”. Empirical methods are often further divided into the following three categories [41]:
  - **Experiment:** Experimentation is a research strategy involving the assignment of study subjects to different conditions, manipulation of one or more independent variables by the experimenter, measurement of the effects of the manipulation on one or more dependant variables, and control of all other variables. A possible experiment could investigate the effectiveness of two different requirement inspection techniques.
  
  - **Survey:** A survey is a research strategy which comprises the collection of a small amount of data in standardized form from a relatively large number of individuals, groups or organizations and the selection of samples from the individuals, groups or organizations from known populations. An example of a survey could be a questionnaire to a set of organizations about their perceived problems and benefits of applying framework technology.
  
  - **Case study:** A case study is a research strategy which involves an empirical investigation of a particularly phenomenon (the case) within its real life context. The case study strategy is a very flexible approach for performing research and a number of approaches for performing case studies exist. In fact, case studies are inherently multi-method, i.e. involves a mix of observation, interview and analysis techniques, and both quantitative and qualitative data is collected and
analyzed. An example of a possible case study could be to study the introduction of framework technology into an organization with respect to software quality and reduced development effort.

- The analytical method. "Propose a formal theory or set of axioms, develop a theory, derive results and if possible compare with empirical observations".

Paper I and II is based on the authors own experiences of framework technology and open-ended interviews and discussions with software engineers developing and using frameworks. Thus, paper I and II represent case study research within the empirical research method.

The remaining papers, paper III-VI, are all part of a larger case study. Paper III and IV are studies where quantitative data has been collected and analyzed. According to the more detailed classification in [41] these studies can be categorized as using historical observational methods, i.e. a kind of archive analysis. In an archive analysis the data is collected from some kind of archive and the data has been collected for a different purpose than the one used in the current study. In our study, the archive data was not available but existed inherent in the different software versions available and we intentionally created the archive, through applying a metrics tool, with a specific purpose in mind. Paper V is similar to the studies in the previous two papers but the difference is that there now existed a historical archive where the data has been collected for a different purpose. An additional difference is that in paper V we are studying development process data, whereas paper III and IV are studying product data. This distinction is made in [51] where the research method concerning only product data is named static analysis and the one that also includes development process data is named legacy data.

The focus of paper VI is to present a qualitative comparison between the three methods in paper III-V together with a qualitative assessment of the methods with respect to a set of framework evolution issues. Thus, paper VI can be considered as a large case study comprising the individual studies in paper III-V.

3.2 Research focus

The research presented in this thesis is carried out within the discipline of software engineering, concerned with methods, tools and techniques
for developing and managing the process of creating and evolving software products [46]. To meet the requirements of reduced product development effort software reuse has established itself as a sub-discipline within in software engineering. Software reuse is the process of creating software systems from existing software rather than building the software from scratch. This change of focus, from development of one single product, to development and usage of many reusable (software) assets, cause changes to the methods, tools and techniques used for creating and evolving the assets.

A reusable asset could be a lot of different things, for example, a sorting routine, a math library, a test suit, a specification document etc. We present in this thesis research where the reusable assets are object-oriented frameworks. An object-oriented framework is a set of abstract classes that embodies an abstract design for solutions to a family of related problems [17]. For a more elaborated discussion of the framework concept, see section 1. In particular, we have studied

- Problems, anticipated and unanticipated, which may occur when applying framework technology in an organization together with possible solution approaches. The identified problems are related to the development, usage and management of object-oriented frameworks [Paper I]. The issue of composing two or more frameworks has attained additional attention and which problems that may occur in that case, together with existing solution approaches and underlying causes for the composition problems has been studied in [Paper II].

- Different evolution aspects of an industrial object-oriented framework, the Billing Gateway (BGW) framework, during four major versions. In particular we have studied the stability aspect of evolving frameworks, the BGW framework and a graphical user interface framework, Microsoft’s Foundation Classes (MFC) framework [Paper III], change and growth rates for the framework [Paper IV] and effort distribution of framework development and customization [Paper V]. In [Paper VI], the papers III-V, are put together in their larger context and a comparison and assessment of the three methods for studying framework evolution is presented. The comparison is between the methods presented in paper III-V and the assessment against a set of evolution
issues comprising identification of evolution-prone modules, framework deployment, change impact analysis, benchmarking and requirements management.

3.3 Main contributions

The main results of the presented work include findings related to the application of framework technology within an organization, the usage and composition of multiple frameworks, as well as a set of different methods which can provide management with information for making well-informed decisions about the framework’s evolution, thereby ensuring controlled and predictable evolution of the framework’s functionality and costs. All work is based on or has its origin in industrial contexts where object-oriented frameworks have been developed, used, evolved and managed. Thus, the results is based on empirical evidences. This section summaries the main contributions and gives a guide to the reader on the contents of each included paper.

- Identification of problems and possible solutions when adopting framework technology. When using new technology it is always the case that some unforeseen problems occur. If the problems are not identified and carefully addressed this may cause extraordinary costs or closing down of projects. Our research work provides an extensive, but not complete, list of issues that have to handled by the organization together with possible solution approaches. Topics addressed by the research cover development, usage, evolution and management of a framework. Examples are domain scooping of the framework, business models, verification of the framework’s abstract behavior, when to release a framework, management of application development, software error correcting strategies, and maintenance strategies.

- Identification of problems, causes and solutions when composing object-oriented frameworks. We have identified five framework composition problems encountered in application development; composition of framework control, composition with legacy components, framework gap, overlap of framework entities and composition of entity functionality. The primary causes for these problems are related to; the cohesion between classes inside each framework, the domain coverage of the frameworks, the design
intentions of the framework designers and the potential lack of access to the source code of the frameworks. The problems and their causes identified can be, up to some extent, addressed by existing solutions, such as the adapter design pattern, wrapping or mediating software, but these solutions generally have limitations and either do not solve the problem completely or require considerable implementation effort.

- **Characterization of framework evolution.** A characterization of the evolution of an industrial application framework is given. The characterization of the evolution is mainly quantitative and covers four consecutive versions of the framework. A set of framework stability indicators, defining a set of threshold values for the metrics used, is provided which characterizes the stability of an evolving framework. The threshold values are based on analysis of two additional frameworks, besides the BGW framework. In addition, a method for identifying evolution-prone modules in a framework as well as effort data which shows the distribution of development effort for the four versions is presented as other aspects of framework evolution. To summarize, a characterization of the evolution of an industrial application framework is given from different views, using different methods, which hopefully will provide a better understanding of the nature of framework evolution and thereby assist management to perform a controlled and predictable evolution of the framework’s functionality and costs.

- **Extension and validation of two proposed methods for software evolution.** The research work covers the extension/adaptation and application of two proposed methods for software evolution; one method for quantitatively assessing stability of a framework [3], which have been extended with an aggregated metric as well as a set of framework stability indicators defining threshold values for the metric set used that characterizes the stability of a framework, the method have been applied on three different frameworks, another method for identifying evolution-prone modules based on historical information [13], the method have been adapted to suit object-oriented software. The result of our application of the two extended/adapted methods are the first one is possible to apply and use for assessing the stability of a framework, the latter method was adapted and successfully applied on a proprietary
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framework. Thus, we have validated that the two extended/adapted proposed methods are usable and possible to apply on industrial object-oriented frameworks.

- **Evidence for reduced application development effort when using framework technology.** It has for a long time been claimed that object-oriented framework technology delivers reduced time to market and reduced application development efforts but no quantitative evidence has been shown. Our research work contains quantitative support, based on more than 30 instantiations of an industrial framework, that framework technology delivers reduced application development efforts. Our work shows that the average application development effort is less than 2% of the framework development effort. In fact, 75 percent of the framework customizations requires an effort less than 2.5 percent of the framework development effort. Thus, we have provided, to the best of our knowledge, the first quantitative evidence that framework technology reduces application development effort.

Summary of papers

The abstracts of each included paper are provided below as a quick index for the reader.

Paper I: Frameworks Problems and Experiences
Jan Bosch, Peter Molin, Michael Mattsson, PerOlof Bengtsson and Mohamed Fayad

Reuse of software has been one of the main goals of software engineering for decades. Reusing software is not simple and most efforts resulted in small reusable, black-box components. With the emergence of the object-oriented paradigm, the enabling technology for reuse of larger components became available and resulted in the definition of object-oriented frameworks. Frameworks attracted attention from many researchers and software engineers and frameworks have been defined for a large variety of domains. The claimed advantages of frameworks are, among others, increased reusability and reduced time to market for
applications. Although several examples have shown these advantages to exist, there are problems and hindrances associated with frameworks that may not appear before they are used in real projects. The authors of this chapter have been involved in the design, maintenance and use of several object-oriented frameworks, and based on the experiences from these projects, they describe a number of problems related to frameworks. The problems are organized according to four categories: framework development, usage, composition, and maintenance. For each category, the authors present the most relevant problems and experiences. The goal of Chapter 3 is to help software engineers avoid the described problems and to suggest topics for future research.

Paper II: Composition Problems, Causes, & Solutions
Michael Mattsson and Jan Bosch.

Whereas framework-based application development initially included a single framework, increasingly often multiple frameworks are used in application development. This chapter provides a significant collection of common framework composition problems encountered in application development together with an analytical discussion of the underlying causes for the problems. Based on the composition problems and the identified primary causes the authors describe and analyze existing solution approaches and their limitations.

The composition problems discussed are (1) composition of framework control, (2) composition with legacy components, (3) framework gap, (4) overlap of framework entities and (5) composition of entity functionality. The primary causes for these composition problems are related to (1) the cohesion between classes inside each framework, (2) the domain coverage of the frameworks, (3) the design intentions of the framework designers and (4) the potential lack of access to the source code of the frameworks. The identified problems and their causes are, up to some extent, addressed by existing solutions, such as the adapter design pattern, wrapping or mediating software, but these solutions generally have limitations and either do not solve the problem completely or require considerable implementation efforts.
Recently an approach for identifying potential modules for restructuring in large software systems using product release history was presented [13]. In this study we have adapted the original approach to better suit object-oriented frameworks and applied it to an industrial black-box framework product in the telecommunication domain. Our study shows that using historical information as a way of identifying structural shortcomings in an object-oriented system is viable and useful. The study thereby strengthens the suggested approach in [13] and demonstrates that the approach is adaptable and useful for object-oriented systems. The usefulness of the original approach has been validated through this study too.

Object-oriented framework technology has become a common reuse technology in software development. As with all software, frameworks evolve over time. Once the framework has been deployed, new versions of a framework potentially cause high maintenance cost for the products built with the framework. This fact in combination with the high costs of developing and evolving a framework make it important for organizations to achieve controlled and predictable evolution of the framework's functionality and costs. We present a metrics-based framework stability assessment method, which have been applied on two industrial frameworks, from the telecommunication and graphical user interface domains. First, we discuss the framework concept and the frameworks studied. Then, the stability assessment method is presented including the metrics used. The results from applying the method as well as an analysis of each of the frameworks are described. We continue with a set of observations regarding the method, including framework differences
that seem to be invariant to the method. A set of framework stability indicators based on the results is then presented. Finally, we assess the method against issues related to management and evolution of frameworks, framework deployment, change impact analysis, and benchmarking.

Paper V: Effort Distribution in a Six Year Industrial Application Framework Project
Michael Mattsson

It has for a long time been claimed that object-oriented framework technology delivers reduced application development efforts but no quantitative evidence has been shown. In this study we present quantitative data from a six year object-oriented application framework project in the telecommunication domain. During six years four major versions of the application framework have been developed and over 30 installations at customer sites has been done. We present effort data both for the framework development and the installations as well as relative effort per phase for the framework versions. The effort data presented gives quantitative support for the claim that framework technology delivers reduced application development efforts. In fact, the effort data shows that the average application development effort is less than 2% of the framework development effort.

Paper VI: Assessment of Three Evaluation Methods for Object-Oriented Framework Evolution
Michael Mattsson and Jan Bosch
Research report 1999:20, Department of Software Engineering, University of Karlskrona/Ronneby, Sweden, also submitted to the Journal Information and Software Technology, 1999

Object-oriented framework technology has become a common reuse technology in object-oriented software development. As with all software, frameworks tend to evolve. Once the framework has been deployed, new versions of a framework cause high maintenance cost for the products built with the framework. This fact in combination with the high costs of developing and evolving an object-oriented framework
make it important to have controlled and predictable evolution of the framework’s functionality and costs. We present three methods 1) Evolution Identification Using Historical Information, 2) Stability Assessment and 3) Distribution of Development Effort which have been applied to between one to three different frameworks, both in the proprietary and commercial domain. The methods provide management with information which will make it possible to make well-informed decisions about the framework’s evolution, especially with respect to the following issues; identification of evolution-prone modules, framework deployment, change impact analysis, benchmarking and requirements management. Finally, the methods are compared to each other with respect to costs and benefits.
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Introduction
Abstract

Reuse of software has been one of the main goals of software engineering for decades. Reusing software is not simple and most efforts resulted in small reusable, black-box components. With the emergence of the object-oriented paradigm, the enabling technology for reuse of larger components became available and resulted in the definition of object-oriented frameworks. Frameworks attracted attention from many researchers and software engineers and frameworks have been defined for a large variety of domains. The claimed advantages of frameworks are, among others, increased reusability and reduced time to market for applications. Although several examples have shown these advantages to exist, there are problems and hindrances associated with frameworks that may not appear before they are used in real projects. The authors of this chapter have been involved in the design, maintenance and use of several object-oriented frameworks, and based on the experiences from these projects, they describe a number of problems related to frameworks. The problems are organized according to four categories: framework development, usage, composition, and maintenance. For each category, the authors present the most relevant problems and experiences. The goal of Chapter 3 is to help software engineers avoid the described problems and to suggest topics for future research.
1. Introduction

Reuse of software has been a goal in software engineering for almost as long as the existence of the field itself. Several research efforts have aimed at providing reuse. During the 1970s, the basics of module-based programming were defined and software engineers understood that modules could be used as reusable components in new systems. Modules, however, only provided as-is reuse, and adaptation of modules had to be done either by editing the code or by importing the component and changing those aspects unsuitable for the system at hand. During the 1980s, the object-oriented languages increased in popularity, since their proponents claimed increased reuse of object-oriented code through inheritance. Inheritance, different from importing or wrapping, provides a much more powerful means for adapting code.

However, all these efforts only provided reuse at the level of individual, often small-scale, components that could be used as the building blocks of new applications. The much harder problem of reuse at the level of large components that may make up the larger part of a system, and of which many aspects can be adapted, was not addressed by the object-oriented paradigm in itself. This understanding led to the development of object-oriented frameworks (large, abstract applications in a particular domain that can be tailored for individual applications). A framework consists of a large structure that can be reused as a whole for the construction of a new system.

Since its conception at the end of the 1980s, the appealing concept of object-oriented frameworks has attracted attention from many researchers and software engineers. Frameworks have been defined for a large variety of domains, such as user interfaces and operating systems within the computer science domain and financial systems, fire-alarm systems, and process control systems within particular application domains. Large research and development projects were started within software development companies, but also at universities and even at the governmental level. For instance, the European Union-sponsored Esprit project REBOOT [25] had a considerable impact on the object-oriented thinking and development in the organizations involved in the project and later caused the development of a number of object-oriented frameworks, for example, see [10].

In addition to the intuitive appeal of the framework concept and its simplicity from an abstract perspective, experience has shown that
framework projects can indeed result in increased reusability and decreased development effort; see, for example, [38]. However, next to the advantages related to object-oriented frameworks, there exist problems and difficulties that do not appear before actual use in real projects. The authors of this chapter have been involved in the design, maintenance, and usage of a number of object-oriented frameworks. During these framework-related projects several obstacles were identified that complicated the use of frameworks or diminished their benefits.

The topic of this chapter is an overview and discussion of the obstacles identified during these framework projects. The obstacles have been organized into four categories. The first category, framework development, describes issues related to the initial framework design, in other words, the framework until it is released and used in the first real application. The second category is related to the instantiation of a framework and application development based on a framework. Here, issues such as verification, testing, and debugging are discussed. The composition of multiple frameworks into an application or system and the composition of legacy code with a framework is the third category of concern. The final category is concerned with the evolution of a framework over time, starting with the initial framework design and continuing with the subsequent framework versions.

This chapter provides a solid analysis of obstacles in object-oriented framework technology. It presents a large collection of the most relevant problems and provides a categorization of these obstacles. This chapter is of relevance to practitioners who make use of frameworks or design them, as well as to researchers, since it may provide topics to be addressed in future research efforts.

The remainder of this chapter is organized as follows. The next section describes the history of object-oriented frameworks and defines a consistent terminology. Subsequently, Section 3 discusses some examples of object-oriented frameworks in which one or more of the authors were involved, either as designers or as users. Section 4 discusses the obstacles in object-oriented framework development and usage that were identified, organized in the four aforementioned categories. Section 5 summarizes the chapter.
2. Object-Oriented Frameworks

Although object-oriented frameworks present a well-known concept in the reuse community, no widely accepted terminology is available. After discussing a brief history of object-oriented frameworks, this section presents the definitions used in the remainder of the chapter.

2.1 History of frameworks

Early examples of the framework concept can be found in literature that has its origins in the Smalltalk environment, such as [17] and Apple Inc. [46]. The Smalltalk-80 user interface framework, Model-View-Controller (MVC), was perhaps the first widely used framework. Apple Inc. developed the MacApp user interface framework, which was designed for supporting the implementation of Macintosh applications. Frameworks attained more interest when the InterViews [30] and ET++ [50] user interface frameworks were developed and became available. Frameworks are not limited to user interface frameworks but have been defined for many other domains as well, such as operating systems [45] and fire alarm systems [36], [37]. With the formation of Taligent in 1992, frameworks attained interest in larger communities. Taligent set out to develop a completely object-oriented operating system based on the framework concept. The company delivered a set of tools for rapid application development under the name CommonPoint that consists of more than a hundred object-oriented frameworks [1], [9]. The Taligent approach made a shift in focus to many fine-grained integrated frameworks and away from large monolithic frameworks.

Many object-oriented frameworks exist that capture a domain well, but relatively little work has been done on general framework issues such as methods for framework usage and testing of frameworks. Regarding documentation, patterns have been used for documentation of frameworks [19], [21] and for describing the rationale behind design decisions for a framework [3]. Other interesting work of a general framework nature is that concerning the restructuring (refactoring) of frameworks. Since frameworks often undergo several iterations before even the first version is released, the framework design and code change frequently. In [39], a set of behavior-preserving transformations-refactorings-are defined that help to remove multiple copies of similar code.
without changing the behavior. Refactoring can be used for restructuring inheritance hierarchies and component hierarchies [23].

[43] describe the evolution of a framework as starting from a white-box framework, a framework that is reused mostly by subclassing, and developing into a blackbox framework, a framework that mostly is reused through parameterization. The evolution is presented as a pattern language describing the process from the initial design of a framework as a whitebox framework to a blackbox framework. The resulting blackbox framework has an associated visual builder that will generate the application’s code. The visual builder allows the software engineer to connect the framework objects and activate them. In addition, the builder supports the specification of the behavior of application-specific objects.

2.2 Definition of concepts

Most authors agree that an object-oriented framework is a reusable software architecture comprising both design and code, but no generally accepted definition of a framework and its constituent parts exists. Probably the most referenced definition of a framework is found in [22]:

*A framework is a set of classes that embodies an abstract design for solutions to a family of related problems.*

In other words, a framework is a partial design and implementation for an application in a given problem domain. When discussing the framework concept, terminological difficulties may arise due to the fact that a common framework definition does not exist and because it is difficult to distinguish between framework-specific and application-specific aspects. In the remainder of the chapter, the following concepts are used: core framework design, framework internal increment, application-specific increment, object-oriented framework, and application. For more debate about the framework definition, please refer to Chapter 1 and [12], [14].

The *core framework design* comprises both abstract and concrete classes in the domain. The concrete classes in the framework are intended to be invisible to the framework user (for example, a basic data storage class). An abstract class is either intended to be invisible to the *framework user* or intended to be subclassed by the framework user. The latter classes are also referred to as *hot spots* [42]. The core framework
design describes the typical software architecture for applications in the domain.

However, the core framework design has to be accompanied by additional classes to be more usable. These additional classes form a number of class libraries, referred to as framework internal increments, to avoid confusion with the more general class library concept. These internal increments consist of classes that capture common implementations of the core framework design. Two common categories of internal increments that may be associated with a core framework design are the following:

Subclasses representing common realizations of the concepts captured by the superclasses. For example, an abstract superclass Device may have a number of concrete subclasses that represent real-world devices commonly used in the domain captured by the framework.

A collection of (sub)classes representing the specifications for a complete instantiation of the framework in a particular context. For example, a graphical user interface framework may provide a collection of classes for a framework instantiation in the context provided by Windows 95.

At the object level we talk about the core implementation, which comprises the objects belonging to the classes in the core framework design and increment implementation, which consists of the objects belonging to the classes defined in the internal increments. Thus, an object-oriented framework consists of a core framework design and its associated internal increments (if any) with accompanying implementations. Different from [43], where the distinction between the framework and a component library is made, our interpretation of a framework includes class libraries.

Some authors categorize frameworks into whitebox and black-box frameworks (for example, [22]), or calling and called frameworks (for example, [49]). In a whitebox (inheritance-based) framework, the framework user is supposed to customize the framework behavior through subclassing of framework classes. As identified by [Roberts-Johnson 1996], a framework often is inheritance-based in the beginning of its life cycle, since the application domain is not sufficiently well understood to make it possible to parameterize the behavior. A blackbox (parameterized) framework is based on composition. The behavior of the framework is customized by using different combinations of classes.
A parameterized framework requires deep understanding of the stable and flexible aspects of the domain. Due to its predefined flexibility, a blackbox framework is often more rigid in the domain it supports. A calling framework is an active entity, proactively invoking other parts of the application, whereas a called framework is a passive entity that can be invoked by other parts of the application. However, in practice, no framework is a pure whitebox or blackbox framework or a pure calling or called framework. In general, a framework has parts that can be parameterized and parts that need to be customized through subclassing. Also, virtually each framework is called by some part of the application and calls some (other) part of the application.

An application is composed of one or more core framework designs, each framework’s internal increments (if any), and an application-specific increment, comprising application-specific classes and objects. The application may reuse only parts of the object-oriented framework or it may require adaptation of the core framework design and the internal increments for achieving its requirements.

The presence of reusable frameworks influences the development process for the application. The following phases are identifiable in framework-centered software development:

The framework development phase, often the most effort-consuming phase, is aimed at producing a reusable design in a domain. Major results of this phase are the domain analysis model, a core framework design, and a number of framework internal increments, as depicted in Table 1. The framework development phase is described in more detail in Section 4.1.

The framework usage phase is sometimes also referred to as the framework instantiation phase or the application development phase. The main result of this phase is an application developed reusing one or more frameworks. Here, the framework user must include the core framework designs or part of them, depending on the application requirements. After the application design is finished, the software engineer has to decide which internal increments to include. For those parts of the application design not covered by reusable classes, new classes need to be developed to fulfill the actual application requirements. We refer to these new classes as the application-specific increment. The problem of composing frameworks is further discussed in Section 4.3, and a model for framework usage is outlined in Section 4.2.
The framework evolution and maintenance phase, as all software, will be subject to change. Causes for these changes can be errors reported from shipped applications, identification of new abstractions due to changes in the problem domain, changes in the business domain, and so on. These kinds of issues will be discussed in Section 4.4.

Table 1. Framework development activities, software engineer roles, and artifacts

<table>
<thead>
<tr>
<th>Activity</th>
<th>The Software Engineer’s Role</th>
<th>Software Artifacts Involved</th>
</tr>
</thead>
<tbody>
<tr>
<td>Framework development</td>
<td>Framework developer</td>
<td>Core framework design</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Framework internal increments</td>
</tr>
<tr>
<td>Framework usage(^a)</td>
<td>Framework user(^b)</td>
<td>Core framework design</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Framework Internal increments</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Application-specific increment</td>
</tr>
<tr>
<td>Framework maintenance and evolution</td>
<td>Framework maintainer</td>
<td>Core framework design</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Framework increments</td>
</tr>
</tbody>
</table>

\(^a\) Framework usage is sometimes referred to as framework instantiation or application development.

\(^b\) By some, the framework user is denoted as framework reuser or application developer.

### 3. Examples of Application Frameworks

The problems and lessons learned that are presented in the next section are based on extensive experience with industry-strength object-oriented frameworks. In this section, the five most prominent frameworks are briefly presented. Several of the frameworks are used in product development, whereas others have not reached that stage yet.

#### 3.1 Fire alarm systems

TeleLarm AB, a Swedish security company, develops and markets a family of fire alarm systems ranging from small office systems to large distributed systems for multibuilding plants. An object-oriented
framework was designed as a part of a major architectural redesign effort. The framework provides abstract classes for devices and communication drivers, as well as application abstractions such as input points and output points representing sensors and actuators. System status is represented by a set of deviations that are available on all nodes in the distributed system. The notion of periodic objects is introduced, giving the system large-grain concurrency without the problems associated with asynchronous fine-grain concurrency. Two production instantiations from the framework have been released so far. For more information, refer to [35], [37].

3.2 Measurement systems

In cooperation with EC-Gruppen, we were involved in the design of a framework for measurement systems. Measurement systems are systems that are located at the beginning or end of production lines to measure some selected features of production items. The hardware of a measurement system consists of a trigger, one or more sensors, and one or more actuators. The framework for the software has software representations for these parts, the measurement item, and an abstract factory for generating new measurement item objects. A typical measurement cycle for a product starts with the trigger detecting the item and notifying the abstract factory. In response, the abstract factory creates a measurement item and activates it. The measurement item contains a measurement strategy and an actuation strategy and uses them first to read the relevant data from the sensors, then to compare this data with the ideal values, and subsequently to activate the actuators when necessary to remove or mark the product if it did not fulfill the requirements. Refer to [7] for a more detailed description of the framework.

3.3 Gateway billing systems

Ericsson Software Technology AB started to develop the billing gateway framework as an experiment and it is now used for developing products within the company. The billing gateway framework acts as a mediation device in telecommunication management networks between the network elements generating billing information and the billing systems responsible for charging customers. The framework supports several
network communications protocols, both for inbound and for outbound communication. The gateway provides services for processing the billing information (for example, conversion from different billing information formats), filtering of billing information, and content-sensitive distribution of the information. The performance of applications developed based on the framework is of great importance and multi-threading is used heavily. Refer to [31] for a more detailed overview of these issues.

3.4 Resource allocation

The resource allocation framework was part of a large student project (10,000 hours) in cooperation with Ericsson Software Technology AB as a prototype development. The project goal was to develop a framework for resource allocation systems, since a need to develop several similar systems in the domain was identified by the customer. The framework consists of three subframeworks—the core resource allocation framework and two supporting frameworks—handling user interface and persistence through relational databases, respectively. The main part of the generic behavior consists of the general scheme of allocations, in other words, one or several resources could be allocated by one allocator represented by an allocation. The framework user specifies the concrete resources for the application and implements some specific behavior such as editing, storing, and displaying. The framework handles the general business rules, for example, not allowing a resource to be allocated by more than one allocator for overlapping time periods.

3.5 Process operation

In cooperation with researchers from a chemical technology department, one of the authors was involved in the definition of an object-oriented framework for process operation in chemical plants. The goal of the framework was to provide a general frame of reference for all (most) activities and entities in a chemical plant, including sales, planning, process operation, and maintenance. The framework consists of seven concept hierarchies organized into three categories: real-world, coordination, and model structures. The real-world structures are the order structure, material structure, and equipment structure. The model
structures are the operation step structure, instrumentation structure, and control structure. The only coordination structure is the equipment coordination structure. These structures describe a considerable part of the domain knowledge for chemical plants as available in the field of chemical technology. For a concrete plant, the structure hierarchies have to be instantiated based on the actual equipment, orders, materials, and so forth, available in the plant. Due to the size of the framework, parts of it have been instantiated, rather than the complete framework. One experiment has been performed on a batch process application. We refer to [4] for more details concerning the framework.

4. Problems and Experiences

As described earlier, three phases can be identified in framework-centered software development: framework development, framework usage, and framework evolution. Each phase is discussed in the subsequent sections. Framework usage, being the most extensive phase, is discussed in two sections, that is, framework usage and framework composition. Framework composition is treated separately since it leads to a number of specific problems.

4.1 Framework development

The development of a framework is somewhat different from the development of a standard application. The important distinction is that the framework has to cover all relevant concepts in a domain, whereas an application is concerned only with those concepts mentioned in the application requirements. To set the context for the problems experienced and identified in framework development, we outline the following activities as parts of a simple framework development model:

Domain analysis [47] aims at describing the domain that is to be covered by the framework. To capture the requirements and identification of concepts, the developer may refer to previously developed applications in the domain, to domain experts, and to existing standards for the domain. The result of the activity is a domain analysis model, containing the requirements of the domain, the domain concepts, and the relations between those concepts.
Architectural design takes the domain analysis model as input. The designer has to decide on a suitable architectural style to underlie the framework. Based on the selected style, among other considerations, the top level of the framework is designed. Examples of architectural styles or patterns can be found in [48] and [8].

Framework design is the stage in which the top-level framework design is refined and additional classes are designed. Results from this activity are the functionality scope given by the framework design, the framework’s reuse interface (similar to the external framework interface described in [11]), design rules based on architectural decisions that must be obeyed, and a design history document describing the design problems encountered and the solutions selected, with an argumentation.

Framework implementation is concerned with the coding of the abstract and concrete framework classes.

Framework testing is performed to determine whether the framework provides the intended functionality, but also to evaluate the usability of the framework. It is, however, far from trivial to decide whether an entity is usable or not. [24] conclude that the only way to find out if software is reusable is to reuse it. For frameworks, this requires the development of applications that use the framework.

To evaluate the usability of the framework, the test application generation activity is concerned with the development of test applications based on the framework. Depending on the kind of application, the developer can test different aspects of the framework. Based on the developed applications, application testing aims at deciding whether the framework needs to be redesigned or that it is sufficiently mature for release.

Documentation is one of the most important activities in framework development, although its importance is not always recognized. Without a clear, complete, and correct documentation that describes how to use the framework, a user manual, and a design document that describes how the framework works, the framework will be nearly impossible to use by software engineers not involved in the framework design.

The remainder of this section discusses a number of problems encountered during framework development. These problems are related to the domain scope, framework documentation, business mod-
els for framework domains, and framework development, as well as to framework testing and releasing.

Domain scope

When deciding to develop a framework for a particular domain, there is the problem of determining the right size for the domain. On one hand, if the domain is too large, the development team does not have enough experience from the enlarged domain. In addition, it may be difficult to demonstrate the usefulness and applicability of a large domain framework. Also, the (financial) investment in a large framework may be so high that it becomes very difficult to obtain the necessary resources. Finally, the duration of the project may be such that the intended reuse benefits cannot be achieved in a reasonable amount of time.

On the other hand, a smaller domain uses the known experiences in a much more efficient way. One problem is, however, that the resulting framework tends to be sensitive to domain changes. For instance, with a narrow framework, an application may easily expand over the framework boundaries, requiring more application-specific changes to the framework in order to be useful than when the framework would have covered the complete application.

From the preceding, one can deduce that defining the scope of the domain is a decision that must be carefully balanced. One problem is that, because the future is unpredictable, it is very difficult to set clear boundaries for the framework. A second problem is that it is a very natural, human tendency to increase the size of the framework during (especially early) design because a framework that includes yet another aspect seems more useful than one that lacks that aspect (see, for example, [7]).

In addition to these problems, selecting the right domain is a difficult issue. A framework must not be so general that it constitutes overkill for the intended application [12]. A one-size-fits-all approach introduces unnecessary risk. The most suitable frameworks for a particular domain will reflect a mature, yet narrow, focus on a particular problem or group of problems [12].
Framework Problems and Experiences

Framework documentation

The purpose of framework documentation is twofold. First, information about the framework design and other related information need to be communicated during the framework development. Second, information on how to use the framework needs to be transmitted to the framework user.

In the first case, it is convenient to rely on informal communication to spread the knowledge about the developed framework. The often small design group uses different ad hoc techniques to exchange information among the individuals in the team. The problem is that these techniques are not very efficient and do not always assure that the correct information is spread.

The second case is more important, since the informal information channels are not available and all information has to be communicated in a way that is possible to deliver with the framework. The current way to do this is by means of different kinds of manuals, using different media. The documentation is usually ad hoc, making it hard to understand and compare. [21] argues that framework documentation should contain the purpose of the framework, information on how to use the framework, the purpose of the application examples, and the actual design of the framework.

For a framework, whitebox or blackbox, users need to understand the underlying principles or basic architecture of the framework. Otherwise, detailed rules and constraints defined by the framework developers make no sense and the framework will probably not be used as intended. Examples of these rules and constraints are cardinality of framework objects, creation and destruction of static and dynamic framework objects, instantiation order, synchronization, and performance issues. These rules and constraints are often implicitly hidden or missing in existing documentation, and they need to be elucidated and documented. The problem is how to convey this information in a concise form to framework users.

A number of methods have been proposed for documenting frameworks. A first example is the cookbook approach, such as in [27] and [2], which are example based, and the metapatterns approach proposed by [42]. The pattern approaches provide a second example, in which patterns are used to describe the architecture of the framework [3], [19] or the use of the framework [21], [28]. Finally, a framework description
language (FDL) [51] can be used that more formally describes, for example, what classes to override and subclass. All approaches address some of the documentation needs, but, we believe, no approach covers all the aforementioned needs for framework documentation. Most of these methods address the issues of purpose, how to use the framework, and the purpose of the example application, but none of these methods address how to communicate the framework design to the user.

There are two more serious problems with framework documentation:

The cost of providing suitable framework documentation is very high. Defining and documenting application frameworks is neither quick nor cheap. The costs of documenting application frameworks can be a high risk. However, it is impossible to extend or customize application frameworks or build new applications without using well-documented frameworks. Defining suitable methods for framework documentation is an important first step. We have found that combining several documentation approaches, such as patterns, hooks, hot spots, examples, and architectural illustrations, was very effective.

A framework documentation standard doesn’t exist. Mapping framework documentation approaches to software documentation standards can be difficult. The difficulty is usually traced to the term standard, implying that it is "applicable for all frameworks except mine" [13].

**Business models**

Even though it may be feasible from a technological perspective to develop a framework for a particular domain, it is not necessarily advantageous from a business perspective. That is, the investments necessary for the framework development may be larger than the benefits in terms of reduced development effort for applications built using the framework. The return on investment from a developed framework may come from selling the framework to other companies, but it often, to a large extent, relies on future savings in development effort within the company itself, such as higher software quality and shorter lead times. One of the main problems for the management of software development organizations or departments is that, to the best of our knowledge, no reliable business models for framework development exist.
A formulation of a business model is given by [26], but this has never been tested in an industrial setting. Other general reuse business models have been proposed by several authors, but none satisfy all relevant requirements as shown in [29]. Since no reliable investment models exist, decisions on framework development are often based on gut feeling, with the downside that many framework designs never come to fruition since the technical staff is unable to convince management that framework development would be economically viable.

Another major problem is related to the business culture issues. Business culture can be categorized into several nested and difficult cultures. [13] discuss several tough issues for transition management to object-oriented technology that maps well to application framework and component-based technology. They also state that this culture change will be one of the hardest and longest lasting parts of the transition to a new technology. Once the initial transition is complete, the change will be a continuing part of the business [13].

Framework development methods

Existing development methods do not sufficiently support development of frameworks. Framework design introduces some new concepts that need to be covered by the methods, and some existing concepts need much more emphasis. The domain analysis presents problems unlike those of normal application development, for example, behavior and attributes are very likely to change in several cases. The analysis of such behavior and attributes needs to be emphasized in the development model, since it is the nature of frameworks to provide reusable design and implementation that cover the variations—that is, hot spots—in the domain.

During development of the framework, an architecture must be selected or developed. The criteria for a framework architecture are dependent on the domain and the domain variations. The architecture must provide solutions to problems in the domain without blocking possible variations or different solutions to other domain problems. During framework architecture design, decisions need to be made on whether some parts of the framework should be designed as a subframework or if everything should be designed as a single, monolithic framework. Also, interoperability requirements need to be established, for
example, whether the framework should cooperate with other frameworks, such as user interface frameworks or persistence frameworks.

In addition to the existing object-oriented design methods [5], [20], [44], which most often support only inheritance, aggregation, and associations, more emphasis is needed for abstract classes, dynamic binding, type parameterization, hot spots and pre- and postconditions. Abstract classes and dynamic binding represent the way to define and implement abstract behavior that is not emphasized in existing design models. Type parameterization needs support in the methods since this is another useful way of supplying predefined abstract behavior that the framework user then uses by supplying the application-specific parts as parameters. Hot spots are needed to show where the intended framework extensions or application specifics go, and support in the design methods for expressing and designing these are very important. Pre- and postconditions provide the framework developer with the possibility of specifying the restrictions for usage of parts of the framework.

There are other serious issues related to framework development methods:

Application frameworks should be stable over time. Framework stability over time is an important issue. A good framework reflects the concise understanding of the enduring qualities of the business through enduring business themes (EBTs; see Sidebar 6 and [12]). EBTs capture abstractions that do not change over time.

Business objects and workflow management and the issue of stability must be considered. The workflow management metaphor provides the necessary modeling capabilities for constructing enduring business processes (EBPs) [12] or workflows. Well-designed frameworks should capture the workflows that do not change over time [12].

Achieving portability is not a trivial task. Platform independence and portability ensure that the framework supports all the platforms in a given organization. Failing to provide platform independence will diminish the scope of use and acceptance of the framework [12].

Verifying abstract behavior

When developing a framework, the result must be verified. The current practice is to develop test applications using the framework and then test the resulting application. In this way most of the core framework design and the framework internal increments can be tested using con-
ventional methods. However, the versatility of the framework cannot be tested by only one application, especially if the application is for test purposes only. Since a framework can be used in many different, unknown ways, it may simply not be feasible to test all relevant aspects of the framework.

Furthermore, testing the framework for errors using traditional methods, such as executing parts of the code in well-defined cases, will not work for the whole framework—for example, using the core framework design. At best, parts of the framework can be tested this way, but since the framework relies on parts implemented by the users it is not possible to completely test the framework before it is released. This is also referred to as the problem of verifying abstract behavior. Standard testing procedure does not allow for testing of abstract implementations, such as abstract base classes.

**Framework release problem**

Releasing a framework for application development has to be based on some release criteria. The problem is to define and ensure these criteria for the framework. The framework must be reusable, reasonably stable within the domain, and well documented. As for reusability, several authors have addressed this issue and in [41] several of the proposed approaches are compared. The conclusion of the research was that no general reusability metrics exist. The problem of determining the stability within the domain is twofold. First, the domain is not stable in itself, but evolves constantly. Second, the issue of domain scope and boundaries, discussed earlier in this section, also complicates the decision on framework release. Deciding whether the framework is sufficiently well documented is hard, since no generally accepted documentation method exists that covers all aspects of the framework, but also because it is difficult to determine whether the documentation is understandable for the intended users.

Releasing an immature framework may have severe consequences in the maintenance and usage of the framework and the instantiated applications. This issue is discussed in more detail in Section 4.1.
4.2 Framework usage

Although we have seen that it often is feasible to produce complex applications based on a framework with rather modest development effort, we have also experienced a number of problems associated with the usage of a framework. Before discussing these problems, we believe it is important to provide an outline of how a framework is used. The main purpose of this development method is to relate problems to various activities during the development of an application based on a framework. The method is an adaptation of [33] and consists of the following activities:

- **Requirements analysis** aims at collecting and analyzing the requirements of the application that is to be built using one or more framework(s).

- Based on the results from the requirements of the analysis, a **conceptual architecture** for the application is defined. This includes the association of functionality to components, the specification of the relationships between them, and the organization of collaboration between them.

- Based on the application architecture, one or more frameworks are selected based on the functionality to be offered by the application as well as the nonfunctional requirements. If more than one framework is selected, the software engineer may experience a number of framework composition problems. (These problems are the subject of the next section.)

- When it is decided what framework(s) to reuse, the developer can deduce the application specific that needs to be defined; in other words, the developer specifies the required **application-specific increments** (ASIs).

- After the specification of the ASIs, they need to be **designed** and **implemented**. During these activities, it is crucial to conform to the design rules stated in the framework documentation.

- Before the ASIs and the framework are put together into the final application, the ASIs need to be **tested** individually to simplify debugging and fault analysis in the resulting application.
Finally, the complete application is verified and tested according to the application’s original requirements.

The remainder of this section discusses the problems that we identified and experienced during framework-based application development. The problems are related to framework training and learning, the management of the development process, applicability, estimations, understanding, verification, and debugging.

**Training and learning**

Learning to use an object-oriented framework effectively can take long time due to the complexity of the framework. Experiences from the use of commercial GUI frameworks such as Microsoft Foundation Classes (MFCs) and MacApp indicate that it takes 6 to 12 months to be productive with the framework [14]. A major reason for this is that a framework is most useful for a developer who understands it in detail. For an in-house developed framework, the learning time can be reduced if one of the framework developers is participating in the application development project and can give hands-on mentoring to the other project members.

Two of the most common training approaches to learning a framework are mentoring and training courses. An advantage with mentoring is that the mentor, one of the framework developers or an experienced user of the framework, is easily available most of the time and can provide information about how to use the framework for particular tasks. However, the problem with the mentor approach is that that kind of highly skilled staff almost always is needed in other projects of higher priority. Regarding training courses, it is extremely important that the application developers be taught concrete application examples, beginning with simple applications and continuing with more and more complex applications that make use of more powerful framework concepts—in other words, a kind of iterative and incremental approach that explains some of the framework’s possibilities, uses the framework, explains a little more, uses the framework again, and so on. Thus, this approach illustrates the different possibilities with the framework. A useful approach to organizing the training material is to first describe how to use the framework, to make the framework useful quickly, and not to describe the detailed design of the framework from the beginning. This avoids bothering the framework user with a lot of unneces-
Managing the development process

The most important problem of framework-based application development is how to manage the application development process. Development processes for standard applications are well known and have undergone an evolution from ad hoc approaches and waterfall methods to more elaborate models such as spiral models and evolutionary models. We believe that the current state of the art in framework-based application development is still in the ad hoc stage, where an exploratory style of development is used.

The traditional approach for a development process is to start with a specification or description of the work to be done. That specification is used as a base for estimating costs and resources and is also used as an input to design, implementation, and testing. This information is, of course, also needed when a framework-based application is developed, but in the framework case it is much more difficult to explicitly write such a specification. Examples include specifying the new classes that must be implemented and the classes that require adaptation by subclassing.

Applicability of the framework

One initial difficulty is to understand the intended domain of the framework and its appropriateness for the application under consideration. The challenge here is to be able to make the choice of applying the framework for the application, modifying the framework, if that is an option, or constructing the application from scratch. From an abstract perspective, the question is whether the application matches the domain of the framework. In practice, the question of domain can be rather complex and contains several dimensions. The most obvious dimension of a domain is the functional dimension that corresponds to the way people generally interpret the domain. This dimension defines the functional boundaries of the domain. Another dimension is the underlying hardware architecture. This dimension addresses such aspects as multiprocessor systems versus single processor systems or distribution aspects. A third dimension is the interoperability, under which...
aspects such as coexistence with other applications are discussed. Issues in this dimension are, for example, whether a particular database engine can or must be used or whether there are any restrictions on the graphical user interface. A fourth dimension incorporates nonfunctional aspects such as performance, fault-tolerance, and capacity. Examples are a framework intended for batch processing and not for real-time data processing and a framework that has an upper limit on the number of items it can handle.

The problem here is to be able to determine, with a reasonable degree of confidence, whether a specific application can be built based on a specific framework and what resources are needed to implement the application-specific increment. It is clear that all dimensions of the domain must be examined. The problem is even more complex if the framework does not support a certain aspect of the application. In that case, the problem is to determine whether it is possible to use the framework at all and, second, to determine the amount of work needed to implement the required application.

**Estimations of the increment**

The problem of using frameworks compared to traditional application development is that most of the time spent in such a project could well be spent on understanding the framework, with very little spent on actual coding. From a productivity point of view this may indicate that a framework-based application is slow compared to a traditional approach. On the other hand, complex applications can be built very fast so that real productivity is high. The consequences of traditional estimation techniques based on the number of produced lines of code is inadequate in the framework case. [38] discuss these problems in more detail.

Another problem is the sensitivity of estimates of the amount of work required for a specific application. Our experience indicates that this is also a well-known effect of tool usage that we refer to as the 90 percent/10 percent rule, implying that 10 percent of the development time is spent on 90 percent of the application, and 90 percent is spent on the remaining difficult 10 percent of the application. The difference depends on whether a specific feature is supported by the tool (framework). Furthermore, it can be difficult to foresee if a specific requirement is completely supported by the framework. If it is fully supported,
the implementation will be fast. On the other hand, if it is not at all supported, a potential implementation can mismatch the intentions of the framework designers and, in that case, the resulting effort can be even larger than with a traditional approach. The conclusion is that the required implementation effort is very sensitive to features close to the domain boundary and the framework boundary.

There is a noteworthy catch when an estimation of the required effort is performed. For an accurate estimation, it is necessary to thoroughly investigate the framework and the application, in order to determine what needs to be done. On the other hand, such an investigation could be the major task of the application development! The same could be true even for traditional application development, but it is much more striking in the framework case.

Understanding the framework

When a whitebox framework is used, it is necessary to understand the concepts and architectural style of the framework in order to develop applications that conform to the framework. The framework understanding may be a prerequisite for evaluating the applicability of a framework and the amount of required adaptation, and how the adaptation can be carried out. One example of such an important concept could be concurrency strategies adopted by the framework. For example, if the framework is intended for multithreading, then any adaptations must adhere to rules on resource locking and shared variable protection defined by the framework. On the other hand, if a single-thread solution is chosen, the adaptation code must conform to certain timing constraints. Other examples are dynamic memory allocation strategies where it is important that the increment follow the same strategy. Especially in real-time frameworks such as the measurement system or the fire alarm system, it is absolutely necessary that the users understand how external events are processed; otherwise, it becomes very difficult to guarantee any application response time. Many errors can be avoided and the application can be constructed more efficiently if the framework user understands these strategies and styles. One problem is how to obtain this information from, for example, the framework documentation, discussed earlier in the chapter.

An alternative that avoids the understanding approach, or serves as a complement to it, is to explicitly specify the constraints that the frame-
work put on the application. This approach has been proposed by [33], [35].

**Verification of the application-specific increment**

An application based on a complex framework or based on several frameworks can prove difficult to test. Therefore, it could be advisable to verify the application-specific increment beforehand. For large-scale applications, the increment should be locally certifiable; that is, it should be tested or verified locally without executing the entire application. Such verification must be based on a specification of what requirements the increment needs to fulfill. There are two aspects of verification. The first is a functional verification that verifies that the increment implements the expected behavior of the resulting application. The second aspect is the verification that the increment conforms to the architectural style and design rules imposed by the framework. The trade-off in this case is the amount of effort spent on increment verification compared to the amount of debugging time if problems are detected during the test of the complete application. In cases where straightforward application testing is not sufficient, a more formal increment verification could be useful. These problems have been investigated by [35] and a partial solution has been proposed that suggests verification of conformance to the framework, but not to verify the functionality provided by the increment.

**Debugging the application**

Traditional debuggers have problems when debugging programs using libraries. Using single-step methods is impossible, and library calls must be skipped in some way. Normally, there is no automatic support for this distinction of code source. The debugger must manually define which part should be skipped and which routines should be followed through. In some cases, there is an exception raised in the library part, either as a result of bad usage of the library or due to a bug in the library code, and it may be difficult to determine the actual reason for the exception.

Frameworks, and especially blackbox frameworks, have the same problem as libraries. Furthermore, since frameworks often are based on the Hollywood principle, the problems are even more difficult. It can be
very difficult to follow a thread of execution that mostly is buried under framework code.

One solution approach, based on the design-by-contract ideas, is to exactly define the interface between the framework and the increment as pre- and postconditions or behavioral interaction constraints [18], [28], [34]. Precondition violation causes exceptions to be raised and it can be guaranteed that the framework will never crash as a result of illegal use.

### 4.3 Framework composition

Traditionally, object-oriented framework-based development of applications takes the approach that the application development is started from the framework and the application is constructed in terms of extensions to the framework. However, this perspective on framework-based development represents only the simplest solution. Often, a framework that is to be reused needs to be composed with other frameworks or with reusable legacy components. Composing frameworks, however, may lead to a number of problems since frameworks generally are designed based on the traditional perspective in which the framework is in full control.

This section discusses the problems related to the composition of reusable components and frameworks with an object-oriented framework. Note that we are concerned with the composition of reusable components and frameworks that were not intended to be composed during their design. This is different from the approach taken in Talingent where mutually compatible frameworks are available that are easy to compose. The composition of reused components that were not designed to work together is much more challenging and it is these kind of problems that we discuss here.

**Architectural mismatch**

The composition of two or more frameworks that seem to match at first may prove to be much more difficult than expected. The reason for that can often be found in a mismatch in the underlying framework architectures. In [16], this is referred to as *architectural mismatch*, in other words, the architectural styles, based on which the frameworks are designed, are different, complicating composition so much that it may be impossible to compose. [8], [48] identify several architectural styles
(or architectural patterns) that can be used to construct an application. For example, if one of the frameworks is based on a blackboard architecture and the other on a layered architecture, then the composition of the two frameworks may require either substantial amounts of glue code or the redesign of parts of one or both of the frameworks. Lately, an increasing interest in the domain of software architecture is apparent. Explicitly specifying the architectural style underlying a framework design seems to be the first step toward a solution to this problem.

Examples are the resource allocation and the gateway billing frameworks. The resource allocation framework is based on a layered architecture, the typical three-tier structure, whereas the gateway billing framework uses a pipe-filter architecture as its primary decomposition structure. A designer may want to compose the two frameworks to obtain a more flexible gateway billing system where billing applications can dynamically allocate filtering and forwarding resources. However, this will prove to be all but trivial due to the mismatch in the underlying architectural styles.

**Overlap of framework entities**

When constructing an application from reusable components, the situation may occur that two (or more) frameworks are used that, combined, cover the application requirements. In this case, a real-world entity may be represented by both frameworks-for instance, as a class-but modeled from their respective perspectives. Consequently, the representations by the frameworks may have modeled both overlapping and exclusive properties. In the application, however, the real-world entity should be modeled by a single object and the two representations should be integrated into one.

The situation is thus that two frameworks $F_1$ and $F_2$ exist that both contain representations of a real-world entity $r$ in the form of a class $C^{F_1}_r$ and $C^{F_2}_r$. The real-world entity has a virtually infinite set of properties $P_r$, of which a subset is represented by each of the framework classes, that is, $P^{C^{F_1}_r}_r \subseteq P_r$ and $P^{C^{F_2}_r}_r \subseteq P_r$, where $P^{C^{F_1}_r}_r \neq P^{C^{F_2}_r}_r$. Integrating these representations can, from a naive perspective, be done using multiple inheritance, that is, the application class $C^{F_A}_r$ inherits
from both classes $C_{F1}^r$ and $C_{F2}^r$, thereby combining the properties from these classes, that is, $P_{C_{A}^r} = P_{C_{F1}^r} \cup P_{C_{F2}^r}$.

In practice, however, the composition of properties from the frameworks classes is not as straightforward as presented here, because the properties are not mutually independent. One can identify at least three situations where more advanced composition efforts are required.

Both framework classes represent a state property of the real-world entity but represent it in different ways. For instance, most sensors in the fire alarm framework contain a Boolean state for their value, whereas measurement systems sensors use more complex domains, for example, temperature or pressure. When these sensors are composed into an integrated sensor, this requires every state update in one class to be extended with the conversion and update code for the state in the other class.

Both framework classes represent a property of the real-world entity, but one class represents it as a state and the other class as a method. The method indirectly determines what the value of the particular property is. For instance, an actuator is available both in the fire alarm and the measurement system frameworks. In an application, the software engineer may want to compose both actuator representations into a single entity. One actuator class may store as a state whether it is currently active or not, whereas the other class may indirectly deduce this from its other state variables. In the application representation, the property representation has to be solved in such a way that reused behavior from both classes can deal with it.

The execution of an operation in one framework class requires state changes in the other framework class. Using the example of the actuator mentioned earlier, an activate message to one actuator implementation may require that the active state of the other actuator class be updated accordingly. When the software engineer combines the actuator classes from the two frameworks, this aspect of the composition has to be explicitly implemented in the glue code.

**Composition of entity functionality**

A typical example of this problem can be found in the three-tier application architecture. A software engineer constructing an application in this domain may want to compose the application from a user interface...
framework, a framework covering the application domain concepts, and a framework providing database functionality. A problem analogous to the one discussed in the previous section now appears. The real-world entity is now represented in the application domain framework. However, aspects of the entity have to be presented in some user interface and the entity has to be made persistent and suited for transactions. Constructing an application class by composing instances from the three frameworks or by multiply inheriting from classes in the three frameworks will not produce the desired result. State changes caused by messages to the application domain part of the resulting object will not automatically affect user interface and database functionality of the object.

In a way, the behavior from the user interface and database framework classes needs to be superimposed on the object [6]. However, since this type of composition is not available in object-oriented languages, the software engineer is required to extend the application domain class with behavior for notifying the user interface and database classes, for example, using the Observer design pattern [15]. One could argue that the application domain class should have been extended with such behavior during design, but, as mentioned earlier, most frameworks are not designed to be composed with other frameworks but to be extended with application-specific code written specifically for the application at hand.

This problem occurred in the fire alarm framework, where several entities had to be persistent and were stored in nonvolatile memory - an EEPROM. To deal with this, each entity was implemented by two objects: one application object and one persistence object. These two objects were obviously tightly coupled and had frequent interactions, because they both represented parts of one entity.

**Hollywood principle**

In [49], the distinction is made between calling and called frameworks. Calling frameworks are the active entities in an application that call the other parts, whereas called frameworks are passive entities that can be called by other parts of the application. One of the problems when composing two calling frameworks is that both expect to be the controlling entity in the application and in control of the main event loop.
For example, both the fire alarm and the measurement system framework are calling frameworks that contain a control loop triggering the iterative framework behavior. If we would compose both frameworks in an application, the two control loops would conflict, leading to incorrect behavior. A calling framework is based on assumptions of execution, which may lead to problems of extensibility and composability. Adding calls in the control loop might be impossible since the inverse calling principle has led designers to assume total control of the execution flow, leaving no means to modify it.

One may argue that a solution could be to give each framework its own thread of control, leading to two or more independently executing control loops. Although this might work in some situations, there are at least two important drawbacks. The first is that all application objects that can be accessed by both frameworks need to be extended with synchronization code. Since a class often cannot be modularly extended with synchronization code, all reused classes must be edited to add this. A second drawback is that often one framework needs to be informed about an event that occurred in the other framework because the event has application-wide relevance. This requires that the control loops of the frameworks become much more integrated than two concurrent threads.

**Integrating legacy components**

A framework presents, among other things, a design for an application in a particular domain. Based on this design, the software engineer may construct a concrete application using framework classes, either directly or indirectly, by inheriting from them. When the framework class contains behavior only for internal framework functionality and not much of the behavior required for the application at hand, the software engineer may want to include existing (legacy) classes in the application that need to be integrated with the framework. It is, however, far from trivial to integrate a legacy class in the application, since the framework depends on the subclassing mechanism. Since the legacy component will not be a subclass of the framework class, typing conflicts result.

To integrate a legacy component, the software engineer is required to create some form of adaptation or bridging. For instance, a class could be defined, inheriting from both the framework class and the legacy class, forwarding all calls matching the framework class interface to cor-
responding methods in the legacy component. This problem is studied in more detail in [32] and, as a solution, they propose the use of templates. Their solution, however, requires that the framework be designed using their approach, which is unlikely in the general case.

4.4 Framework evolution and maintenance

Development of a framework must be seen as a long-term investment and, as such, it must be treated as a product that needs to be maintained. Early in the framework development life cycle, several design iterations are often necessary. An important reason for the iteration is, according to [24], that a framework is supposed to be reusable and the only way to prove this is to reuse the framework and identify the shortcomings. In [39], a set of behavior-preserving transformations, or refactorings, has been identified that characterizes the code and low-level design changes that may occur in the iterations. Changes or refactorings related to inheritance hierarchies [40] and component hierarchies [23] are especially of relevance for framework iteration just before releasing the first version of the framework. This iteration between the phases is very frequent and it involves a considerable amount of simple but tedious work that would benefit from tool support.

The correction of an error in the framework is not as simple as one may think. The error should, obviously, be corrected for the current application developed with the framework, but how should the error be handled in the existing applications developed with the framework? The framework development organization has to decide either to split the framework into two separate frameworks that will need to be maintained or to implement a work-around for the current application and live with the maintenance problems for the application.

As described earlier, a framework aims at representing a domain-specific architecture, but, in many cases, it is difficult to know the exact domain boundary that has to be captured. One problem is that business changes in the organization supporting the framework may require that the domain be adapted accordingly. Presently, it is hard to predict how these kinds of business domain changes affect the existing framework.

In the following sections, we discuss the problems of framework change, selection of maintenance strategies, business domain changes, and design iterations.
Framework change

Imagine the situation in which a fault is found in an application using a framework. Where should the error be corrected? It could be either in the framework or in the application-specific code. If the error is located in the application-specific code, it will be relatively simple to correct. However, if the error is located in the framework, it may be impossible for the framework user to fix the error because of the complexity of the framework (in other words, it is difficult to understand how the framework works) or lack of access to the source code of the framework. Often, the organization has full control of the framework, including the source code, has the ability to correct the error, and does so accordingly. The application will, after the error correction, work as intended, but all existing applications using the framework have not been taken care of in this way. One may wonder whether all applications should be upgraded with the corrected version of the framework, since all are functioning correctly and the error has not (yet) caused any problems. In addition, if one decides to correct the error in the previous applications, there is a potential risk of introducing new faults in these applications. Finally, the cost of upgrading all existing applications is high.

On the first occasion that a real application based on the framework is developed, a number of problems will be found that require changes of the framework. These problems are most easily solved by direct support to the application developers from the framework team [49]. The framework developers then collect all the experiences from the first application and iterate the framework design once more to mature the framework.

However, the identification of errors will not stop after the first application development, and a problem is how to deal with subsequent application developments. It is infeasible to support the application team and redesign the framework over and over again, since the intended reuse benefits will then not be achieved. If problems are encountered when reusing the framework, they are the result of one of two causes. First, the domain covered by the framework is incomplete; in other words, we have failed to capture the domain in our domain analysis. Second, the application does not match the intended framework domain; in other words, we have decided to develop an application whose requirements constitute a bad fit with the domain covered by the framework. In both cases, the framework will generally be
changed, forcing the organization to face the problem of selecting maintenance strategies. This is further described in the following section.

**Choice of maintenance strategy**

Given the situation that the framework has changed, either because the domain covered by the framework was incomplete or the current application to be developed is a bad fit with the framework domain, it is necessary to decide whether to redesign the framework or do a work-around for this specific application to overcome the problems.

In the case where we decide to redesign the framework, the current application under development will need to be delayed until a new version of the framework is available. In addition, there will be additional cost for the redesign of the framework that has to be accounted for through more extensive reuse of the framework. A third consequence is that the organization is forced to maintain two versions of the framework: the original, since there may exist applications based on this version, and the redesign, for future applications to be developed. The length of the period during which two maintenance lines need to be supported depends on the expected lifetime of the developed applications and the expected number of applications developed for the original framework version.

In the case of a work-around in the application, there will be no additional maintenance for the framework since there is only a single framework. The maintenance problem will instead occur for the developed application. This maintenance strategy will not be suitable if the application under development will have a long expected lifetime. However, this may be an acceptable situation if it is expected that no similar applications will be developed in the foreseeable future.

In conclusion, the problem of deciding the maintenance strategy is dependent on factors that include time pressure, estimated lifetime for the software involved, and existing and expected future applications. Unfortunately, no clear guidelines exist that support the decision.

**Business domain change**

The framework is developed in a domain that is closely related to the organization’s business domain. Unfortunately, the business domain is often weakly defined and not stable over time. Especially when the orga-
nization’s business domain changes frequently, the framework will be more difficult to reuse and, if not maintained, will be completely useless after a rather short time span. Thus, since the business domain changes, the domain captured by the framework has to be adapted to follow this change, and this affects the existing framework. The probability of business domain change is an important risk factor that must be considered in the investment of the framework development effort.

There are, in principle, three approaches to attacking the problem of business domain change. The developer may define the original framework domain much wider than is currently relevant, assuming that it will capture most future new domain changes. As discussed earlier, there are obvious problems in developing a framework for a large domain. For example, it often is unclear what functionality should be included in the domain to incorporate an existing adjacent business domain or to incorporate a future business domain. Other problems are obtaining funding for a larger framework effort, finding domain expertise for the domain, and verifying framework functionality.

Another approach is to handle the business domain change problem by redesigning the framework such that it covers both the original domain and the new domain. The problem with this solution is that the organization has to support two frameworks with accompanying additional support, maintenance, and costs. Otherwise, the revised framework must be used for new versions of earlier applications, potentially causing major and expensive updates.

A third approach is to reuse ideas from the original framework and develop a framework for the new business domain. One problem with this approach is that the return on investment of the existing framework effort will be less than expected, since most new applications will most likely be in the new business domain. Another problem is that, again, a new framework has to be developed with all its possibilities and, especially, its problems. The main advantage this time around is that developers have (hopefully) learned many lessons from the first framework development.

**Design iterations**

It is generally accepted that framework development is an iterative process. Traditional software development may also require this, but iterations are more important and explicit when designing frameworks. The
underlying reason, we believe, is that frameworks primarily deal with abstractions, and abstractions are very difficult to evaluate. Therefore, the abstractions need to be made concrete in the form of test applications before they can be evaluated.

There are, in principle, two important problems with the iterations. First, it is expensive and difficult to predict the amount of resources needed for a framework project. The second problem, closely related to the first problem, is that it is difficult to stop iterating and decide that the framework is ready for release. An analogy is possible between these problems and the problems related to software testing. However, some important differences exist, including the fact that design iterations in frameworks are much more expensive than traditional testing. For example, a test case corresponds to an instantiation of a test application. The cost of correcting an error in the traditional system testing depends on where the error was introduced—a coding error could easily be corrected, but design errors or requirements errors are much more expensive. In the framework case, on the other hand, detected errors—that is, situations where the framework was not suitable for a specific test application—may require a redesign of the framework. Not only is such a redesign expensive, but it may also invalidate existing test applications that then need to be modified accordingly.

We have identified three issues that are open for improvement: first, quantitative and qualitative guidelines for when to stop framework design; second, methods that can predict the number of iterations and the corresponding effort involved; and, finally, the need to investigate whether it is possible to evaluate a framework for a specific application without implementing a complete test application.

5. Summary

Object-oriented frameworks provide an important step forward in the development of large reusable components, when compared to the traditional approaches. In our work with the frameworks described in this chapter, we have experienced the advantages of framework-based development as compared to the traditional approach of starting from scratch. In addition to our own positive experiences, others, such as [38], have identified that the use of object-oriented frameworks reduces
the amount of effort required for application development and can be a productive investment.

However, as we report in this chapter, a number of problems and hindrances that complicate the development and use of object-oriented frameworks still exist. These problems can be divided into four categories:

Framework development. Problems in the development of a framework are related to the domain scope, framework documentation, business investment models for framework domains, and framework development methods, as well as framework testing and releasing.

Framework usage. The user of a framework has problems related to managing the framework development process, deciding whether a framework is applicable, estimating the development time and size of application-specific code, understanding the framework, verifying the application-specific code, and debugging.

Framework composition. In case the application requires multiple frameworks to be composed, the software engineer may experience problems with respect to mismatches in the architectural styles underlying the frameworks, the overlap of framework entities, the composition of entity functionality, possible collisions between the control flows in calling frameworks, and the integration of legacy components.

Framework evolution and maintenance. Being a long-lived entity, frameworks evolve over time and need to be maintained. The framework development team may experience problems with handling changes to the framework, choosing the maintenance strategy, changes of the business domain, and handling design iterations.

The experiences and problems reported in this chapter are relevant for both software engineers and researchers on object-oriented reuse. Based on this chapter, practitioners should be able to avoid the problems that some of their predecessors have experienced. In addition, this chapter could be used as an agenda for researchers on object-oriented software development or on software reuse in general.
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Abstract

Whereas framework-based application development initially included a single framework, increasingly often multiple frameworks are used in application development. This chapter provides a significant collection of common framework composition problems encountered in application development together with an analytical discussion of the underlying causes for the problems. Based on the composition problems and the identified primary causes the authors describe and analyze existing solution approaches and their limitations.

The composition problems discussed are (1) composition of framework control, (2) composition with legacy components, (3) framework gap, (4) overlap of framework entities and (5) composition of entity functionality. The primary causes for these composition problems are related to (1) the cohesion between classes inside each framework, (2) the domain coverage of the frameworks, (3) the design intentions of the framework designers and (4) the potential lack of access to the source code of the frameworks. The identified problems and their causes are, up to some extent, addressed by existing solutions, such as the adapter design pattern, wrapping or mediating software, but these solutions generally have limitations and either do not solve the problem completely or require considerable implementation efforts.
1. Introduction

Reuse of software has been one of the main goals of software engineering for decades. From the early age of computer science on, the approach of constructing a system by putting together reusable components was a clear goal of software engineers. However, the early approaches—for example, function and procedure libraries—only provided reuse of small, building-block components. With the emergence of the object-oriented paradigm, an important enabling technology for reuse of larger components became available and resulted in the definition of object-oriented frameworks. An object-oriented framework can be defined as a set of classes that embodies an abstract design for solutions to a family of related problems [8]. In other words, a framework is an abstract design and implementation for an application in a given problem domain.

The presence of a framework influences the development process for the application. In [11], we define the following phases in framework-centered software development:

The framework development phase. Normally the most effort-consuming phase, the framework development phase is aimed at producing a reusable design and related implementation in a domain. Major results of this phase are the domain analysis model and the object-oriented framework.

The framework usage phase. This phase is sometimes also referred to as the framework instantiation phase, framework customization phase, or application development phase. The result of this phase is an application developed reusing a framework. Here the software engineer has to adapt the existing framework. In the case of a whitebox framework, the software engineer makes changes and extensions to framework internals using mechanisms such as redefinition and polymorphic substitution. If the existing framework is a blackbox framework (that is, the user does not have to know about the framework internals), the customization is achieved through modification of the configuration interface using mechanisms such as predefined options (for example, objects) and switching mechanisms. For those parts of the application design not covered by reusable classes, new classes need to be developed to fulfill the application’s requirements.

The framework evolution and maintenance phase. The framework, like all software, will be subject to change. Causes for these
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changes can be errors reported from shipped applications, identification of new abstractions due to changes in the problem domain, and so on.

The advantage of framework-based development is the high level of reuse in the application development. Although this advantage has been claimed by proponents of the technology, recently scientific evidence supporting this claim has also started to appear, for example, [13]. Although the development of an object-oriented framework requires considerable effort, the corresponding benefits during application development generally justify the initial effort.

Traditional framework-based application development assumes that the application is based on a single framework that is extended with application-specific code. Recently, however, we have identified development in which software engineers make use of multiple frameworks that are composed to fulfill the application requirements. Experiences from the composition of two or more frameworks clearly show that frameworks generally are developed for reuse by extension with newly written application-specific code and not for composition with other software components. This focus on reuse through extension causes a number of problems when software engineers try to compose frameworks.

In this chapter, we study the problems that the software engineer may experience while composing frameworks. The identified problems are based on our experiences from developing frameworks for, among others, fire alarm systems [12], measurement systems [4], gateway billing systems [10], resource allocation and process operation [1], as well as existing literature about frameworks, for example, [3],[11],[16]. The composition problems that we identified are related to the composition of framework control, composition with legacy components, framework gap, overlap of framework entities, and composition of entity functionality. Our investigations into these problems have led us to the conclusion that the main causes for the problems are due to the cohesion between the classes in the framework, the domain coverage of the framework, the design intention of the framework designer, and the potential lack of access to the source code of the framework. In addition, we discuss the available solution approaches for addressing the identified problems and their causes, and the limitations of these solutions.

We believe the contribution of this chapter to be the following. First, it provides software engineers employing object-oriented frameworks
with an understanding of the problems they may experience during application development, as well as an understanding of the primary causes and solution approaches. Second, it provides topics to researchers in object-oriented software engineering that need to be addressed by future research.

The remainder of this chapter is organized as follows. In the next section, four example frameworks are introduced that are used to illustrate the problems later in the chapter. Then, the framework composition problems that we identified are described. The subsequent section discusses the primary causes underlying the identified composition problems. Next, the various solution approaches for the identified problems are discussed, as well as their limitations, and the chapter is concluded in the succeeding section.

2. Object-Oriented Framework Examples

In this section, we discuss four frameworks that, in the remainder of the chapter, are used to exemplify and illustrate the discussion. These frameworks have been selected for their illustrative ability rather than for their industrial relevance. During the discussion, we assume that it is the intention to reuse two or more frameworks in one application, requiring the frameworks to be composed. The frameworks are a measurement systems framework, a graphical user interface (GUI) framework, a fire alarm framework, and a framework for statistical analysis. The following describes the involved frameworks. However, since most readers are familiar with GUI frameworks, this framework is not described.

In cooperation with EC-Gruppen AB, we have been involved in the design of a framework for measurement systems, Figure 1. Measurement systems are systems that are located at the beginning or end of production lines to measure some selected features of production items. The hardware of a measurement system consists of a trigger, one or more sensors, and one or more actuators. The framework for the software has software representations for these parts, the measurement item, and an abstract factory for generating new measurement item objects. A typical measurement cycle for a product starts with the trigger detecting the item and notifying the abstract factory [5]. In response, the abstract factory creates a measurement item and activates it. The measurement
item contains a measurement strategy and an actuation strategy and uses them to first read the relevant data from the sensors. After that the measurement item compares this data with the ideal values and subsequently activates the actuators when necessary to remove or mark the product if it did not fulfill the requirements. Refer to [4] for a more detailed description of the framework.

The statistical analysis framework, in this context, will be used for the statistical analysis of the data gathered by the measurement system. Although measurement systems generally measure every production item, it is often beneficial to be able to collect measurement data and analyze it statistically to condense the amount of data and to increase the information value. Examples of statistical analysis on measurement item data are the correlation between measurements on items and the equipment that manufactured the items, and the distribution of measured items in various quality categories. The results of the analysis may be used online to adjust the settings for manufacturing equipment. In the remainder of this chapter, we will discuss two versions of the framework, one version providing only the core functionality for statistical analysis and a second version containing, in addition to the core functionality, functionality for the graphical representation of statistical data, for example, histograms.

TeleLarm AB, a Swedish security company, develops and markets a family of fire alarm systems ranging from small office systems to large distributed systems for multibuilding plants. An object-oriented framework was designed as a part of a major architectural redesign effort. The framework provides abstract classes for devices and communication drivers as well as application abstractions such as input points and output points representing sensors and actuators. System status is represented by a set of deviations that are available on all nodes in the distributed system. The notion of periodic objects is introduced, giving the system large-grain concurrency without the problems associated with asynchronous fine-grain concurrency. Two production instantiations from the framework have been released so far. The fire alarm framework has been described as a pattern language; see [12] for more information. Figure 2 presents a schematic system view of the framework.
Figure 1. Measurement system framework.
3. Framework Composition Problems

Several of the companies that we cooperate with are moving away from the traditional single framework-based application development to application development based on multiple frameworks that need to be composed with each other, with class libraries, and with existing legacy components. In this section, five composition problems are described that may occur when composing a framework with another software artifact. Although software engineers may encounter additional problems, we believe this list to cover the primary problems.

3.1 Composition of framework control

One of the most distinguishing features of a framework is its ability to make extensive use of dynamic binding. In traditional class or procedure libraries, the application code invokes routines in the library and it is the application code that is in control. For object-oriented frameworks, the situation is inverted and it is often the framework code that has the thread of control and calls the application code when appropriate. This inversion of control is often referred to as the Hollywood principle: "Don't call us—we'll call you." Figure 3 illustrates this inversion.
In [16], a distinction is made between *calling* and *called* frameworks. Calling frameworks are the active entities in an application, controlling and invoking the other parts, whereas called frameworks are passive entities that can be called by other parts of the application—in other words, they are more like class libraries. One of the problems when composing two calling frameworks is that both frameworks expect to be the controlling entity in the application and in control of the main event loop.

An example is the composition of the measurement system framework and the GUI framework, as shown in Figure 4. The measurement system framework has, from the moment a trigger enters the system, a well-defined control loop that has to be performed in real time and that creates a measurement item, reads sensors, computes, activates actuators, and stores the necessary historical data. The GUI framework has a similar thread of control, though not in real time, that updates the screen whenever a value in the system changes—for example, that of a sensor—or performs some action when the user invokes a command. These two control loops can easily collide with each other, potentially causing the measurement part to miss its real-time deadlines and causing the GUI to present incorrect data due to race conditions between the activities.

---

**Figure 3.** *The inversion of control.*

**Figure 4.** *The problem of framework control composition.*
Solving this problem is considerably easier if the frameworks are supplied with source code that makes it possible to adapt the framework to handle this problem. However, the control loop in the framework may not be localized in a single entity. Often it is distributed over the framework code, which causes changes to the control to affect considerable parts of the framework.

### 3.2 Composition with legacy components

A framework presents a design for an application in a particular domain. Based on this design, the software engineer may construct a concrete application through extension of the framework, for example, subclassing the framework classes. When the framework class only contains behavior for internal framework functionality but not the domain-specific behavior required for the application, the software engineer may want to include existing, legacy, classes in the application that need to be integrated with the framework. It is, however, far from trivial to integrate the legacy class in the application, since frameworks often rely heavily on the subclassing mechanism. Since the legacy component will not be a subclass of the framework class, developers may run into typing conflicts. We refer to [9] for a more extensive discussion.

The measurement system framework is used as an example to illustrate the problem. The framework handles the measurement cycle and provides for attaching a sensor, a measurement algorithm, and an actuator by specifying the interface classes Sensor, CalculationStrategy, and Actuator. The main classes in the framework are shown in Figure 5.

![Figure 5. The measurement system framework and associated legacy classes.](image-url)
Assume that we have a library of legacy components with different types of sensors, actuators, and strategies for measurement and calculation, and that we have found suitable classes that we want to use in the three places in the framework's interface. Our library sensor class is called TempSensor, and it happens to be a subclass of the class Sensor, which is an abstract class, defined in our library. However, since the framework also defines a class Sensor, the usage of the library class will lead to conflicts. Even if the class name for the library superclass matches with that of the framework interface class, the class TempSensor cannot be used, because these names do not designate the same class.

An alternative approach, which is used in Figure 5, is to make use of the Adapter design pattern [5] for class adaptation. This approach normally solves the problem, and identifies name clashes between class names in the framework and the legacy components. However, as we identified in [2], the Adapter design pattern has some disadvantages associated with it. One disadvantage is that for every element of the interface that needs to be adapted, the software engineer has to define a method that forwards the call to the corresponding method in the legacy class. Moreover, in the case of object adaptation, those requests that otherwise would not have required adaptation have to be forwarded as well, due to the intermediate adapter object. This leads to considerable implementation overhead for the software engineer. In addition, the pattern suffers from the self problem and lacks expressiveness. Finally, since behavior of the Adapter pattern is mixed with the domain-related behavior of the class, traceability is reduced.

The problems related to integration of legacy components in framework-based applications are studied in more detail in [9].

3.3 Framework gap

Often, when thinking about composition problems of components, the first thing that comes to mind is different kinds of overlap between the components, but there may also exist problems due to nonoverlap between the components. This occurs when two frameworks are composed and the resulting structure still does not cover the application’s requirements. This problem is generally referred to as framework gap (see, for example, [16]).

If the framework is a called framework, the framework gap problem may be solved with an additional framework interface, including both
the existing and the additionally required functionality. Figure 6 illustrates such a wrapping approach.

![Figure 6. Called framework extended to fill the framework gap.](image)

In the case where a calling framework lacks functionality, mediating software is needed to alleviate the problem. Consider two calling frameworks, A and B, and that we have a framework gap. The mediating software must provide functionality for informing framework A about the actions that had happened in framework B. This information must be presented for framework A in terms understandable to A. The mediating software may also need to cut out parts of the functionality offered by the frameworks. The functionality has to be replaced by the mediating software together with application-specific code that composes the functionality from frameworks A and B and the functionality required for the framework gap. The situation will now be that the two frameworks have to call the mediating software, which then calls the application-specific functionality. An additional problem is that the mediating software becomes dependent on the current framework versions, which may lead to rather complex maintenance problems for the application when new versions of the framework must be used.

### 3.4 Composition overlap of framework entities

When developing an application based on reusable components, it may occur that two (or more) frameworks both contain a representation—that is, a class—of the same real-world entity, but modeled from their respective perspectives. When composing the two frameworks, the two different representations should be integrated or composed since they both represent the same real-world entity. If the represented properties are mutually exclusive and do not influence each other, then the integration can be solved by multiple inheritance. However, very often these preconditions do not hold and there exist shared or depending properties between the representations, causing the composition of the
representations to be more complex. We can identify at least three cases where alternative composition techniques are necessary.

First, consider the situation where both framework classes represent a state property of the real-world entity, but the entity is represented in different ways. For example, a sensor in the fire alarm framework has a simple presentation which a Boolean state for its value while the same sensor in the measurement framework has a more complex representations such as temperature and pressure. When these two representations of a sensor are composed into an integrated sensor, this requires every state update in one framework sensor class to be extended with the conversion and update code for the state in the other framework sensor class.

In the second case, assume that both framework classes represent a property p of the real-world entity, but one framework class represents it as a state and the other framework class as a method. The value of the particular property p is indirectly computed by the method. For instance, an actuator is available both in the fire alarm and the measurement system frameworks. In an application, the software engineer may want to compose both actuator representations into a single entity. One actuator class may store as a state whether it is currently active or not, whereas the other class may indirectly deduce this from its other state variables. In the application representation, the property representation has to be solved in such a way that reused behavior from both classes can deal with it.

In the third case, the execution of an operation in one framework class requires state changes in the other framework class. Using the example of the actuator mentioned earlier, an activate message to one actuator implementation may require that the active state of the other actuator class needs to be updated accordingly. When the software engineer combines the actuator classes from the two frameworks, this aspect of the composition has to be explicitly implemented in the glue code.

3.5 Composition of entity functionality

Sometimes a real-world entity's functionality has to be modeled through composition with parts of functionality from different frameworks. Consider the case of a typical software structure with three layers, each represented by a framework: at the top is a user interface layer,
in the middle an application domain-specific layer, and at the bottom a persistence layer. Our real-world entity is now represented in the application domain-specific framework, but some aspects of the entity have to be presented in the user interface layer, and the entity also has to be made persistent for some kinds of transactions, and so on. Just composing the respective classes from the three frameworks or using multiple inheritance will not result in the desired behavior. For example, changes of the state caused by messages to the application domain-specific part of the resulting object will not automatically affect the user interface and persistence functionality of the objects.

Thus, the software engineer is required to extend the application domain class with behavior for notifying the user interface and database classes, for example, using the Observer design pattern [5]. One could argue that the application domain class should have been extended with such behavior during design, but, as mentioned earlier, most frameworks are not designed to be composed with other frameworks but to be extended with application-specific code written specifically for the application at hand.

This problem occurred in the fire alarm framework, where several entities had to be persistent and were stored in nonvolatile memory, that is, an EEPROM. To deal with this, two objects—one application object and one persistence object—implemented each entity. These two objects were obviously tightly coupled and had frequent interactions, due to the fact that they both represented parts of one real-world entity.

4. Underlying Causes

The framework composition problems identified in the previous section can be related to a number of causes that underlie these problems. In this section, we discuss what we believe to be the four primary causes of these problems: framework cohesion, domain coverage of the framework, the design intention of the framework designer, and lack of access to the source code. In the following, each cause will be described.

4.1 Framework cohesion

The main issue in the framework usage phase is to develop an application through reusing an existing framework. The existing framework
has to be extended or composed with some other software artifact to realize the requirements of the application under development. Three different software artifacts that can be used for the adaptation and composition are new application-specific source code, class libraries, and other frameworks.

Virtually every application that is developed based on a framework will require application-specific code to be developed and, since this code is designed to be composed with the framework, composition problems rarely occur. However, as described earlier, if a class library or a framework has to be composed with our framework, several composition problems may occur. But why is it so hard to compose these software artifacts with our framework? One of the answers to this question is *framework cohesion*. The functionality of a class in the framework can be divided into various types. The two types relevant for the discussion here are the domain-specific behavior corresponding to the real-world entity that the class represents and the interaction behavior to communicate to other framework entities for mutual updating. The latter type of functionality we refer to as *cohesive behavior*. It establishes the cohesion between the entities in the framework. So, for a class from a class library or another framework to replace a class in the framework, this class not only has to represent the appropriate domain behavior but also correct cohesive behavior. Since the cohesive behavior is very specific for the framework, it is rather unlikely that a separately developed class will fulfill these requirements.

### 4.2 Domain coverage

An object-oriented framework provides an abstract design for an application in some problem domain. However, the framework need not cover the complete domain but may contain classes for only a subset of the relevant entities in the domain. To determine whether a framework covers the complete domain is a rather subjective activity since application domains are not defined very precisely. For instance, we considered the measurement system framework that we developed to cover a complete application domain. During discussions with other software engineers, we found that they considered the framework to provide partial domain coverage since it provided only discrete measurement of items and did not incorporate continuous measurement required for, among other things, production of fluid products.
When composing a framework with another framework, a developer may experience no domain overlap, little overlap, or considerable overlap. No overlap between the frameworks will obviously not cause problems with respect to composition of overlapping entities, but it may be the source of a framework gap problem. Little domain overlap is often relatively easy to deal with since it only requires the adaptation of a few classes in both frameworks. Considerable overlap, however, may cause the reuse of one of the frameworks to be more effort consuming than writing the code from scratch. This problem is especially problematic for long-lived applications, since the frameworks on which an application is based often evolve over time, just like the application itself. Considerable redesign of a framework is then required to be repeated for every consecutive version of the application, if the application is to benefit from the improvements of later framework versions.

The solution for this problem is primarily a matter of standards. If an accepted definition of application domains and the boundaries between the domains would exist, framework designers could take these definitions into account, and composition of frameworks would probably require less effort since most gaps and overlaps could be avoided. However, defining a generally accepted classification of domains is far from trivial. For instance, the statistical analysis framework described in Section 2, provides user interface functionality specifically for statistical representations, such as histograms and normal distributions. A general-purpose GUI framework will most likely not have support for these representations, but the statistical graphical representations may be very hard to integrate with the GUI framework. When defining standard application boundaries, the developer has to decide where such boundary functionality should be assigned, which is a nontrivial task.

4.3 Design intention

Several authors have identified that a reusable software artifact has to be designed for reuse by adaptation and composition. Since class libraries generally have relatively low cohesion between the classes, it is often feasible to compose class library elements with existing software. Object-oriented frameworks, on the other hand, are generally designed for reuse through extension of the framework or through composition of framework components. Due to the high cohesion inside the framework, the
composition with other frameworks or other existing software is generally hard.

We can identify two variants of framework composition: horizontal and vertical. Horizontal integration is the situation where the two frameworks that are to be composed can be found on the same layer in a software system. Vertical integration indicates the situation where one framework depends on the services of another framework, that is, a so-called layered system. For example, the measurement system framework and the statistical analysis framework are composed horizontally, whereas these two frameworks are composed vertically with the user interface framework. Independent of whether vertical and horizontal composition is used, an additional issue is whether there is one-way or two-way communication between the composed frameworks. Two-way communication often complicates the composition of the frameworks considerably.

In conclusion, the design intentions for the framework should be defined explicitly to make it easier for the software engineer to decide on the composability of a framework for the application at hand. It should be made clear whether the framework can be reused by extension only or that provisions for composition are available. In addition, it should be made clear whether the framework is intended for two-way communication or one-way communication. Since the design intention for most existing frameworks, generally implicitly, is for reuse by extension and one-way communication from the framework to the newly written application-specific code, this is a cause for the framework composition problems that we have identified.

### 4.4 Access to source code

Another, seemingly trivial, cause for framework composition problems is the lack of access to the source code of the framework. This lack of access can be a practical limitation where the framework has been delivered to the reusing software engineer in the form of a library of compiled code in combination with a set of header files. It may also be a conceptual lack of source code access due to the complexity of the code of the framework. The internal workings of the framework often are so complex that it will require considerable effort from the software engineer before he or she is able to make the changes necessary for composition purposes. Since research in software reuse has identified that the
perceived effort required for reusing a component should be less than the perceived effort of developing the component from scratch, the conceptual lack of access to the source code may also constitute an important obstacle for framework reuse.

Access to the source code is important since framework composition, as identified earlier in this chapter, may require editing of the framework code to add behavior necessary for other frameworks. If no access to the source code is available, the only way to achieve the additional behavior required from the framework is through wrappers encapsulating the framework. However, as identified by [7], wrapper solutions may cause problems such as significant amounts of additional code and serious performance problems. In addition, wrappers are unable to extend behavior in response to intraframework communication. For example, one framework object invoking another object in the framework may require an object in another part of the application to be notified. However, since the wrapper is unable to intercept this communication, it is not possible to achieve this.

5. From Problems to Causes to Solutions

In the previous sections, several framework composition problems and their primary causes have been identified. In this section, we start by relating the causes to the identified problems. Subsequently, the existing solution approaches for each problem are discussed and their limitations are identified.

It is important to note that some of the solutions will cause changes to the framework and thus result in a new version of the framework. This is not a problem for the actual application under development but may cause problems for previously developed applications using the framework. This problem of maintaining previously developed applications is often referred to as backward compatibility. The issue of backward compatibility will arise in other situations as well, for example, fault recognition in a previously developed application or incomplete domain understanding. A more extensive discussion of backward compatibility for frameworks and the selection of an appropriate maintenance strategy can be found in [3].

Table 1 relates the framework composition problems to the identified causes. Each cell describes whether the cause is the primary source
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of the problem or complicates the solution of the problem, that is, whether it is a secondary cause. In the section following, these relations are explained in more detail and the available solution approaches are described.

Table 1. Framework composition problems and their causes

<table>
<thead>
<tr>
<th></th>
<th>Composition of Framework Control</th>
<th>Composition with Legacy Component</th>
<th>Framework Gap</th>
<th>Overlap of Entities</th>
<th>Composition of Entity Functionality</th>
</tr>
</thead>
<tbody>
<tr>
<td>Cohesive Behavior</td>
<td>Complicating factor</td>
<td>Primary cause</td>
<td>---</td>
<td>Complicating factor</td>
<td>Complicating factor</td>
</tr>
<tr>
<td>Domain Coverage</td>
<td>---</td>
<td>---</td>
<td>Primary cause</td>
<td>Primary cause</td>
<td>---</td>
</tr>
<tr>
<td>Design Intention</td>
<td>Primary cause</td>
<td>Complicating factor</td>
<td>---</td>
<td>Complicating factor</td>
<td>Primary cause</td>
</tr>
<tr>
<td>No Source Code Access</td>
<td>Complicating factor</td>
<td>Complicating factor</td>
<td>Complicating factor</td>
<td>Complicating factor</td>
<td>Complicating factor</td>
</tr>
</tbody>
</table>

5.1 Composition of framework control

The context for this problem is a situation where two frameworks are to be composed such that both assume ownership of the main event loop of the application. When composing two such frameworks, the threads of control of both frameworks have to be composed in some way. The main cause for this problem is that both frameworks are intentionally designed for adaptation and not for composition, which makes neither of the frameworks able to give up the control. Since the control loop often is deeply embedded in the source code of the framework, lack of access to the source code of the frameworks considerably complicates resolving the problem. Some changes to the control loop may even be impossible to achieve without changing the actual source code. For instance, events internal to the framework that are required externally in the application at hand, such as the notification of another framework, cannot be intercepted by framework wrappers or adapters but require actually changing the framework code. An additional factor complicating the composition of calling frameworks is the cohesive behavior inside
the framework. The cohesive behavior, since it indicates the behavior of framework classes for updating the other framework classes, mixes the event behavior with the domain behavior of the classes. Since the event loop becomes implicit through the cohesive behavior, making changes to the event loop is more difficult due to the-potentially many-locations where code changes are required.

Integrating the framework control from the composed frameworks requires changes to the event loops in the involved frameworks. This can be achieved by three solutions, as discussed in the following points.

Concurrency. One possible solution is to give each framework its own thread of control rather than merging the control loops. This solution approach can be used only when there is no need for the frameworks or the application code to be notified about events from the other frameworks. A disadvantage of this approach is that the application-specific objects that potentially are accessed by more than one framework need to be extended with synchronization code. An advantage is that no access to the source code is required.

Wrapping. A second solution is to encapsulate each framework by a wrapper intercepting all messages sent to and by the framework. The wrapper, upon receipt of relevant messages, can notify interested entities in the framework. This allows some level of integration of event handling in the framework-based application, but only based on events external to the framework. Internal framework events are not intercepted and can consequently not be dealt with.

Remove and rewrite. If external notification of internal framework events is necessary in the application, a solution is to remove the relevant parts of the control loops from the frameworks and to write an application-specific control loop that satisfies the needs from the involved frameworks and the application. This requires access to the source code. This may be difficult since the control loop often is not centralized to one framework entity but spread out in the framework; in other words, the cohesive behavior of the framework complicates the solution. This solution generally is a more effort-consuming approach than the previously indicated approaches.

5.2 Composition with legacy components

The software engineer may want to use legacy components in combination with the framework when a framework class does not contain the
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correct application-specific domain behavior for the actual application. In addition, a legacy library of classes with the required application-specific behavior is available that fulfills the application’s requirements. The integration between a framework and legacy components is not as easy as one might expect due to the cohesive behavior of the framework, which makes it difficult to replace a framework class with a legacy class, and due to potential typing conflicts in the programming language. A complicating factor in solving the composition problem is that the framework is designed for adaptation and extension and not for composition. One approach is to design the framework for composition by means of the role concept. Obviously, access to the source code of the framework simplifies the composition, since one can change the framework to refer to the legacy class rather than a framework class. Some solutions to the problem of composing legacy components with a framework are discussed in the following sections.

Adapter design pattern. Composing a legacy component with a framework is almost a schoolbook example of a situation for which the Adapter design pattern has been designed. Provided that no name clashes occur, this solution is very suitable, but it results in some implementation overhead, as for each operation in the class interface that has to be adapted there must be methods that forward the request to the equivalent method in the legacy class. Additional drawbacks are that the Adapter pattern suffers from the self problem and traceability is reduced since pattern-specific behavior is mixed with domain-specific behavior for the class [2].

Change framework. Provided the software engineer has access to the framework’s source code, one possible solution is to change those parts of the framework that refer to the framework class that should be replaced by the legacy class.

Roles. As described in [9], a solution dealing with the problem once and for all is to represent the framework’s reuse interface as a set of roles. A framework role is a description of the required behavior of the object that is taking the place in the reuse interface. By specifying the reuse interface as roles instead of as superclasses, we focus on the required services instead of the entire object. Using this solution, it is possible to fill the roles either with classes related to the framework or existing legacy classes, provided that the class fulfills the requirements. This, however, requires the framework to be designed based on this approach.
5.3 Framework gap

The framework gap problem occurs when two (or more) frameworks have to be composed to satisfy the application’s requirements, but the composition does not cover the requirements completely. Thus, we have a gap of missing functionality. The main cause for this problem is that the frameworks do not cover their respective domains sufficiently. As described earlier in the chapter, the definition of an application domain is still rather ad hoc, and this may lead to domain overlap or domain gaps when composing frameworks. Also for this problem, the lack of access to source code may complicate the solution to a framework considerably. In either case, one can identify a number of solution approaches for closing the framework gap.

Wrapping. As described earlier in this chapter (see, for example, Figure 6), one can extend the framework interface of a called framework with the missing functionality through an additional Application Program Interface (API). The wrapping entity, in this case, aggregates the original framework and the extension for closing the gap, but provides a uniform interface so that clients are unaware of the internal structure.

Mediating software. For a calling framework, the software engineer has to develop some kind of mediating software that manages the interactions between the two frameworks. The mediating software not only manages the interaction, but also contains the functionality required for closing the framework gap. Potential disadvantages are that it has proven to be rather difficult to develop mediating components and that the software becomes vulnerable for future changes of framework versions and thus is expensive to maintain.

Redesign and extend. If a developer has access to the source code of the framework and also intends to reuse the framework in future applications, the most fruitful approach may be to redesign the framework and extend the source code to achieve better domain coverage, thus bridging the gap.

5.4 Composition overlap of framework entities

When two frameworks represent the same real-world entity, from their respective perspectives and with their own representations, and these frameworks need to be composed, the two representations of the real-world entity have to be composed as well. This constitutes the problem.
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of overlap of framework entities. The main cause for this problem is that both frameworks cover part of the application domain, since the real-world entity has been modeled from different perspectives. The composition of the two framework classes is often complicated due to the cohesive behavior of the classes since, after the composition, actions in one class may need to notify the other framework class. We present four solution approaches to the problem:

Multiple inheritance. An obvious solution to this problem is to use multiple inheritance, but this requires that the properties of the classes not affect each other and are mutually exclusive, which is seldom the case. The main issue is to provide a solution that takes care of necessary updates and conversions between different representations provided by the two frameworks.

Aggregation. An alternative solution is to use aggregation instead of inheritance, which will result in an aggregate class that has each framework representation as parts. The aggregate class is the application’s representation of the real-world entity. However, this approach requires that the source code be available for the frameworks, since the involved frameworks have to be changed so that every location in the framework that references the framework-specific representation of the real-world entity is replaced by a reference to the aggregate class. In addition, it is necessary that the interface of the aggregate class contain the framework class interface for both frameworks and the necessary conversion and update operations. The implementation of the aggregate class must, in appropriate methods and places, include the necessary conversion and update behavior. The major drawback of this solution is that both frameworks have to be changed and that a considerable amount of implementation overhead is required.

Subclassing and aggregation. Another solution that does not require changes in the frameworks is to subclass each framework class that represents the real-world entity. Both subclasses are involved in a bidirectional association relationship to enable update and conversion behavior. In addition, each subclass has to override the operations in the superclass. In the subclass implementation of relevant operations, there are calls to the corresponding subclass for conversion and updates and, in addition, the operations call the overridden operations in the superclass. A limitation of this solution is that the application’s representation of the real-world entity is partitioned over two classes. To overcome this limitation, we may introduce an additional aggregate class that has the
two subclasses as parts. The aggregate class solution also implies that the application-specific part of the code has to work with the aggregate class (to reach the part objects) and that there will be communication between the two subclass objects that will not pass the aggregate object.

Subject orientation. A fourth solution is provided by the subject-oriented programming approach [14]. Subject orientation supports composition of subjects-that is, an object-oriented program or program fragment such as a framework that models a domain in its own subjective way. Subjects can be composed, either as source code or as binary code. Since frameworks can be subjects, the subject-oriented approach may alleviate the problem of overlapping framework entities. However, although useful in theory, the lack of widespread tool support may make subject composition less appropriate in practice.

5.5 Composition of entity functionality

This problem occurs when a real-world entity has to be modeled through composition of parts of functionality from different frameworks, for example, composing application domain-specific functionality with persistence functionality. This means that the real-world entity is represented in an application domain-specific framework and has to be composed with functionality from a persistence framework. The cause for this composition problem of functionality is that the frameworks are designed for extension and thus it is not easy to add functionality. The cohesive behavior of a framework complicates the composition of functionality since it makes it difficult to break up the existing collaborations inside the framework and add the necessary functionality. Aggregation and multiple inheritance and the use of the Observer design pattern are discussed as possible solutions in the following text. A third solution may be the use of the subject-oriented programming approach [14], as described in the preceding section.

Aggregation or multiple inheritance. The simplest solution to this problem is to use multiple inheritance or aggregation to compose the framework classes with the required functionality into a single class. The problem with these solutions is that state changes caused by messages to the application domain-specific part of the composed object will not automatically influence the persistence functionality part of the object. One way to solve this is to add update behavior in appropriate places in
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the frameworks and the composed class, but this is a rather complex action to perform.

Observer design pattern. To overcome the problem with the previous solution, the application domain-specific class can be extended with notification behavior, for example, through applying the Observer design pattern [5]. This may seem an obvious solution; thus, it should have been included in the application domain-specific framework from the beginning. But, as often is the case, the framework is originally designed for extension and not for composition.

6. Summary

Object-oriented frameworks provide an important step forward in software reuse, since frameworks allow reuse of large components instead of the traditional small, building block-like components. Initially, frameworks were primarily used as the only reused entity in application development, and the application was constructed by extending the framework with application-specific behavior. During recent years—among other reasons, due to the increased availability of frameworks for various domains—there is a movement toward the use of multiple frameworks in application development. These frameworks have to be composed to fulfill the application’s requirements, which may lead to composition problems.

In this chapter, we have studied the framework composition problems that may occur during application development, their main causes, the solutions available to the software engineer, and the limitations of these solutions. The composition problems that we identified are related to the composition of framework control, the composition of the framework with legacy components, the framework gap, the composition overlap of framework entities, and the composition of entity functionality. These problems are primarily caused by the cohesion of involved frameworks, the accuracy of the domain coverage of frameworks, the design intentions of the framework developer, and the lack of access to the source code of the framework. The identified problems and their causes are, to some extent, addressed by existing solutions, such as the Adapter design pattern, wrapping, or mediating software, but these solutions generally have limitations and either do not solve the problem completely or require considerable implementation effort.
To the best of our knowledge, no work exists that covers framework composition problems as a primary topic of study, but several authors have identified some composition problems. For instance, [15] suggests not to assume ownership of the event loop during framework design and to stress flexibility of the design. [17] proposes the use of software adapters as a means to overcome the problem of type-incompatible interfaces between components. This problem is similar to that of the composition of framework control. A software adapter uses protocols, which defines the allowed sequences of message exchanges between the components, and it compensates for differences between the component interfaces. The software adapter also allows message exchanges to be initiated from either of components. [16] identified the framework gap problem and suggests ways of dealing with it. Also, [6] discusses the notion of architectural mismatch, which, although not specific to object-oriented frameworks, may also affect framework composition. Finally, [7] discusses the problems of using wrappers to adapt components for use in applications.

The contribution of this chapter, we believe, is twofold. It provides software engineers using object-oriented frameworks for application development with an understanding of the problems they may experience during framework-based application development, as well as an understanding of the primary causes and solution approaches. Second, it provides researchers in object-oriented software engineering with topics that need to be addressed by future research.
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Abstract

Recently an approach for identifying potential modules for restructuring in large software systems using product release history was presented [4]. In this study we have adapted the original approach to better suit object-oriented frameworks and applied it to an industrial black-box framework product in the telecommunication domain. Our study shows that using historical information as a way of identifying structural shortcomings in an object-oriented system is viable and useful. The study thereby strengthens the suggested approach in [4] and demonstrates that the approach is adaptable and useful for object-oriented systems. The usefulness of the original approach has been validated through this study too.
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1. Introduction

In recent years, object-oriented framework technology has become common technology in object-oriented software development [1, 2, 5, 10,
Frameworks allow for large-scale reuse and studies show that the use of framework technology reduces development effort, e.g. [9].

It is argued that designing a good framework requires several iterations [8, 6, 12]. Of special importance in the development of a framework is the identification of the stable and variable parts of the design. The stable part of the design represents a reusable core of application domain functionality, which is reused for all applications. The stable part provides hooks that are intentionally designed to provide for customising or tailoring of the framework (i.e. the variable parts).

As with all software, frameworks evolve to meet new demands from customers/framework users. To alleviate or remedy the problem of complex software and the difficulties of evolving it, it is important to identify modules that are likely candidates for restructuring. This is of importance in framework evolution since there are large amounts of effort invested in the design of the framework and information about where likely changes occur may reduce the cost of redesign the framework to meet the new demands. Studies show that software engineers can only identify a subset (<50 percent) of future changes and they cannot provide the complete picture of change [7]. Thus, a more objective method for identifying structural shortcomings will provide more reliable input for maintenance effort estimations and thereby more accurate estimates.

Recently an approach for identifying potential modules for restructuring in large software systems (about 10 millions lines of code) has been proposed by Gall et al. using product release history [4]. We have adapted the approach to better suit object-oriented frameworks. Instead of programs we are investigating classes as the observed entities.

In this paper, we describe the evolution of an industrial black-box framework product, the Mediation framework, in the telecommunication domain. The investigation covers four consecutive versions of the framework that were developed over a period of six years. Over 30 instantiations of the framework have been delivered to customers.

The new versions of the framework were forced by product improvements, e.g. better performance, and new customer demands. Our analysis is based on information about modules and classes (the class declarations only) of the framework. The constant development of the framework has increased both the size and the complexity. The size of the Mediation framework has increased from 322 classes to 598 classes.
The objective of our study is to evaluate the approach to identifying potential structural shortcomings of the framework using the aforementioned framework as a case. The approach uses historical data, as in the case by Gall et al. [4]. Once the eventual shortcomings have been identified, the relevant subsystems or modules can be subject to restructuring. As an effect of our adapted approach we are also validating the usefulness of the original approach by Gall et al.

The paper is organised as follows: In section 2, the Mediation framework is described in sufficient detail to get an understanding of what kind of software system is the subject of the case study. The subsystems and modules have been renamed to make the discussion clearer and avoid bothering the reader with unnecessary details. Section 3 describes the evolution observations on the complete Mediation framework. In section 4, the evolution observations of the subsystems and their modules is described. Section 5 discusses related work and the paper is concluded in section 6.

2. The Case Study

2.1 The method

The method used in our study is an adaptation of the approach proposed by Gall et al. [4]. The focus for the study by Gall et al. was on macro-level software evolution by tracking the release history of a system. Their system comprises about 10 million LOC and was structurally divided into a number of subsystems where each subsystem where further divided into modules and each module consisted of a number of programs. Based on historical information about the programs, subsystems etc. they investigated the change rate, growth rate and size of the software (and its parts) using the version numbering of the programs as the units for 20 releases of the software systems. The method steps in the approach are
1. calculate, for all releases, the change and growth rate for the whole system,

2. calculate, for all releases, the change and growth rate for each of the subsystems,

3. for those subsystems that exhibit high growth and change rates calculate, for all releases, the change and growth rates for the modules,

4. those modules that exhibit high change and growth rates are identified as likely candidates for restructuring.

In our study we have adapted the approach to better suit for smaller systems (about 600 classes). We use the same decomposition of the system into subsystems and modules. Regarding the modules these are in our study composed of classes (not programs). So our calculations of change and growth rates are made in terms of classes as the units. Changed classes are identified by a change in the number of public operations in the class interface. This is because a change in the public interface represents an addition or better understanding of the functionality that the class has to offer the rest of the system. Changes to the private part of the class interface are mostly related to perfective changes such as performance improvements and as such less interesting in this study. Regarding the method steps we use the same steps as the approach by Gall et al.

Essentially, the adaptation is the change of programs to classes as the observed unit to make the approach useful for object-oriented software systems.

2.2 The software system

The subject for the study consists of four successive versions of a proprietary black-box application framework. This framework encompasses the Billing Gateway product developed by Ericsson Software Technology. The framework provides functionality for mediation between network elements, i.e., telecommunication switches, and billing systems (or other administrative post-processing systems) for mobile telecommunication. Essentially, the Mediation framework collects call information from mobile switches (NEs), processes the call information and distrib-
utes it to among others, billing processing systems. Figure 1 presents the context of the Mediation framework graphically. The driving quality requirements in this domain are reliability, availability, portability, efficiency (in the call information processing flow) and maintainability. The framework is black-box, i.e., the framework provides a number of pre-defined objects for application configuration. The four versions of the Mediation framework have been developed during the last six years.

The framework is black-box, i.e., the framework provides a number of pre-defined objects for application configuration. The four versions of the Mediation framework have been developed during the last six years.

3. Framework Evolution Observations

Based on the structural information derived from the four framework versions we are able to make statements about the Mediation framework’s evolution. For example, the size of the framework and its sub-
systems and the number of classes changed in a particular module from one version to the next.

Using the extracted information we try to identify potential shortcomings in the current structure of the Mediation framework.

We have extracted information, about the following subset of system properties, which is an adaptation of the descriptions found in [4]:

- The size of each system, subsystem or module is defined as the number of classes it contains. We use the notion of classes as the size counting entity instead of measuring the size of the source code. This is because it is easier to collect necessary information and measure on the detailed design level compared to the source code level.

- The change rate is the percentage of classes in a particular system, subsystem or module that changed from one version to the next. To compute the change rate, two versions are required for comparison. The relative number of the changed classes represents the change rate.

- The growth rate is defined as the percentage of classes in a particular system, subsystem or module, which have been added (or deleted) from one version to the next. To compute the growth rate, two versions are compared and the numbers of the added and deleted classes are computed. The relative number of the new classes (i.e. the difference between added and removed classes) represent the growth rate.

Using the information gathered from the Mediation framework we can make statements about framework evolution observations related to: 1) the whole Mediation framework system, 2) the subsystems of the Mediation framework; and 3) the modules of particular subsystems that we chose for further study.

### 3.1 System observations

Diagram 1 shows the historical development of the size of the Mediation framework. The framework has a high growth rate; it consisted of 322 classes initially and 598 classes at version 4.0. Thus, the total size of the Mediation framework increased by over 85 percent over the four
versions. From the diagram we also see that the size of the Mediation framework is growing in a way similar to linear.

Diagram 1. *Evolution of the size of the Mediation framework*

Diagram 2 shows the number of classes that were added in each version (i.e. added minus removed classes). For example, the diagram shows that at version 2.0 more than 120 classes were added to the system. A general observation is that the number of added classes is decreasing with newer versions of the framework. This can be taken as an indication that the framework is becoming more mature, i.e. achieving a structural stability.

Diagram 2. *Number of added classes in each version*

Diagram 3 compares the change and growth rates for each version of the Mediation framework. In general, the change rate is higher than the growth rate. The growth rate is decreasing with successive versions of the framework, from about 40 percent at version 2.0 down to about 15
percent at version 4.0. This *decrease in growth rate* is an another indica-
tion of the framework’s maturity.

![Change and growth rate](image)

**Diagram 3.** *Comparison of the change and growth rates*

The change rate is increasing at version 4.0 and is not following the
trend for version 2.0 and 3.0. One reason for this may be an *architec-
tural change*, i.e. a change affecting entities throughout the whole sys-
tem. In the Mediation framework the architectural change was the
introduction of hot billing.

The change rates are around 40-50 percent in between all versions.
In version 2.0 and 3.0 this may be a sign of better domain understand-
ing but in version 4.0 the major reason is the architectural change intro-
duced by the hot billing requirement.

A summary of the findings at the system level is:

- The size of the Mediation framework is increasing almost linearly.
- The development of the whole Mediation framework becomes
  stable with respect to the growth rate that is decreasing over the
  versions.
- The change rate is about 40-50 percent for all versions. The
  change rate shows a decrease to version 3.0 but increases again in
  version 4.0. The increase of the change rate in version 4.0 is an
  indication that some unexpected evolution has taken place, i.e.
  evolution with architectural impact.

The latter two observations are signs of structural stability of the
Mediation framework eventually with a small exception for the increase
of the change rate in version 4.0.
The evolution of Subsystems

The observations on the system levels indicate that the framework evolves in a satisfactory fashion. This is because the growth rate is decreasing and the change rate is at an acceptable level (<50 percent). However, the observations are only valid on system level and it may be the case that the subsystems do not behave in the same way. In the next section we will characterise the evolution of the four subsystems for the Mediation framework.

4. The Evolution of Subsystems

Up to now we have achieved an impression of how the overall system has evolved over time. In this section, we will examine the subsystems further to see if the subsystems evolve the same way as the whole system.

<table>
<thead>
<tr>
<th>Subsystem</th>
<th>Change rate</th>
<th>Growth rate</th>
<th>Relative size</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>51%</td>
<td>191%</td>
<td>34%</td>
</tr>
<tr>
<td>B</td>
<td>64%</td>
<td>153%</td>
<td>24%</td>
</tr>
<tr>
<td>C</td>
<td>92%</td>
<td>191%</td>
<td>37%</td>
</tr>
<tr>
<td>D</td>
<td>75%</td>
<td>700%</td>
<td>5%</td>
</tr>
</tbody>
</table>

In table 1, we see the change and growth rates for the four subsystems in the Mediation framework. Subsystem D exhibits the highest growth rate, 700 percent, but since subsystem D only comprises 5 percent of the total system size in version 4.0 the subsystem is of minor interest. Subsystems A and C have a growth rate on 191 percent each. Their relative sizes of the whole system are 34 percent for subsystem A and 37 percent for subsystem C, respectively. Thus, both are candidates for further study but since Subsystem A represents the GUI part of the system and comprises, to a very high degree, automatic generated UI classes it is not a representative subsystem.

If we consider the change rate it is obvious that subsystem C has undergone major changes between version 1.0 to version 4.0 since it has a change rate of 92 percent. It may also be of interest to investigate subsystem B since its change rate, 64 percent, is higher than the change...
rates for the whole system (diagram 3). Subsystem C represents a major part of the system, 37 percent of the classes, and we will investigate it further on the module level in the following subsection.

Concluding, in the following section we will further investigate the evolution characteristics for Subsystem C due to its high growth and change rates and Subsystem B due to its relatively high change rate.

4.1 The evolution of subsystem C

Subsystem C exhibits the highest growth and change rates among the subsystems. These facts make the subsystem a likely candidate for restructuring and/or reengineering activities. We will investigate how the modules in subsystem C evolves and whether they possess the same evolution characteristics as the whole subsystem.

Subsystem C consists of 5 modules named module C1 to C5. Their relative size in Subsystem C is presented in diagram 5. We see that all five modules comprise between 10-35 percent of the subsystem. Modules C3 and C4 have a relative size larger than 25 percent whereas as modules C1, C2 and C5 all have a relative size below 15 percent. In fact, module C3 and C4 are two of the three largest modules of the Mediation framework.

Diagram 6, which shows the number of classes for each module in Subsystem C, confirms that module C3 and C4 are large modules and that they both have had a large increase of the number of added classes. In addition modules C1, C2 and C5 has been relatively stable in size but a minor increase can be observed for module C1.
Diagram 7 shows the growth and change rates for the modules in subsystem C from version 1.0 to version 4.0. Module C5 has a growth rate of 460 percent that is extremely high. Also modules C1 and C4 have high growth rates, 233 and 306 percent respectively.

Module C5 has the highest growth rate but is the smallest module in the subsystem. Also Module C4 has a high growth rate and it represents 25 percent of the subsystem. Through discussions with the software engineers it was clarified that the reason for the high growth rate is that the module is responsible for coding and decoding the Call Data Records which exist in a number of formats. Thus, the high growth rate is the result of an increased number of formats supported by the Media- tion framework, e.g. module C4 handles a number of different Call Data Record formats which results in a set of classes whose objects are
used as parameters in the framework. I.e. a typical black-box framework evolution observation.

All modules except Module C5 exhibit high change rates. A reason for the relative low change rate for Module C5 in the subsystem is that it captures the encapsulation of some other software such as database systems.

Diagram 7. Change and growth rates of subsystem C’s modules

Regarding the change rates for the modules in Subsystem C we see in diagram 8 that they behave as the system in whole, i.e. the change rate is increasing from version 3.0 to version 4.0. Modules C3 and C4 exhibit the highest change rates throughout all the versions.

Diagram 8. Change rates of modules in subsystem C

Concerning the high change rate, all modules in subsystem C have high change rates and the main reason for this is two-fold;
1. a design concept called Node has been divided into two concepts, Childnode and ParentNode, to achieve higher maintainability and lower complexity,

2. another design concept called Point has changed from being file-oriented to be transaction-oriented due to the need of provide decreased latency for the Call Data Record (the billing information input) processing. This to fulfil the requirement of hot billing.

To summarise the findings of Subsystem C we can foresee changes in all modules due to the changes of the two design concepts. These changes have presumably not achieved full effect on the system design. Regarding Module C4 and its growth rate; this is viewed as an anticipated kind of evolution due to the nature of black-box frameworks.

### 4.2 The evolution of subsystem B

We present a few observations of the Subsystem B evolution characteristics since the subsystem showed a relatively high change rate.

In diagram 9, we see the change and growth rates for the modules in Subsystem B. We see that module B4 has the highest growth rate, 242 percent, and that module B2 has the highest change rate, 73 percent. Module B2 is in fact the largest module in Subsystem B representing 68 percent of the classes in the subsystem.

![Change and growth rates of subsystem B's modules](image-url)
The high growth and change rates of Module B2 are explained by the development from a simple arithmetic language to a mini-language for handling data units (a design concept based on ASN.1 descriptions).

Module B4 has the highest growth rate but it is relatively small, 30 classes, and the increase can be explained by an increased number of supported operating system thread representations (i.e. a typical black-box framework evolution observation similar to the one described earlier).

To summarise subsystem B, we have again an anticipated kind of evolution for Module B4. We may foresee changes in Module B2 or modules that are using Module B2 depending on the future evolution of the mini-language.

Through the examination of the four subsystems, a different picture evolves since the subsystems do not exhibit the same behaviour as the framework as a whole. Especially subsystem C and B are likely candidates for forthcoming restructuring and/or re-engineering activities.

5. Related Work

Related work includes, of course, the work by Gall et al. [4] where historical information about modules and programs is used as a means to identify structural shortcomings of a large telecommunication switching system. Our work uses a similar approach but on a smaller system, 300-600 classes, and we use historical information about modules and classes, which are entities of smaller granularity than in the work Gall et al. Recent work by Lindvall and Sandahl [7] shows that software developers are not so good at predicting from a requirements specification how many and which classes that will be changed. Their empirical study shows that only between 30-40 percent of the actual changed classes were predicted to be changed by the developers. This can be seen as an argument for a more objective approach for identifying change-prone and evolution-prone parts of a software system.

Other research related to framework evolution is the work by Roberts and Johnson [12] and by Erni and Lewerentz [3]. Roberts and Johnson present a pattern language that describes typical steps for the evolution of an object-oriented framework. Common steps in the evolution are development of a white-box framework (extensive use of the inheritance mechanism), the transition to a black-box framework
(extensive use of composition), development of a library of pluggable objects etc. These steps give a coarse-grained description of a framework’s evolution. However, they do not explicitly describe where and how the framework evolves when it has reached a certain state.

Erni and Lewerentz describe a metrics-based approach that supports incremental development of a framework. By measuring a set of metrics (which requires full source code access) an assessment of the design quality of the framework can be performed. If the metric data is within acceptable limits, the framework is considered to be good enough from a metrics perspective otherwise another design iteration has to done. The approach is intended to be used during the design iterations, before a framework is released and does not consider long term evolution of a framework.

6. Conclusion

We have studied the structure of four consecutive versions of an object-oriented black-box framework in the telecommunication domain. Based on historical information about the classes and their public interfaces we have applied an adapted version of the approach in [4] in order to identify structural shortcomings of the framework’s structure by measuring the growth and change rates of the system.

Our study exhibits results similar to the study by Gall et al., i.e. there is a difference in the behaviour of the whole system versus its subsystems. A relatively stable evolution over time was observed at the system level, but detailed studies of the subsystems showed that subsystem C and B exhibit different characteristics regarding the change and growth rates when compared to the whole system. These major differences would not been identified only by an analysis of the whole system. Two modules were identified as potential subjects for redesign, i.e. module C4 and B2. In addition, to a lesser extent, module C3 is a likely candidate for redesign.

Both our study and the one by Gall et al. show that using historical information as a way of identifying structural shortcomings in a software system is viable and useful. In addition, the approach suggested in [4] is possible to use for object-oriented systems on design level using class interfaces and changes to these interfaces as the observed units. In
other words, the approach by Gall et al. is possible to scale down to object-oriented systems.

The validity of the approach of using historical is strengthened by the following. First, our results are similar to the ones by Gall et al., i.e. there exists a difference in the behaviour of the whole system versus its subsystems. Second, we presented the results of this study to the software development organisation owning the studied framework. They agreed to our observations, found the results interesting and consider using the approach in the future.
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Abstract

Object-oriented framework technology has become a common reuse technology in software development. As with all software, frameworks evolve over time. Once the framework has been deployed, new versions of a framework potentially cause high maintenance cost for the products built with the framework. This fact in combination with the high costs of developing and evolving a framework make it important for organisations to achieve controlled and predictable evolution of the framework’s functionality and costs. We present a metrics-based framework stability assessment method, which have been applied on two industrial frameworks, from the telecommunication and graphical user interface domains. First, we discuss the framework concept and the frameworks studied. Then, the stability assessment method is presented including the metrics used. The results from applying the method as well as an analysis of each of the frameworks are described. We continue with a set of observations regarding the method, including framework differences that seem to be invariant to the method. A set of framework stability indicators based on the results is then presented. Finally, we assess the method against issues related to management and evolution of frameworks, framework deployment, change impact analysis, and benchmarking.
1. Introduction

During recent years, object-oriented framework technology has become common technology in object-oriented software development [3][11][15][18] since it bears the promise of reduced development effort, e.g. [16], through large-scale reuse and increased quality. An object-oriented application framework is a reusable asset that constitutes the basis for a number of applications in the domain captured by the framework. Examples of application frameworks are Java AWT [8], Microsoft Foundation Classes [19] and ET++ [21] in the domain of graphical user interfaces. Examples of application frameworks in other domains include fire alarm systems [15] and measurement systems [4].

As with all software, frameworks normally evolve through a number of iterations, leading to new versions, in response to the incorporation of new or changed requirements, better domain understanding, experiences and fault corrections. Once the framework has been deployed, new versions of a framework cause potentially high maintenance cost for the products built based on the framework. This fact in combination with the high costs of developing and evolving an application framework indicates the importance of understanding and characterising framework stability and evolution.

One of the main objectives for management of software development organisations is to achieve controlled and predictable evolution of the framework’s functionality and its development, maintenance and framework instantiation costs. This requires that there must exist methods assisting and providing management with information about the framework and its evolution. Areas of importance in the management and evolution of an object-oriented framework are:

- Framework deployment: Assessment of the framework to decide when it can be released for regular product development in the organisation or placed on the commercial market. The assessment is necessary to avoid the shipping of frameworks that do not fulfil their functional and quality requirements and, consequently, will cause unnecessary maintenance and release costs. The assessment data can in some cases, if publicly available, be used by potential customers for evaluating and selecting a framework from several alternatives. For instance, the assessment may cover aspects such as reliability and robustness for its users.
1. Introduction

- Change impact analysis: Another type of framework analysis is concerned with assessing the impact of changes on the next framework version and assessing the impact on the applications built which have to replace the old framework version with a new one. The assessment results can be used by management to predict required maintenance effort for both the framework and the applications incorporating instantiations of the frameworks.

- Benchmarking: Empirical information collected from the assessment of successful frameworks can be valuable in guiding the development and evolution of new frameworks and can be used to develop criteria for framework classification, e.g., benchmarking, in terms of structural stability or other framework maturity aspects [1]. This is desirable since it is hard and expensive to develop and maintain object-oriented frameworks and empirical data is valuable input to the cost and effort estimation activities. Currently, little information exists about the cost and benefit of the development, maintenance and use of framework technology exists. Empirical information about the distribution of effort in framework development, evolution and instantiation will help in the process of allocating specialists and other personnel to the developments as well as in effort estimations. For example, in [12] we present the effort distribution for the initial development, maintenance and instantiation of a six-year industrial object-oriented framework is presented.

In this paper we present a method, stability assessment, which is used for characterising framework evolution, and, consequently, addresses the aforementioned issues described above.

The stability assessment method is a metrics-based assessment method for assessing structural and behavioural stability of an evolving object-oriented framework. The notions of structural and behavioural stability are viewed as the dual property of evolvability. Through collection of a set of architectural and class level metrics for two or more framework versions together with the calculation of some aggregated metrics, the obtained metric values are used for the assessment of the framework. Thus, the purpose of the method is to decide how structural and behavioural stable a framework under evolution is in terms of the metrics defined. Based on the experiences of applying the method on two frameworks we present a set of framework stability indicators.
The stability assessment method has been applied to two object-ori-
ented frameworks, one proprietary application framework in the tele-
communication domain, the Billing GateWay (BGW) framework and
one commercial application framework in the graphical user interface
domain, the Microsoft’s Foundations Classes (MFC) framework [19].
Four consecutive versions of the BGW framework, that were developed
over a period of six years, and five versions of the MFC framework have
been analysed. In [14] we have presented some of the results of applying
the method. Through the application of the method on these two
frameworks it is possible to better evaluate them with respect to the
aforementioned issues concerning controlled and predictable framework
evolution i.e. framework deployment, change impact analysis and
benchmarking. In addition, the following aspects will be discussed: dif-
ficulty to apply the method, the need of tool support and experienced
advantages and disadvantages of the method.

It is important to notice that the aforementioned topics and the sta-
bility assessment method are not directly intended to be used for the
project manager developing the first version of an object-oriented
framework. Neither it is fully useable for teams reusing the framework.
The usefulness is for the teams maintaining and evolving the frame-
work. In particular, it is worth noticing that a developed framework that
is intended to be reused several times has to be handled by the organisa-
tion as a product. Thus, long term commitment for the maintenance
and evolution of the framework is required. It is in this organisational
and long-term context the stability assessment method and the data col-
lection are justified. Through routinely and systematically applying the
method and collecting the data the organisation will achieve knowledge
of the evolution of object-oriented frameworks. Currently, little knowl-
edge about the stability and evolution of object-oriented frameworks is
available.

The contribution of this paper is two-fold:

- Extension and application of a framework stability assessment
  method on two industrial object-oriented frameworks.

- Presentation of framework stability characterising data together
  with five framework stability indicators.

The organisation of the paper is as follows. Section 2 presents the
notion of, and terminology related to object-oriented frameworks. The
two studied frameworks are described in section 3. The stability assess-
ment method is described in section 4. Section 5 contains the results from applying the method to the frameworks together with an analysis of the results. Section 6 discusses a set of observations related to the results, the method and the studied frameworks. In section 7 the method is assessed with respect to the aforementioned management issues and related work is presented in section 8. Section 9 concludes the paper.

2. Object-Oriented Frameworks

In this section we present the notion of object-oriented framework, an overview of major framework development activities and some different maturity stages a framework can have.

Object-oriented frameworks are reusable designs of all or part of a software system. A framework is described by a set of abstract classes and the way instances (objects) of those classes collaborate [18]. The development cost of frameworks is high and it must be easy to use. They must provide enough features to be used and hooks supporting features that are likely to change.

The process of developing and using an object-oriented framework comprises three major activities; problem domain analysis, framework design and instantiation of the framework (see Figure 1).

![Figure 1. Development and usage of frameworks.](image)

Problem domain analysis. Domain analysis can be viewed as a broader and more extensive analysis that tries to capture the requirements of the complete problem domain including future requirements. Depending on the problem domain different kind of information sources are used to obtain knowledge about the domain. Examples of sources are previ-
ous experiences of the domain, domain experts and existing standards. If the problem domain is large or covers a complete application domain, specialised domain analysis methods [17][18] may be used that provide systematic method steps for performing the analysis.

**Framework design.** The objective with this activity is to end up with a flexible framework. The activity is effort consuming since it difficult to find the right abstractions and identify the stable and variable parts of the framework, which often results in a number of design iterations. To improve the extensibility and flexibility of the framework to meet the future instantiation needs, design patterns [7] may be used. The resulting framework can be a white-box, black-box or visual builder framework (see below) depending on the domain, effort available and intended users of the framework.

**Instantiation of the framework.** The instantiation of a framework differs depending on the kind of framework, white-box, black-box or visual builder (see below). A framework can, if small and specialised, be instantiated one or many times within the same application, instantiated in different applications and in the cases of one large monolithic framework the instantiation activity results in an application.

Roberts and Johnson [18] describe the typical maturation path an object-oriented framework takes. We describe the four major different kinds of frameworks that may be developed.

**White-box framework.** A white-box framework is relying on the inheritance mechanism as the primary instantiation technique. The instantiations of a concept are easily made through creating a subclass of an appropriate abstract class. A disadvantage of white-box frameworks is that one has to know about internal class details and that the creation of new subclasses requires programming.

**Black-box framework.** A black-box framework differs from a white-box framework in that the primary instantiation technique is composition. Thus, a black-box framework allows one to combine the objects into applications and one does not need to know internal details of the objects. The use of composition to create applications implies that programming is avoided and it is possible to allow the compositions to vary at run time. Often the initial design of a framework is a white-box framework, whereas subsequent versions evolve into a black-box framework.

**Visual builder framework.** To evolve to the visual builder stage the framework must be a black-box framework. A black-box framework
makes it possible to develop an application by connecting objects of existing classes. An application consists of different parts. First, a script is used that connects the objects of the framework and then activates them [18]. The other part is the behaviour of the individual objects, which is provided by the black-box framework. Thus, framework instantiation in the black-box case is mainly a script that is similar for all applications based on the framework. One now develops a separate graphical program that encompasses the black-box framework that makes it possible to specify the objects to be included in the application and the interconnection of them graphically. Thus, we have a visual builder framework. The visual builder framework generates the code for the application from the specification. With addition of the graphical features, the visual builder framework provides a user-friendly graphical interface, which makes it possible for domain experts to develop the applications by manipulating images on the screen.

**Language Tools.** The visual builder framework creates complex composite objects. These compositions have to be easily inspected and debugged. The visual builder framework actually is a graphical domain-specific programming language. Thus, one can create specific language tools for the framework that support inspection and debugging of the relevant complex composite objects.

## 3. The Two Framework Cases

In this section we present the two frameworks studied. The context of the BGW framework together with a structural view of its decomposition is presented. In addition, we present how to instantiate the framework through a graphical configuration window together with the major requirements causing the evolution for each framework version. The MFC framework we describe rather briefly since it is relatively well known. For a more detailed presentation of the framework we recommend, e.g. [19].

### 3.1 The Billing GateWay framework

The Billing GateWay (BGW) framework is a major part of the Billing GateWay product developed by Ericsson Software Technology AB, and provides functionality for billing data mediation between network ele-
ements, i.e., switches, billing systems, or other post-processing systems for mobile telecommunication. The framework collects call information from mobile switches (NEs, Network Elements), processes the call information and mediates it to billing processing systems. Figure 2 presents the context of the BGW framework graphically. The driving quality requirements in this domain are reliability, availability, portability, call records throughput and maintainability.

The BGW framework is a large monolithic framework, which is intended to be instantiated into applications. The BGW framework has from the first version been a visual builder framework. That is, a black-box framework with an associated graphical instantiation interface and application generation functionality. The BGW framework provides a number of pre-defined objects for graphical configuration of the actual application. Successively, from the second version of the BGW framework, a few specific language tools have been developed. Four versions of the framework have been developed, all in C++.

In Figure 3 a more detailed structural view of the BGW framework can be found. The BGW framework is divided into four major blocks and a set of system wide software units. The GUI block is responsible for the user interface, the Kernel block has responsibility for the main
control and steers the flow of data from the Communication block to the Processing block and back to the Communication block. The Processing block processes the Call Data Records through different kinds of operations such as decoding, encoding, filtering, formatting, splitting and routing. The Communication block provides the interfaces to the communication protocols (protocols, e.g. RPC, and formats, e.g. FTAM, for distribution and collection). The set of System-wide software units are accessible from the other blocks and handles issues such as exception handling, threads, databases and some other system-wide issues.

![Diagram of the BGW framework](image)

**Figure 3. Structural view of the BGW framework.**

In Figure 4 a snapshot of the graphical configuration window that is used for instantiating the BGW framework is shown. At the left in the window a palette exist where it is possible to select the different type of entities and associated operations to be performed which should constitute the instantiated application. For example, it possible to select NEs (e.g. a mobile switch) and PPSs (post processing systems) and the different kinds of processing such as filtering and formatting. At the right in the window, we see from the left side, two NEs, then two different filters, two formatters and at the right, two post-processing systems. Each
of these entities has during the configuration/instantiation to be specified in more detail, through entity-specific menus.

When all entities have been specified, we have specified the application to be developed based on the framework, and it is possible to generate the application. All the specification data is divided to appropriate classes and objects and the application is generated.

To give an understanding of the evolution of BGW framework we describe the major requirements for the four framework versions since they have impact on the structure and functionality of the framework.

*Version 1.* The major requirement for the development of version 1 of the framework was to develop an architecture that supported the identified variable and stable parts of the domain. The organisation could here rely on the experience from a previous developed application in the same domain.

*Version 2.* The major requirements for version 2 of the framework were increased flexibility and robustness. This was achieved through refinement of some of the design concepts, improve encapsulation,
identification of minor domain specific libraries which provide generalised and abstract routines for data handling and formatting.

Version 3. The major requirement for the development of version 3 was the introduction of hot billing. Hot billing makes it possible to collect call data records from network elements and distributes them to post processing systems within seconds of call completion. Thus, hot billing opens up for invoicing services tailored to specific customer needs, such as real-time billing and phone rental. This requirement caused major changes of the data processing in the system.

Version 4. For version 4 of the BGW framework major requirements was portability to new operating platforms and advanced data processing such as call data record matching and rating. Matching makes it simple to collect data from different nodes and times and thereby simplifying the charging of services with more than one call data record such as distance related charging.

In addition we provide normalised effort data for the four BGW versions to indicate the magnitude of maintenance effort needed, table 1. The effort for the development of the BGW framework versions are in the range 10 000 to 20 000 man-hours (the company requested too not publish the exact figures). The normalization is made with respect to the number of hours in version 1. That means, in a hypothetical example, if the development of version 1 took 10 000 hours the development of version 2 took 12 660 hours. The duration of the development and evolution of the BGW framework was approximately six years.

| Table 1. Normalized framework maintenance effort data |
|---|---|---|---|
| Normalized effort | V1 | V2 | V3 | V4 |
| 1,000 | 1,266 | 1,761 | 1,620 |

3.2 The Microsoft Foundation Class framework

The MFC framework addresses the domain of graphical user interfaces for Windows applications. The MFC framework has evolved through a number of versions and we have assessed the first five versions of the framework. Version 1.0 of the framework was available on the market 1992 and version 5 was released early 1997. Thus, the duration of the development and maintenance of the MFC framework is similar to the BGW case, around six years.
Through using the MFC framework the developer seldom has to access the Windows API (Application Program Interface) directly. Instead, one can use the MFC classes which provides services that wraps the functionality of the API. The framework comprises support for [19]:

- Window handling
- Interfaces for graphical devices
- File handling
- Exception handling
- Database handling

among other issues. For a more detailed description of the MFC framework we refer to, e.g. [19].

4. The Method

The stability assessment method is a metric-based approach for assessing the stability of an evolving framework. Recently, a method for quantitatively assessing stability of an object-oriented framework was proposed by Bansiya [1]. In this study we have extended the method with an additional aggregated metric, the relative-extent-of-change metric. We have applied our method on a number of versions of two industrial object-oriented frameworks, four consecutive versions of the BGW framework and five consecutive versions of the MFC framework. The framework stability assessment method consists of the following four steps:

1. Identification of evolution characteristics
2. Selecting metrics to assess each evolution category
3. Data collection
4. Analysing the changed characteristics and computing the aggregated metrics

Based on the results of applying our method we propose a set of (preliminary) framework stability indicators, section 6.
4. The Method

4.1 Identification of evolution characteristics

When assessing framework stability, one has to select suitable indicators. The stability assessment method focuses on measuring changes on object-oriented design components, i.e., the classes and in [1] two categories of evolution characteristics, architectural and individual class characteristics, are identified. First, the changes of architectural characteristics (that) are related to the interaction (collaborations) among classes and the structuring of classes in inheritance hierarchies.

Second, the characteristics of individual classes (that) are related to the assessment and change of the structure, functionality and collaboration (relationships) of individual classes between versions. The structure of objects is described and detailed by the data declarations in the class declarations. The functional characteristics are related to the object’s methods. The parameter and data declarations that use user-defined objects define the collaboration characteristics of a class.

4.2 Selecting metrics to assess each evolution category

Several authors have proposed and studied metrics for object-oriented programming [2] [5][10] and, to some extent, for object-oriented frameworks [6]. In table 2, the architectural framework structure and

<table>
<thead>
<tr>
<th>Architectural Metrics (Structure)</th>
<th>Architectural Metrics (Interaction)</th>
</tr>
</thead>
<tbody>
<tr>
<td>DSC, design size in classes</td>
<td>ACIS, average number of public methods in all classes</td>
</tr>
<tr>
<td>NOH, number of hierarchies</td>
<td>ANA, average number of distinct (parent) classes from which a class inherits information</td>
</tr>
<tr>
<td>NSI, number of single inheritance instances</td>
<td>ADCC, average number of distinct classes that a class may collaborate with</td>
</tr>
<tr>
<td>NMI, number of multiple inheritance instances</td>
<td></td>
</tr>
<tr>
<td>ADI, average depth of the class inheritance structure</td>
<td></td>
</tr>
<tr>
<td>AWI, average width of the class inheritance structure</td>
<td></td>
</tr>
</tbody>
</table>
interaction metrics used in the method are described. The individual class metrics comprise in total of 11 metrics divided into three separate suits, functional, structural and relational, and are described in table 3. The metrics used are a subset of object-oriented metrics presented in [2][5].

### Table 3. Class metrics

<table>
<thead>
<tr>
<th>Structural metrics</th>
<th>Functional metrics</th>
<th>Relational metrics</th>
</tr>
</thead>
<tbody>
<tr>
<td>NOD, the number of attributes.</td>
<td>NOM, count of all the methods defined.</td>
<td>NOA, the number of distinct classes (parents) which a class inherits.</td>
</tr>
<tr>
<td>NAD, the number of user defined objects used as attributes in a class.</td>
<td>NOP, the number of polymorphic methods in a class.</td>
<td>NOC, the number of immediate children (sub classes) of a class.</td>
</tr>
<tr>
<td>NRA, the number of pointers and references used as attributes.</td>
<td>NPT, the number of parameter types used in the methods of a class.</td>
<td>DCC, count of the number of classes that a class is directly related to.</td>
</tr>
<tr>
<td>CSB, the size of the objects in bytes from the class declaration.</td>
<td>NPM, average of the number of parameters per method in a class.</td>
<td></td>
</tr>
</tbody>
</table>

#### 4.3 Data collection

The metrics data was collected using the QMOOD++ tool [2]. The data has been collected for each version of the two frameworks with the same tool, thereby reducing the probability for different interpretations of the metric definitions. The data for the MFC framework is obtained from [1].

#### 4.4 Analysing the changed characteristics and computing the aggregated metrics

For each of the frameworks and their versions, the collected architectural data are analysed and the two aggregated, normalised- and relative-extent-of-change, metrics are calculated. These two metrics are described in detail in section 5 since they are better explained in the context of the other metrics used.
5. Results and Analysis

We present the metric values from the assessment of the two cases, table 4, together with analysis of the obtained results. First, the architectural, normalised architectural and the associated aggregated metric values are presented and discussed for each of the two frameworks. Second, the class metric values with their associated aggregated metric values are presented and discussed for the frameworks.

5.1 The architectural metrics

The BGW Case. The architectural metric data collected for the four versions of the BGW framework shows that the number of classes nearly doubles from 322 in version 1 to 598 in version 4. The values for number of hierarchies (NOH) and the number of single inheritance (NSI) metrics agree with the increasing value of number of classes. In addition, the values of average depth of inheritance (ADI) and average number of ancestors (ANA) are nearly the same due to the low number of multiple inheritance instances (NMI).

Table 4. Architectural metric values

<table>
<thead>
<tr>
<th>Metric</th>
<th>BGW</th>
<th>MFC</th>
<th>OWL</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>1</td>
<td>2</td>
<td>3</td>
</tr>
<tr>
<td>DSC</td>
<td>322</td>
<td>445</td>
<td>535</td>
</tr>
<tr>
<td>NOH</td>
<td>30</td>
<td>35</td>
<td>40</td>
</tr>
<tr>
<td>NSI</td>
<td>265</td>
<td>371</td>
<td>434</td>
</tr>
<tr>
<td>NMI</td>
<td>5</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>ADI</td>
<td>1.97</td>
<td>2.24</td>
<td>2.09</td>
</tr>
<tr>
<td>AWI</td>
<td>0.73</td>
<td>0.75</td>
<td>0.74</td>
</tr>
<tr>
<td>ANA</td>
<td>2.00</td>
<td>2.25</td>
<td>2.09</td>
</tr>
<tr>
<td>ACIS</td>
<td>15.84</td>
<td>17.58</td>
<td>18.90</td>
</tr>
<tr>
<td>ADCC</td>
<td>3.61</td>
<td>4.07</td>
<td>3.99</td>
</tr>
</tbody>
</table>

The average depth of inheritance (ADI) reflects the level of specialisation in the framework and is expected to increase in newer versions and the average width of inheritance (AWI) is expected to decrease in
new versions since new classes are generally added at deeper levels in the inheritance hierarchy. In the BGW study, we find a minor increase in the average depth of inheritance (ADI) values and a minor decrease of the average width of inheritance (AWI) values. Although this is as expected, the differences between the versions could have been larger. One possible explanation may be that this is a property of black-box and visual frameworks compared to white-box frameworks.

The average number of public methods (ACIS), 15-19 methods, and the average of directly coupled classes (ADCC), 3,6-4,0 classes, are relatively constant throughout the versions.

The MFC Case. We see that MFC has had an increase of the number of classes more than three times, from 72 classes in version 1 to 233 classes in version 5. Regarding inheritance relationships MFC does not make use of multiple inheritance and in version 4 the number of inheritance hierarchies was increased to five from only one in the previous versions. The values of average depth of inheritance (ADI) and average number of ancestors (ANA) is the same due to the lack of multiple inheritance in MFC. The average number of public methods (ACIS) has increased from 75,6 public methods up to 110-115 in the last two versions. The average number of directly coupled (ADCC) classes is relatively constant around 9,0 with an exception for the early version where the value was lower.

5.2 The normalised architectural metrics

In table 5 the normalised architectural metrics and the normalised-extent-of-change metric are presented. In the table the architectural metric values are normalised with respect to the metric’s values in the first version of the framework. The metric values for the first version of each framework is used as a base for normalisation. The normalised metric values are computed by dividing the actual metric values of a version with the metric’s value in the previous version for the actual framework. The normalised-extent-of-change metric is computed by summarising the normalised metrics for a framework version. The reason for the normalisation is that that we work with metrics whose values are of different ranges in the aggregated metrics. The normalisation is performed separately for each framework since they are developed by two independent organisations.
The aggregated metric has for the first version of the framework the same value as the number of architectural metrics (nine). Second, the normalised-extent-of-change metric is then computed by taking the difference of the aggregated metrics for the framework version, \( V_i \), and the first framework version \( V_1 \). For the first version of a framework the normalised-extent-of-change metric is set to 0. For example, the normalised-extent-of-change metric for version 3 of the BGW framework is computed as 9,41 (aggregate metric values for version 3) minus 9 (aggregate metric value for version 1) which is 0,41. Thus, the normalised-extent-of-change metric has the value 0,41 for version 3 of the BGW framework.

The normalised-extent-of-change metric is a relative indicator of the framework’s architectural stability. A high value of the metric indicates relative instability of the framework structure and a low value of the normalised-extent-of-change metric indicates greater stability [1]. One way of viewing the normalised-extent-of-change metric is that it captures the enhancements of the framework, e.g. a high value indicates that the framework’s architectural structure has changed significantly.

**Table 5.** Normalized architectural metrics values

<table>
<thead>
<tr>
<th>Metric</th>
<th>BGW</th>
<th>MFC</th>
<th>OWL</th>
</tr>
</thead>
<tbody>
<tr>
<td>DSC</td>
<td>1</td>
<td>1,38</td>
<td>1,20</td>
</tr>
<tr>
<td>NOH</td>
<td>1,17</td>
<td>1,14</td>
<td>1,10</td>
</tr>
<tr>
<td>NSI</td>
<td>1,40</td>
<td>1,17</td>
<td>1,11</td>
</tr>
<tr>
<td>NMI</td>
<td>0,2</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>ADI</td>
<td>1,14</td>
<td>0,93</td>
<td>1,02</td>
</tr>
<tr>
<td>AWI</td>
<td>1,03</td>
<td>0,97</td>
<td>0,99</td>
</tr>
<tr>
<td>ANA</td>
<td>1,12</td>
<td>0,93</td>
<td>1,02</td>
</tr>
<tr>
<td>ACIS</td>
<td>1,11</td>
<td>1,08</td>
<td>0,99</td>
</tr>
<tr>
<td>ADCC</td>
<td>1,13</td>
<td>0,98</td>
<td>1</td>
</tr>
<tr>
<td>Aggregate change (( V_i ))</td>
<td>9</td>
<td>9,68</td>
<td>9,41</td>
</tr>
<tr>
<td>Normalised-extent-of-change</td>
<td>0</td>
<td>0,68</td>
<td>0,41</td>
</tr>
</tbody>
</table>
The BGW Case. For the BGW framework the normalised values for number of hierarchies (NOH) is decreasing from 1.17 to 1.10. This indicates that the addition of new inheritance hierarchies is slowly decreasing with newer versions of the framework. Another observation is that the average number of directly coupled classes (ADCC) is fluctuating just over and below 1.0. This indicates that the “relationship complexity” is not increasing with newer versions, i.e. the number of relationships for a class is not increasing significantly in a new version of the framework. Regarding the normalised-extent-of-change metric; it is decreasing, starting from a low value, 0.68, which we interpret as the BGW framework is enhanced in relatively modest pace.

The MFC Case. The normalised value for the number of hierarchies (NOH) metric makes a jump up to 5 in version 4 due to the introduction of five separate hierarchies in the framework. The normalised values for the number of multiple inheritance hierarchies (NMI) is constantly 1 since there are no occurrences of multiple inheritance in the framework. In the MFC framework case one can make the same observation as in the BGW framework regarding the average number of directly coupled classes (ADCC) metric. It is close to 1, indicating that the “relationship complexity” is not increasing with newer versions of the framework. Regarding the normalised-extent-of-change metric; it is fluctuating up and down indicating that major enhancements and restructuring of the framework’s architectural structure have occurred. One example is the introduction of four new inheritance hierarchies in version 4.

For both frameworks we see that for the normalised average number of public methods (ACIS) as well as the normalised average number of directly coupled classes (ADCC) metrics the values are steadily decreasing. A possible explanation is that the framework is becoming more stable and modifications can be realised more localised in the framework.

5.3 The class metrics

The individual class metrics defined in section 4 can be computed in two ways, i.e., including or excluding inherited properties. The first approach requires analysing a class and all its ancestors for the computation of the class metrics. Typically, changes made to the internal parts of parent classes in a framework ripple the effect of changes to all descen-
dent of the parent class. Thus, in this study the class metrics values are counted including the inherited properties.

The metric for each of the 11 class characteristics can be changed between two successive versions. If the value of a particular metric (e.g. number of methods, NOM) changes from one version to the next, this is defined as one Unit of Change. Since there are 11 characteristics that can be changed for a class, a class can contribute with between 0 to 11 Units of Change. The 11 metric values of each class are compared with the metric values of the class in its predecessor version to compute the total number of units-changed for the classes. The total-extent-of-change for a framework version is the sum of units-changed in all classes between a version and its predecessor. In table 6, the 11 class metrics obtained for the framework versions are presented.

Table 6. Changes in class characteristics

<table>
<thead>
<tr>
<th>Metrics</th>
<th>BGW</th>
<th>MFC</th>
</tr>
</thead>
<tbody>
<tr>
<td>Total Units Changed</td>
<td>% Change</td>
<td>Total Units Changed</td>
</tr>
<tr>
<td>NOC</td>
<td>19</td>
<td>31</td>
</tr>
<tr>
<td>NOA</td>
<td>47</td>
<td>13</td>
</tr>
<tr>
<td>DCC</td>
<td>89</td>
<td>80</td>
</tr>
<tr>
<td>NOM</td>
<td>148</td>
<td>142</td>
</tr>
<tr>
<td>NOP</td>
<td>105</td>
<td>93</td>
</tr>
<tr>
<td>NPT</td>
<td>77</td>
<td>125</td>
</tr>
<tr>
<td>NPM</td>
<td>147</td>
<td>156</td>
</tr>
<tr>
<td>NOD</td>
<td>78</td>
<td>126</td>
</tr>
<tr>
<td>NAD</td>
<td>69</td>
<td>51</td>
</tr>
<tr>
<td>NRA</td>
<td>76</td>
<td>88</td>
</tr>
<tr>
<td>CSB</td>
<td>77</td>
<td>125</td>
</tr>
<tr>
<td>Totals</td>
<td>932</td>
<td>1 030</td>
</tr>
</tbody>
</table>

To assess the significance of the total-extent-of-change measure we compare it with the maximum possible change. The maximum possible change represents the case where all the metrics would have changed values for all classes in a framework version. In table 7, the values for the...
relative-extent-of-change metric are presented. Relative-extent-of-change is computed as the total-extent-of-change divided with the maximum possible change.

The reason for introducing the relative-extent-of-change metric is two-fold. Firstly, the relative-extent-of-change metric is calculated based on class metrics, rather than system-wide metrics, which is the case for the normalised-extent-of-change metric. Thus, the relative-extent-of-change metric gives us a possibility to validate the original proposed normalised-extent-of-change metric. Secondly, the normalised-extent-of-change metric addresses the framework’s architectural structure, which implies that the metric is more, focused on capturing the enhancements, e.g. addition of features, of the framework. This in contrast to the relative-extent-of-change metric which analyses the core of the framework, i.e. it only measure changes in the set of classes that exist in two consecutive versions. That means that the metric captures how well the domain is captured and understood by the framework developers. The core of a framework version \( n \) consists of the classes that exist in two consecutive versions of the framework. A more formal definition is that the core is the set of classes that exist in both version \( n-1 \) and version \( n \) of the framework. That means that the core do not comprise the classes which existed in version \( n-1 \) and now not exist in version \( n \) of the framework. Neither are the classes added to framework version \( n \) part of the core. A consequence of this definition is that the core can grow with newer framework versions since it is defined in terms of two consecutive versions and not the first version of the framework. The set of added classes can be seen as representing a wider and better domain understanding captured by framework version \( n \). This means that the core for framework version \( n+1 \) is expanded with the set of added classes in version \( n \) except for those classes that has been removed in version \( n+1 \) of the framework and is reduced with those classes in the core for version \( n \) which not exist in framework version \( n+1 \). Thus, a low relative-extent-of-change value indicates good domain coverage and understanding where a high relative-extent-of-change value indicates that the domain was not well understood and important abstractions have not been found.

The BGW Case. For the BGW framework the majority of the changes are related to methods and method parameters i.e. the functionality suit of metrics. For example, the number-of-methods (NOM) 11,9%, the average number-of-parameter types (NPT) 9,5% and aver-
age number-of-parameters per method (NPM), 12.0%. An exception is the number-of-polymorphic-methods (NOP) which only represent 7.5% of the total changes. A possible explanation is that the BGW framework is intentionally designed as a visual builder framework, thus favouring parameterisation before inheritance. Regarding the relative-extent-of-change metric, the values for the BGW framework are relatively low, between 21-26%, indicating good domain coverage and that there is a relatively stable core in the framework that remain rather unchanged.

**The MFC Case.** For the MFC framework, the same pattern occurs, the majority of changes belong to the functional suit of metrics. For example, the number-of-methods (NOM) is 17.5%, number-of-polymorphic-methods (NOP) 12.1% and the average number-of-parameters per method (NPM) metric 17.2%. Regarding the relative-extent-of-change metric values for the MFC framework it is high, over 50%, for the first four versions, indicating problems with understanding the domain and capturing useful abstractions.

In table 6, we see that the NOA (number-of-ancestor) metric changed values for 18 classes between version 1 and 2 of the MFC framework. The reason for this large change in the metric values was the restructuring of the MFC class hierarchy, which introduced several new classes in the middle of the hierarchy [1][19].

**Table 7. Relative-extent-of-change metric values**

<table>
<thead>
<tr>
<th></th>
<th>BGW</th>
<th>MFC</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>V1/2</td>
<td>V2/3</td>
</tr>
<tr>
<td>Actual Units Changed</td>
<td>932</td>
<td>1030</td>
</tr>
<tr>
<td>Max. units of Change</td>
<td>3542</td>
<td>4895</td>
</tr>
<tr>
<td>Relative-extent-of-change</td>
<td>26.3%</td>
<td>21.0%</td>
</tr>
</tbody>
</table>
6. Observations

In this section we discuss a number of observations related to the results of applying the method, the method itself and the differences between the two frameworks which the method seems to be invariant to.

6.1 Observations on the results

By studying the results of applying the method on the two frameworks we have made a few general observations of the stability, or evolvability, of object-oriented frameworks which we present as a set of framework stability indicators.

Considering the values for the MFC and BGW frameworks, table 4, we see that the initial ADI values are increasing from values below 2.0 and then are successively increasing to values above 2.1. During the evolution of the frameworks, some versions have peak values for the ADI metric. For later versions, the ADI metric decreases to a level between 2.1 and 2.3. The AWI metric for the BGW framework is around 0,75 and decreases to 0.83 for the MFC framework. Thus, we formulate our framework stability indicator 1 that is fulfilled for the BGW and MFC frameworks as:

Framework Stability Indicator 1: Stable frameworks tend to have narrow and deeply inherited class hierarchy structures, characterised by high values for the average depth of inheritance (above 2.1) of classes and low values for the average width of inheritance hierarchies (below 0,85).

Considering the ratio between the number of subclasses and the total number of classes for a framework version we see that the ratio is going towards a limit value of 0.8 for the BGW and MFC frameworks, table 8. Thus, we have framework stability indicator 2:

Framework Stability Indicator 2: A stable framework has an NSI/DSC (number of single inheritance/design size in classes) ratio just above 0.8 if multiple inheritance is seldom used in the framework. That is, the number of subclasses in a stable framework is just above 80 percent.

An analysis of the ADCC metric values, of the BGW and MFC frameworks, identifies a peak in version 2 and then it is decreasing slowly down to 1 or below in later versions, table 5. The fact that the
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ADCC values is close to 1 means that the relationship complexity is not increasing with newer versions nor is it decreasing, i.e. the number of relationships for a class is relatively stable and constant throughout all versions of the framework. We formulate framework stability indicator 3 as:

**Framework Stability Indicator 3:** The normalised ADCC (averaged directly coupled class) metric is going towards 1.0 or just below for stable frameworks.

The MFC framework shows a normalised-extent-of-change value beginning at 2.01 and then successively decreasing down to 0.31 for version 5, table 5. For version 4 the normalised-extent-of-change value is 5.14 which is an atypical value for the MFC framework. The reason for this is the introduction of four new hierarchies in version 4 of MFC; otherwise the values would probably be around 1.5 or lower. In the case of the BGW framework, the normalised-extent-of-change metric decreases from 0.68 and ending with 0.35 for version 4. All versions having values less than 0.7. This results in framework stability indicator 4:

**Framework Stability Indicator 4:** The normalised-extent-of-change metric is below 0.4 for a stable framework.

The relative-extent-of-change metric is in one way similar to the normalised-extent-of-change metrics since it intends to capture the stability of the framework. On the other hand, the relative-extent-of-change metric is on another abstraction level since it is composed of a set of finer grained class metrics and is not directly measured on the architectural level of the framework. In table 7, the relative-extent-of-change metric values are presented. For example, version 1 of the BGW framework has 322 classes which gives a theoretical maximum of 322 * 11 (number of metrics that can change for a class) = 3 542 possible changes for the (previous) version. The actual number of changes between ver-

### Table 8. The NSI/DSC (Number of single inheritance/design size in classes) ratio

<table>
<thead>
<tr>
<th>Metric</th>
<th>BGW 1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>MFC 1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>OWL 1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
</tr>
</thead>
<tbody>
<tr>
<td>NSI</td>
<td>265</td>
<td>371</td>
<td>434</td>
<td>480</td>
<td>66</td>
<td>84</td>
<td>117</td>
<td>174</td>
<td>194</td>
<td>34</td>
<td>56</td>
<td>202</td>
<td>198</td>
<td></td>
</tr>
<tr>
<td>DSC</td>
<td>322</td>
<td>445</td>
<td>535</td>
<td>598</td>
<td>72</td>
<td>92</td>
<td>132</td>
<td>206</td>
<td>233</td>
<td>82</td>
<td>142</td>
<td>357</td>
<td>356</td>
<td></td>
</tr>
<tr>
<td>NSI/DSC</td>
<td>0.82</td>
<td>0.83</td>
<td>0.81</td>
<td>0.80</td>
<td>0.92</td>
<td>0.91</td>
<td>0.89</td>
<td>0.84</td>
<td>0.83</td>
<td>0.41</td>
<td>0.39</td>
<td>0.57</td>
<td>0.56</td>
<td></td>
</tr>
</tbody>
</table>
sion 1 and version 2 of the BGW framework is 932 which represents a \((932 / 3542) * 100 = 26.3\%\) change between version 1 and 2. Thus, the relative-extent-of-change metric is 26.3\% for version 2 of the BGW framework.

The large BGW framework exhibits a relative-extent-of-change value just above 25\% for the first transition, version 1 to version 2. For the successive transitions the value is below 25\%. In the case of the MFC framework, it begins at a level above 55\% for the first transition and continues to be on a level above 50\% until version 5 when a large drop occurs down to 19.8\%. This results in the formulation of framework stability indicator 5 as:

**Framework Stability Indicator 5:** A stable framework exhibits a relative-extent-of-change value of less than 25\%.

In table 9, we see for the two frameworks for which versions the framework stability indicators are fulfilled. The five framework stability indicators are labelled, SI1-SI5, in the table. An ‘Y’ indicate that the stability indicator is fulfilled and a ‘N’ that it is not fulfilled.

The BGW framework fulfils stability indicators 1 and 2 for version 2 and all but indicator 1 for version 3, see table 10. Version 4 of the BGW framework fulfils all the stability indicators. For the MFC framework the situation is that it fulfils indicators 1,2 and 3 for version 4. For version 5 of the MFC framework the stability indicators 4 and 5 are fulfilled too.

The reason why the BGW framework achieves stability in earlier versions than the MFC framework is probably that in the BGW case the supplier and the customers of the framework has a closer relationships,
the customers are relatively few and sophisticated users/domain experts. In the MFC case the customer is a mass-market with a large number of anonymous users of the framework.

The values used in the stability indicators may be discussed since they may be affected by organisational standards but our experiences from the application of the method on two frameworks from different organisations support that there is a degree of confidence in the values used.

6.2 Observations on the method

The differences with our assessment method compared to the original approach [1] are:

- The framework stability assessment method have been applied on two different frameworks, the BGW and MFC frameworks, where especially the BGW framework represents a more typical study subject since it represents a more common situation in software industry.

- An aggregated metric, the relative-extent-of-change metric based on individual class level metrics, which is on another abstraction level than the original normalised-extent-of-change metric has been added. The introduction of the relative-extent-of-change metric gives a possibility to validate the original proposed normalised-extent-of-change metric. In table 10, we see that the stability indicator based on the relative-extent-of-change metric, stability indicator 4, indicates framework stability for version 3 and 4 for the BGW framework and for version 5 for the MFC framework. The architectural metric, normalised-extent-of-change, used in stability indicator 5 indicates framework stability for version 3 and 4 for the BGW framework and for version 5 for the MFC framework. Thus, we see that the normalised-extent-of-change metric indicates stability in the same version as the relative-extent-of-change metric indicates it. One conclusion is that the normalised-extent-of-change metric is a good indicator of framework stability. The other aspect of relative-extent-of-change metric is that it gives us an indication of the stability of the core of the framework is, i.e. how well the domain is captured in the framework.
As a result of applying the method a set of *experience-based framework stability indicators* has been added which make it possible to get a more objective way of deciding if a framework is stable or not.

The original approach has been validated through application of the assessment method twice and the method does not show any particular weakness. The same set of metric used in the original approach has been used. There also exist a possibility to change the metric set in the assessment procedure, making the method more flexible, but in our study we have chosen to use the original set.

Both the BGW and MFC frameworks have reached stability according to the stability indicators. This shows one strength of the assessment method since it seems to cope with a number of framework dissimilarities.

### 6.3 Observations on the studied cases

We describe four major differences between the BGW and MFC framework that are invariant to the stability assessment method and thereby do not seem to affect the method.

The MFC framework is a commercial available white-box object-oriented framework with an anonymous market whereas the BGW framework is a proprietary framework. A proprietary owned framework seems to be a more typical study subject since it represents the more common situation in software industry and because the framework developing organisation has to deal with explicit customers and customer requirements rather than distributing the framework to a mass market.

Second, the BGW framework is a visual builder (black-box) framework, whereas the MFC framework is white-box. Our experience is that black-box frameworks generally contain a larger number of classes and inheritance hierarchies than white-box frameworks. The rationale for this is that the normal extension mechanism in white-box frameworks is subclassing through inheritance, whereas black-box (visual) frameworks use parameterisation. To support parameterisation, black-box frameworks generally include multiple “options”-hierarchies containing concrete subclasses that can be used in framework instantiations.

A third difference is the size, measured in number of classes, of the two frameworks. The original BGW framework (322 classes) was origi-
nally 4.5 times larger than first MFC framework (72 classes). Version 4 of the BGW framework (598 classes) is still 2.9 times larger than the fifth version of the MFC framework (233).

Finally, the domains covered by the frameworks are quite different. The MFC framework implements graphical user interface (GUI) functionality. Compared to most domains, the GUI domain is quite stable in the behaviour it is supposed to provide. The BGW domain is considerably less stable and the developers of the framework have had to incorporate impressive amounts of requirement changes and additions during its lifetime.

7. Assessment

The method has been applied to two different frameworks, which makes it possible to better assess them with respect to the three management issues i.e. framework deployment, change impact analysis and benchmarking as well as a discussion about how difficult it is to apply the method, the need of tool support and experienced advantages and disadvantages of the methods. In the following we will discuss how the method perform with respect to the issues mentioned above.

The outcome of the stability assessment method gives an indication about how stable a framework version is. Especially the relative- and normalised-extent-of-change metrics provide information of how large the impact the requirements had on the framework structure. If historical trends for the current and other frameworks exist for the metrics, the metric values give a “rough” indication of maintenance effort needed. This with reservation for requirements that have architectural impact and thus affect the whole framework. Deviating metrics values from the values in the stability indicators are indications of evolution, which is not desirable and eventually has to be handled explicitly, if time schedule and budgets allow. Thus, the stability assessment method is useful for change impact analysis.

The framework deployment aspect is not directly addressed by the method. But if the method is applied more frequently during the iterative development of the framework version, the extent-of-change metrics provide information with respect to whether the framework is becoming more stable or not during the iterations. The other metrics in the stability assessment method also indicate stability or not depending
if the values are deviating from the ones used in the stability indicators. The observed trends in the metric values give useful information for deciding whether to release the framework version or to iterate the development once again.

Finally, the issue of benchmarking is supported by the method since it collects a number of metrics and thereby provides empirical information about the evolution of a framework. A historical set of data from previous assessments together with other information will make the prediction of the current framework’s evolution more accurate.

The method as such is fairly simple to apply but it requires that the set of metrics used is clearly defined and consistently interpreted. Both between framework versions and different frameworks in order to provide comparable data. Tool support is highly recommended since a huge amount of data has to be dealt with. The tool used [2] in our study had problems with the large BGW framework. The problem was related to the number of file directories used in the framework and not the number of classes.

An advantage of the method is the possibility to change the underlying set of metrics. This is useful if the frameworks developed are adhering to a specific coding standard, a specific technical domain, e.g. distributed systems, or any other organisational issue. A minor disadvantage of the method is the calculation of the aggregated metrics; especially the class level metrics changes, if no tool support is provided.

The stability assessment method has a modest cost with it to apply but offers a number of benefits. The metric set used in the method provides a comprehensive view of the framework since it addresses five different framework stability aspects, the indicators. Another benefit is the possibility to change the metric set used in the method. It is also possible, as in our case, to select a metric set which provides information about inheritance structure changes.

8. Related Work

In this section we present related work to ours which addresses framework evolution and stability.

In [13] we present a method for identifying evolution-prone modules in a framework, which has been applied on the BGW framework. The method uses historical data related to the classes in the framework.
Thus, the purpose of method is to identify those parts of the framework that change most and do not address the aspect of how the whole framework evolve.

The work by Roberts and Johnson [18] presents a pattern language that describes typical steps for the evolution of an object-oriented framework. Common steps in the evolution are development of a white-box framework (extensive use of the inheritance mechanism), the transition to a black-box framework (extensive use of composition), development of a library of pluggable objects etc. These steps give a coarse-grained description of a framework's evolution with respect to its technical maturity. However, they do not explicitly address and describe where and how the framework evolves when it has reached a certain state.

Assessments of frameworks have been addressed by Bansiya [1] and Erni and Lewerentz [6]. Bansiyas assessment approach is similar to ours since we have used it as a basis. One difference is that we have added an additional metric, which has been used for validating one of the original metrics. In addition, we have developed a set of framework stability indicators, which can be used for indicating framework stability. We have also applied the method on two industrial frameworks.

Erni and Lewerentz [6] describe a metrics-based approach that supports incremental development of a framework. By measuring a set of metrics (which requires full source code access) an assessment of the design quality of the framework can be performed. If the metric data is within acceptable limits, the framework is considered to be good enough from a metrics perspective otherwise another design iteration has to be done. The approach is intended to be used during the design iterations, before a framework is released and does not consider long term evolution of a framework, as is the case with the Stability Assessment method.

9. Conclusion

Object-oriented framework technology has become common technology in object-oriented software development. An object-oriented framework is a reusable asset that constitutes the basis for a number of applications in the same domain. As with all software, frameworks tend to evolve. Once the framework has been deployed, new versions of a
framework cause high maintenance cost for the products built with the framework. This fact in combination with the high costs of developing and evolving an application framework make it important to have knowledge of the nature of framework evolution.

Reusable frameworks has to be considered as in-house products, thus requiring long term commitment for the maintenance and evolution of the framework. We have presented one method, stability assessment that assesses the stability of a framework version, which are useful in this organisational and long-term context. The method is metric-based and the set of metrics used is replaceable with other metric sets, which may be required due to specific domains and/or development processes.

Through applying the stability method on two different frameworks, both in the proprietary and commercial domain we have formulated five experience-based framework stability indicators which can be used for indicating framework stability:

- Stable frameworks tend to have narrow and deeply inherited class hierarchy structures, characterised by high values for the average depth of inheritance (above 2.1) of classes and low values for the average width of inheritance hierarchies (below 0.85).

- A stable framework has an NSI/DSC (Number of single inheritance classes/design size in classes) ratio just above 0.8 if multiple inheritance is seldom used in the framework. That is, the number of subclasses in a stable framework is just above 80 percent.

- The normalised ADCC (averaged directly coupled class) metric is going towards 1.0 or just below for stable frameworks.

- The normalised-extent-of-change metric is below 0.4 for a stable framework.

- A stable framework exhibits a relative-extent-of-change value of less than 25%.

Through the extension and application of the method on two industrial frameworks we have also validated the method's applicability for assessing framework stability in an industrial context.

Currently, little knowledge about the stability and evolution of object-oriented frameworks is available. Through using the stability assessment method the obtained results will provide management with information which will make it possible to make better and well-
informed decisions about an object-oriented framework’s evolution, especially with respect to change impact analysis, benchmarking and, to some extent, framework deployment.

Nevertheless, we believe that the framework stability assessment method and the framework stability hypotheses discussed in this paper provide a useful and industrial applicable approach to assessing the stability of object-oriented frameworks. However, we believe that some qualitative analysis is necessary to complement the metrics-based stability assessment. As part of future work, we intend to collect data from more object-oriented frameworks in order to validate our framework stability indicators.
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Abstract

It has for a long time been claimed that object-oriented framework technology delivers reduced application development efforts but no quantitative evidence has been shown. In this study we present quantitative data from a six year object-oriented application framework project in the telecommunication domain. During six years four major versions of the application framework have been developed and over 30 installations at customer sites has been done. We present effort data both for the framework development and the installations as well as relative effort per phase for the framework versions. The effort data presented gives quantitative support for the claim that framework technology delivers reduced application development efforts. In fact, the effort data shows that the average application development effort is less than 2% of the framework development effort.
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1. Introduction

Object-oriented framework technology has become common technology in object-oriented software development [1, 2, 3, 8]. Frameworks allow for large-scale reuse but it is both hard and expensive to develop object-oriented frameworks [4, 5, 11, 12].

Currently, little information of how costly and/or beneficial the development and use of framework technology is exists. Despite that a large number of organizations are developing and using object-oriented frameworks.

In this paper, we describe the effort distribution of an evolving object-oriented framework, the Mediation framework, which is a proprietary framework in the telecommunication domain. The effort data covers four consecutive versions of the framework that were developed over a period of six years. The effort needed for the development of a framework version is in the range 10 000 to 20 000 man-hours. The size of the framework has increased from 322 classes to 598 classes during the same time.

Over 30 instantiations of the reusable framework has been delivered to customers and we present the effort needed, for each instantiation, in percentage of the framework development effort.

The contribution of this paper is quantitative support for the claim that object-oriented framework technology delivers reduced application development efforts as well as a description of the relative distribution of effort per phase in an evolving industrial framework project.

The paper is organized as follows: In section 2 the development process used, the notion of object-oriented frameworks as well as the Mediation framework are described briefly. Section 3 presents some metric values for the framework to give an understanding of the structural complexity of the software. Framework development effort data is presented in section 4 and in section 5 the framework customization effort data is described. Related work is found in section 6 and the paper is concluded in section 7.

2. Case Study Description

In this section we describe some background information for the study such as the development process used by the organization, the notion of
object-oriented framework and its evolution stages, a description of the actual framework and what the customization of the studied framework comprises.

### 2.1 Development process

The organization's development process used for the framework development comprises the following activities:

Pre-study Phase. The purpose of the pre-study phase is to assess feasibility from technical and commercial viewpoints, based on the expressed and unexpressed requirements and needs. Activities comprise planning, securing competence, analysis of possible technologies available and an analysis of required effort.

Feasibility Phase. This phase comprises activities such as more detailed planning, definition of the project organization as well as communication/information paths. A risk analysis is performed and quality assurance techniques are defined for the project and implementation proposals are developed.

Design phase. Architectural design and detailed design is performed in this phase.

Implementation phase. The design is implemented and revised if necessary. Basic testing on the implemented classes is made. In the Mediation framework case the implementation was done in C++.

Test phase. Integration test and system test is performed here.

Industrialization. In this phase the developed software product is installed at a selected customer site. When the product is in operation and had been functioning correctly the system development is considered finished.

Documentation. This activity comprises the development and writing of user manuals system reference manuals and development of course material for the software product.

Administration. The administration activities comprise project management, quality management, configuration management and project meetings.
2.2 Object-oriented frameworks and their stages

Object-oriented frameworks are reusable designs of all or part of a software system. A framework is described by a set of abstract classes and the way instances (objects) of those classes collaborate [10]. The development cost of frameworks is high and it must be easy to learn. They must provide enough features to be used and hooks supporting features that are likely to change. Roberts and Johnson [10] describe the typical maturation path an object-oriented framework takes. We describe in the following, the four major stages.

White-box framework. A white-box framework is relying on the inheritance mechanism as the primary instantiation technique. The instantiations of a concept are easily made through creating a subclass of an appropriate abstract class. A disadvantage of white-box frameworks is that one has to know about internal class details and that the creation of new subclasses requires programming.

Black-box framework. A black-box framework differs from a white-box framework in that the primary instantiation technique is composition. Thus, a black-box framework allows one to combine the objects into applications and one does not need to know internal details of the objects. The use of composition to create applications implies that programming is avoided and it is possible to allow the compositions to vary at run time. Often the initial design of a framework is a white-box framework, whereas subsequent versions evolve into a black-box framework.

Visual Builder. To evolve to the Visual Builder stage the framework must be a black-box framework. A black-box framework makes it possible to develop an application by connecting objects of existing classes. An application consists of different parts. First, a script is used that connects the objects of the framework and then makes them active [10]. The other part is the behavior of the individual objects, which is provided by the black-box framework. Thus, framework instantiation in the black-box case is mainly a script that is similar for all applications based on the framework. One can now develop a separate graphical program, a Visual Builder, that makes it possible to specify the objects to be included in the application and the interconnection of them. The Visual Builder generates the code for the application from the specification. The addition of a Visual Builder to the framework provides a user-
friendly graphical interface which make it possible for domain experts to develop the applications by manipulating images on the screen.

Language Tools. The Visual Builder framework creates complex composite objects. These compositions have to be easily inspected and debugged. What one has in the Visual Builder framework is a graphical domain-specific programming language. Thus, one can create specific Language Tools for the framework that supports inspection and debugging of the relevant complex composite objects.

2.3 The Mediation framework

The Mediation framework provides functionality for mediation between network elements, i.e., telecommunication switches, and billing systems (or other administrative post-processing systems) for mobile telecommunication. Essentially, the Mediation framework collects call information from mobile switches (NEs), processes the call information and distributes it to a billing processing systems. Figure 1 presents the context of the mediation framework graphically. The driving quality requirements in this domain are reliability, availability, portability, efficiency (in the call information processing flow) and maintainability.

![Diagram of the Mediation framework context](image-url)

**Figure 1.** The Mediation framework context.
The Mediation framework has from version 1 been a Visual Builder framework, e.g. a black-box framework with an associated graphical customization interface and code generation functionality. From version 2 a few Mediation framework specific language tools have been developed.

2.4 Customization of the Mediation framework

The customization process of the Mediation framework is in this study an installation and customization process. This is due to the fact that the organization makes no distinction with respect to time reporting of the customization of the framework and the installation of the customized framework. Thus, the effort reported for customization of the Mediation framework comprises the following activities:

- Installation of necessary hardware at the customer site (is done in most of the cases).
- Installation of the Mediation software.
- Configuration of the Mediation framework for the actual customer. The customer can do configuration and re-configuration but most customers prefer the supplier to do the configuration.
- Acceptance Test.

The effort data reported in this study does not include time for travelling.

3. Product Metric Values

In this section we describe some product data (metrics) for the Mediation framework. These give an understanding of the structural complexity of the software. In table 1 we present data for all four versions of the following product metrics:

- DSC, Design size in classes
- NOH, Number of hierarchies
- NSI, Number of single inheritance classes
- NMI, Number of multiple inheritance classes
- ADI, Average depth of inheritance. The ADI metric is computed by dividing the sum of maximum path lengths to all classes by the number of classes. Path length to a class is the number of edges from the root to the class in an inheritance hierarchy.
- AWI, Average width of inheritance. The AWI metric is computed by dividing the sum of the number of children over all classes by the number of classes in the system.

We see that the size of the Mediation framework has increased from 322 to 598 classes, an increase of 86 percent. The increase of subclasses in the framework is 81 percent which is significantly more than the increase for the number of inheritance hierarchies which is 47 percent. The number of occurrences of multiple inheritance has dropped from five in version 1 down to only one. The characteristics of the inheritance hierarchies is described by the average depth of inheritance (ADI) metric and is around 2,1 for the later versions and the average width of inheritance (AWI) metrics is below 0,75 for all versions. For more information about the structural stability of the Mediation framework we refer to [6] and [7].

In table 2, we present the number of framework instantiations made from each version of the Mediation framework.

We see that for version 1 of the framework four instantiations were done, for version 2 seven instantiations and for version 3, 20 instantiations of the framework have been made at customer sites. For version 4

<table>
<thead>
<tr>
<th>Metric</th>
<th>Version</th>
<th>V1</th>
<th>V2</th>
<th>V3</th>
<th>V4</th>
</tr>
</thead>
<tbody>
<tr>
<td>DSC</td>
<td></td>
<td>322</td>
<td>445</td>
<td>535</td>
<td>598</td>
</tr>
<tr>
<td>NOH</td>
<td></td>
<td>30</td>
<td>35</td>
<td>40</td>
<td>44</td>
</tr>
<tr>
<td>NSI</td>
<td></td>
<td>265</td>
<td>371</td>
<td>434</td>
<td>480</td>
</tr>
<tr>
<td>NMI</td>
<td></td>
<td>5</td>
<td></td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>ADI</td>
<td></td>
<td>1.97</td>
<td>2.24</td>
<td>2.09</td>
<td>2.14</td>
</tr>
<tr>
<td>AWI</td>
<td></td>
<td>0.73</td>
<td>0.75</td>
<td>0.74</td>
<td>0.73</td>
</tr>
</tbody>
</table>
of the Mediation framework no instantiations have been reported yet since the development of version 4 was finished recently.

4. Framework Development Effort Data

In this section we describe the effort data for the four developed versions of the Mediation framework.

The effort data is collected from the company’s internal time reporting system. Thus, the reliability of the obtained figures is dependent on the accuracy from the software engineers.

The cost measured in man-hours for the development of the Mediation framework versions are in the range 10 000 to 20 000 hours\(^1\). In table 3, the normalized effort data for the four versions are presented. The normalization is made with respect to the number of hours in version 1. That means, in a hypothetical example, if the development of version 1 took 10 000 hours the development of version 2 took 12 660 hours.

<table>
<thead>
<tr>
<th>Framework Version</th>
<th>V1</th>
<th>V2</th>
<th>V3</th>
<th>V4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number of Instantiations</td>
<td>4</td>
<td>7</td>
<td>20</td>
<td>n/a</td>
</tr>
</tbody>
</table>

We see that the development cost for version 2 was approximately 25 percent higher than in version 1. For version 3 a major revision of the framework was made at a cost 76 percent higher than version 1. The development of version 4 is a little bit less expensive than version 3, 162 percent of the cost for version 1.

1. The company requested not to publish the exact figures.
4.1 Relative effort distribution per phase

In table 4, the relative distribution of the effort between the different activities is presented. The distribution of effort is per developed version. The analysis and conclusions of the figures are based on interviews with the software engineers from the framework developments.

<table>
<thead>
<tr>
<th>Activity</th>
<th>V1</th>
<th>V2</th>
<th>V3</th>
<th>V4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Pre Study</td>
<td>7.6%</td>
<td>1.4%</td>
<td>5.4%</td>
<td>12.8%</td>
</tr>
<tr>
<td>Feasibility</td>
<td>0.0%</td>
<td>7.7%</td>
<td>6.3%</td>
<td>9.2%</td>
</tr>
<tr>
<td>Design</td>
<td>12.0%</td>
<td>7.9%</td>
<td>10.6%</td>
<td>12.7%</td>
</tr>
<tr>
<td>Implementation</td>
<td>29.3%</td>
<td>16.3%</td>
<td>23.8%</td>
<td>18.8%</td>
</tr>
<tr>
<td>Test</td>
<td>13.8%</td>
<td>16.9%</td>
<td>19.2%</td>
<td>21.6%</td>
</tr>
<tr>
<td>Administration</td>
<td>23.0%</td>
<td>38.9%</td>
<td>22.0%</td>
<td>17.6%</td>
</tr>
<tr>
<td>Industrialization</td>
<td>9.6%</td>
<td>3.9%</td>
<td>3.7%</td>
<td>2.5%</td>
</tr>
<tr>
<td>Documentation</td>
<td>4.7%</td>
<td>6.8%</td>
<td>8.9%</td>
<td>4.6%</td>
</tr>
<tr>
<td><strong>Total</strong></td>
<td><strong>100.0</strong></td>
<td><strong>100.0</strong></td>
<td><strong>100.0</strong></td>
<td><strong>100.0</strong></td>
</tr>
</tbody>
</table>

The figures in the table show that the relative effort for the pre-study and feasibility activities is increasing for later versions of the framework. The reason for this is that new requirements and proposed changes have to be analyzed more carefully. The reason for the figure 0.0 percent for feasibility version 1 is explained by the fact that the software engineers all had experiences from the application domain and the technologies to be used. The dip in design and implementation effort in version 2 exists because no major new functionality was introduced and a large amount of the effort was spent on restructuring the system. The increase in test effort is caused by the increased size of the framework from 233 to 598 classes. The reason for the peak in administration effort for version 2 is explained by a higher focus on quality processes. The organization realized during version 1 problems to manage both the development and customizations of the frameworks. Rösel reports the same kind of problems in [11]. To handle the change from project based development to more product based development new processes were introduced and
existing ones improved. The high percentage of industrialization effort in version 1 compared to the other three versions were explained by the software engineers that the organization was for the first time fully responsible for the ownership of a software product.

If we do not include the administrative activities such as project and quality management, industrialization and documentation and combine the pre study and feasibility activities into an analysis activity and thereby focus on the more technical activities we achieve the following distribution of effort, table 5 and figure 2. By only considering the more technical phases the figures may be more useful and thereby comparable for other organizations.

![Figure 2. Graph of relative effort distribution per version and technical phase.](image)

**Table 5.** Relative distribution of effort per technical phase and version

<table>
<thead>
<tr>
<th></th>
<th>V1</th>
<th>V2</th>
<th>V3</th>
<th>V4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Analysis</td>
<td>12.1%</td>
<td>18.1%</td>
<td>18.0%</td>
<td>29.3%</td>
</tr>
<tr>
<td>Design</td>
<td>19.1%</td>
<td>15.8%</td>
<td>16.2%</td>
<td>16.9%</td>
</tr>
<tr>
<td>Implementation</td>
<td>46.7%</td>
<td>32.5%</td>
<td>36.4%</td>
<td>25.1%</td>
</tr>
<tr>
<td>Test</td>
<td>22.0%</td>
<td>33.6%</td>
<td>29.4%</td>
<td>28.7%</td>
</tr>
<tr>
<td>Total</td>
<td>100.0</td>
<td>100.0</td>
<td>100.0</td>
<td>100.0</td>
</tr>
</tbody>
</table>

Figure 2 shows that during the evolution of the Mediation framework the emphasis has shifted from implementation to analysis. The
Implementation effort is in version 4 only 25 percent of the total effort for the technical activities compared to 50 percent for version 1 of the framework. The efforts spent on analysis increased, from 12 percent of the total effort, nearly three times, up to 30 percent of the total effort. The relative effort spent on design is just below 20 percent for all four versions. The test effort is around 30 percent with an exception for version 1 where it is lower. A possible explanation for this could be that part of the testing has been performed during the implementation phase.

The shift of emphasis from implementation and test towards analysis is probably caused by the growing size of the software and that new requirements and proposed changes have to be analyzed carefully before being implemented.

5. Framework Customization Effort Data

In this section we present for each version the effort data for the instantiations of the framework in chronological order.

The figures in this section present the total effort spent on each customization in percentage of the total effort spent for the development of the framework version. For example if the development of a hypothetical version took 10 000 hours and the customization took 420 hours it will in this kind of figure have the value 4.2 percent. In addition we will for each version present the following basic statistics for the customizations: average, minimum, lower fourth, median, upper fourth, and maximum values.

5.1 The Mediation framework version 1

The major requirement for the development of version 1 of the framework was to come up with an architecture that supported the identified variable and stable parts of the domain. The organization could here rely on the experience from a previous developed application in the same domain.

For the first version of the Mediation framework four customizations have been made. In figure 3, we present the total effort spent on each customization in percentage of the total effort spent for the development of the framework version.
We see in figure 3 that the customization effort varies between 0.8 to 1.55 percent of the total framework development effort.

![Customization Effort Version 1](image)

**Figure 3.** Customization effort version 1.

The basic statistics for the customization of version 1 is found in table 6. One observation we can make is that the total development effort for the four applications is the sum of the framework development effort, 1.0 and the total effort for the four customizations, 4*0.0106, in total 1.0424. This means that if we have the assumption that we know that four applications should be developed the development effort of each application, in average, has to be less than 1.0424/4 = 0.2606. This if we had decided to not use the framework approach.

The most interesting observation is that all customization is below 1.6 percent of the framework development effort, which gives us a framework customization/development effort ratio at 1:62.

<table>
<thead>
<tr>
<th></th>
<th>Average</th>
<th>Min</th>
<th>Lower Fourth</th>
<th>Median</th>
<th>Upper Fourth</th>
<th>Max</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>1.06%</td>
<td>0.38%</td>
<td>1.38%</td>
<td>1.16%</td>
<td>1.55%</td>
<td>1.55%</td>
</tr>
</tbody>
</table>

**5.2 The Mediation framework version 2**

For version 2 of the Mediation framework the development effort is 1.266, 27 percent higher than the development effort for version 1.
The major requirements for version 2 of the framework were increased flexibility and robustness. This was achieved through refinement of some of the design concepts, improved encapsulation, identification of minor domain specific libraries which provide generalized and abstract routines for data handling and formatting.

In figure 4 the effort needed for the seven customizations of version 2 of the framework is presented. We see that customization C2:7 is deviating from the other customizations with an effort figure at 6.89 percent of the framework development effort of version 2.

The basic statistics for the seven customizations are presented in table 7. The average effort needed for a customization is 2.34 percent of the effort needed for developing version 2 of the framework. We also see that the upper fourth for a customization is 3.00 percent of the framework development. This gives us a framework customization/development effort ratio at 1:33 for 75 percent of the customizations. The extreme customization, C2:7, results in a worst case framework customization/development effort ratio at 1:15.

Table 7. Basic statistics version 2 customizations

<table>
<thead>
<tr>
<th>Average</th>
<th>Min Lower Fourth</th>
<th>Median</th>
<th>Upper Fourth</th>
<th>Max</th>
</tr>
</thead>
<tbody>
<tr>
<td>2.38%</td>
<td>0.30%</td>
<td>0.47%</td>
<td>2.28%</td>
<td>3.00% 6.89%</td>
</tr>
</tbody>
</table>
Using the same assumption as in the case for version 1 that we know that we will develop seven application in the framework domain we obtain the following results. Total effort for the development of the framework version and the seven applications is $1 + 7 \times 0.0234 = 1.1638$. Note that we should not use the value 1.266 for framework development effort since we are expressing the customization effort in percentage of the framework development effort. We should neither use the value 2.266, which is the sum of effort needed for the development of version 1 and version 2 since we are in a new decision situation when we should decide on the development of version 2.

Given that we know that we will develop seven applications the development effort in each application, in average, has to be less than $1.1638/7 = 0.166$ if we decide to not use the framework approach.

### 5.3 The Mediation framework version 3

The development effort for version 3 of the Mediation framework is 1.620, that means 62 percent higher than the effort needed for developing version 1.

The major requirement for the development of version 3 was the introduction of hot billing. Hot billing makes it possible to collect call data records from network elements and distribute them to post processing systems within seconds of call completion. Thus, hot billing opens up for invoicing services tailored to specific customer needs, such as real-time billing and phone rental. This requirement caused major changes of the data processing in the system.

The effort distribution for the 20 customizations of version 3 of the Mediation framework is presented in figure 5 and the basic statistics is found in table 8.

<table>
<thead>
<tr>
<th>Table 8. Basic statistics version 3 customizations</th>
</tr>
</thead>
<tbody>
<tr>
<td>Average</td>
</tr>
<tr>
<td>---------</td>
</tr>
<tr>
<td>1.62%</td>
</tr>
</tbody>
</table>

We see that the majority of the customizations are in the interval 0.5-2.5 percent of the effort needed for the development of the framework version. The average customization is 1.62 percent and the upper fourth
2.01 percent of the framework development effort. For the upper fourth this gives us a framework customization/development effort ratio at 1:49. The worst case gives a framework customization/development effort ratio 1:15 since the maximum effort required for a customization is 6.28 percent of the development effort.

### 5.4 The Mediation framework version 4

The development effort for version 4 of the framework is 62 percent higher than for version 1. For version 4 of the framework major requirements was portability to new operating platforms and advanced data processing such as call data record matching and rating. Matching makes is simple to collect data from different nodes and times and thereby simplifying the charging of services with more than one call data record such as distance related charging.

Currently, no effort data is available for customizations of version 4 since the development was finished recently.
5.5 Summary

If we summarize the framework customization/development effort ratios for the three versions that has been customized, table 9, we see

Table 9. Basic statistics framework customization/development effort ratios

<table>
<thead>
<tr>
<th>Version</th>
<th>Average</th>
<th>Lower Fourth</th>
<th>Median</th>
<th>Upper Fourth</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1:94</td>
<td>1:72</td>
<td>1:86</td>
<td>1:64</td>
</tr>
<tr>
<td>2</td>
<td>1:42</td>
<td>1:214</td>
<td>1:44</td>
<td>1:33</td>
</tr>
<tr>
<td>3</td>
<td>1:61</td>
<td>1:167</td>
<td>1:81</td>
<td>1:49</td>
</tr>
<tr>
<td>Total</td>
<td>1:58</td>
<td>1:168</td>
<td>1:75</td>
<td>1:44</td>
</tr>
</tbody>
</table>

that the median effort ratio varies between 1:44 to 1:86 for the different versions. The upper fourth ratio varies between 1:33 to 1:64. The last row in table 9 presents the framework customization/development ratios for all 31 customizations. The average framework customization/development ratio is 1:58 which meant that half of the customizations made required an effort less than 1.8 percent of the framework development effort. The upper fourth customization/development ratio is 1:44, which means that 75 percent of the customization made required an effort less than 2.3 percent of the total development effort.

6. Related Work

To the best of our knowledge we are only aware of two references that discuss economic aspects of object-oriented framework development and customization.

Moser and Nierstrasz [9] discuss the productivity of the framework user. Their study compares the function point approach with their own System Meter approach for estimating framework customization productivity. The idea behind the System Meter approach is to distinguish between the internal and external sizes of objects, and thus to measure only complexity that has a real effect on the size of the system to be implemented, i.e. incremental functionality. Their study reports that the effect of framework reuse does not increase the software engineer's
productivity using the System Meter approach. Compared to our study they do not discuss the costs and distribution of costs for framework development and customization but only the productivity aspect.

Rösel [11] is the only reference that presents some quantitative statements about framework development and reuse. Rösel’s experience is that the cost of a framework may be 50 percent of the total cost for the first three applications. Once these three or more applications are implemented and being used the framework will most likely have paid for itself. He also remarks that to reach this pay-off level significant commitment and investment are required. Compared to our study Rösel gives no explicit quantitative support for his claim and the topic is just briefly discussed.

7. Conclusion

We have described the effort distribution in a six year industrial application framework project from the telecommunication domain (the Mediation framework). Effort data from four versions of the framework has been collected and the relative distribution of effort per version has been presented.

The effort needed for the development of a framework version is in the interval 10 000 to 20 000 man hours. The effort distribution per phase and version shows a clear shift of emphasis from implementation in the early versions to analysis in the latter versions of the framework.

We have also presented effort data for over 30 customizations (application developments) of the Mediation framework. The effort data shows that object-oriented framework technology delivers reduced application development effort.

The effort customization data collected shows that the effort of developing an application based on the Mediation framework is, in average, less than 2 percent of the effort needed for developing the framework version. In fact, 75 percent of the framework customizations requires an effort less than 2,5 percent of the framework development effort.

The main contribution of this paper is that it gives quantitative support for the well-known claim that object-oriented framework technology delivers reduced application development effort.
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1. **Introduction**

Object-oriented framework technology has developed into more common technology in object-oriented software development [5, 9, 22, 25], because it bears the promise of large-scale reuse and thereby reduced development effort, e.g. [23]. An object-oriented application framework is a reusable asset that constitutes the basis for a number of applications in the domain captured by the framework. Common framework examples from the domain of graphical user interfaces are Java AWT [12], Microsoft Foundation Classes [27] and ET++ [11]. Application frameworks from other domains such as fire alarm systems and measurement systems are found in [22] and [6], respectively.

As with all software, frameworks tend to evolve, leading to new versions, due to the incorporation of new or changed requirements, better domain understanding, experiences and fault corrections. Once a framework has been deployed, new versions of the framework will cause maintenance costs for the products built with the framework. This, in combination with the high costs of developing and evolving an application framework, indicate the importance of understanding and characterizing framework evolution.

One of the main objectives for management of software development organisations is to have controlled and predictable evolution of the framework’s functionality and costs (both the development and framework instantiation costs). This requires that there must exist methods assisting and providing management with information about the framework and its evolution. Management issues of interest are:

- Identification of evolution-prone modules: Management may decide to proactively maintain the framework to simplify the incorporation of future requirements. In that case, it is important to know which modules exhibit a high degree of change between framework versions and which modules do not? The evolution-prone modules are likely candidates for restructuring. The information about where likely changes occur may reduce the cost of redesign the framework. Studies show that software engineers without automated support can only identify a subset (<50 percent) of future changes and they can not provide the complete view of change [16]. Thus, a more objective method for identify-
ing structural shortcomings in an object-oriented framework will provide more reliable input for maintenance effort estimations and thereby increase the accuracy.

• Framework deployment: Assessment of the framework to decide when it can be released for regular product development in the organisation or placed on the commercial market. The assessment is necessary to avoid the shipping of frameworks that do not fulfil their functional and quality requirements and, consequently, will cause unnecessary maintenance and release costs. The assessment data can in some cases, if publicly available, be used by potential customers for evaluating and selecting a framework from several alternatives. For instance, if the assessment covers aspects such as reliability and robustness for its users.

• Change impact analysis: A third type of framework analysis is concerned with assessing the impact of changes both on the next framework version and the applications built using the current version. The assessment results can be used by management to predict required maintenance effort for both the framework and the applications incorporating instantiations of the frameworks.

• Benchmarking: Empirical information collected from the assessment of successful frameworks can be valuable in guiding the development and evolution of new frameworks and can be used to develop criteria for framework classification, e.g. benchmarking, in terms of structural stability or other framework maturity aspects [2]. This is desirable since it is hard and expensive to develop and maintain object-oriented frameworks and empirical data is valuable input to the cost and effort estimation activities. Currently, little information is available concerning the cost and/or benefits associated with the development and use of framework technology. Empirical information about the distribution of effort in framework development, evolution and instantiation will help in the process of allocating specialists and other personnel to the developments as well as in effort estimations.

• Requirements management: Framework assessment can be used to select the criteria for deciding when to incorporate a new requirement during framework instantiation or not in the next version of the framework. In addition, it supports decisions on
the incorporation of new features in the framework, since the impact is made explicit. A primary apparent strategy for an organisation is to incorporate the requirements for the different instantiations into the next version of the framework. However, some of the instantiations could have been difficult and expensive to perform and are stretching the limits of the framework and should not have impact on the next framework version.

In this paper we present three methods which identify and characterise framework evolution as well as an assessment of the methods against the aforementioned issues. In addition, the following aspects will be discussed about the methods: difficulty to apply, the need of tool support and experienced advantages and disadvantages of the methods. The three methods are:

• Evolution Identification Using Historical Information. This method is used for identifying and characterizing the evolution-proness of the application framework, its subsystem and their modules. Based on historical information obtained from the framework versions, it is possible to make statements about the framework’s evolution in terms of size, growth rate and change rate. The statements about the evolution of the framework, its subsystems or subsystem modules can be made from one version to the next or by considering a set of successive versions. Thus, the purpose the method is to identify the evolution-prone parts of the application framework.

• Stability Assessment. The stability assessment method is a metrics-based assessment method for assessing structural and behavioural stability of a framework. The notion of structural and behavioural stability is viewed as the dual property of evolution. Through collection of a set of architectural and class level metrics together with the calculation of some aggregated metrics, the obtained metric values are used for the assessment of the framework together with a set of framework stability indicators. Each framework stability indicator is used for deciding if the current framework version is stable or not with respect to the metrics dealt with by the indicator. Thus, the purpose of the method is to decide how structural and behavioural stable a framework is in terms of framework stability indicator fulfilment.
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- Distribution of Development Effort. The method is based on an analysis of the effort consumed during the development of the framework. Effort data is collected per developed framework version and development phase. Based on this data, a calculation of effort per phase and version in relative terms of the total effort consumed per framework version is done. The result is presented and a qualitative analysis of what caused the changes in relative effort consumption for the framework versions is done. Normally, the application of the method is simple since effort data often is collected and stored in the developing organisation's time reporting system. The main purpose of the method is to characterise and analyse the relative distribution of effort per development phase and version for a framework and the relation between framework development effort and framework instantiation effort.

The three methods have been applied on four consecutive versions of the same framework, the Billing Gateway (BGW) framework (see section 2), a proprietary object-oriented application framework in the telecommunication domain which makes it possible to assess them with respect to the aforementioned issues. The application and detailed results of the evolution identification using historical information method can be found in [19]. The results of applying the stability assessment method can be found in [20] and [21]. In these studies the Microsoft Foundation Classes (MFC) [27] and Borland's Object Windows Library (OWL) [24] frameworks have been assessed too. Both MFC and OWL are addressing the graphical user interface domain. The results from applying the distribution of development effort method on the BGW framework can be found in [18].

In this paper we are focusing on assessing the three methods with respect to their suitability for the requirements that we discussed earlier. Consequently, we provide only some major results from the application of the methods.

The main contribution of this paper is that it presents a qualitative assessment of three methods for evaluating object-oriented framework evolution, which all have been applied on industrial frameworks, with respect to the identified management issues; i.e. identification of evolution-prone modules, framework deployment, change impact analysis, benchmarking, and requirements management.
The remainder of the paper is organised as follows. Framework terminology and the Billing Gateway (BGW) application framework is presented in section 2. The three methods and some results from the application of the methods, as well as a discussion about each method, are described in section 3. In section 4 the assessment of the methods and the comparison is presented. Related work is found in section 5 and the paper is concluded in section 6.

2. Object-Oriented Frameworks

Object-oriented frameworks are reusable designs of all or part of software systems. A framework is defined by a set of abstract classes and the way instances (objects) of those classes collaborate [25]. The development cost of frameworks is high and it must be easy to learn. They must provide enough features to be used and hooks supporting features that are likely to change. Roberts and Johnson [25] describe the typical maturation path an object-oriented framework takes. We describe in the following, the four major stages.

White-box framework. A white-box framework is relying on the inheritance mechanism as the primary instantiation technique. The instantiations of a concept are easily made through creating a subclass of an appropriate abstract class. A disadvantage of white-box frameworks is that one has to know about internal class details and that the creation of new subclasses requires programming.

Black-box framework. A black-box framework differs from a white-box framework in that the primary instantiation technique is composition. Thus, a black-box framework allows one to combine the objects into applications and one does not need to know internal details of the objects. The use of composition to create applications implies that programming is avoided and it is possible to allow the compositions to vary at run time. Often the initial design of a framework is a white-box framework, whereas subsequent versions evolve into a black-box framework.

Visual builder. To evolve to the visual builder stage the framework must be a black-box framework. A black-box framework makes it possible to develop an application by connecting objects of existing classes. An application consists of different parts. First, a script is used that connects the objects of the framework and then activates them [25]. The
other part is the behaviour of the individual objects, which is provided by the black-box framework. Thus, framework instantiation in the black-box case is mainly a script that is similar for all applications based on the framework. Based on this, one can develop a separate graphical program, i.e. a visual builder, that allows the framework user to specify the objects to be included in the application as well as their interconnection. The visual builder generates the code for the application from the specification. The addition of a visual builder to the framework provides a user-friendly graphical interface which makes it possible for domain experts to develop the applications by manipulating images on the screen.

Language tools. A visual builder framework creates complex composite objects. These compositions have to be easily inspected and debugged. A visual builder framework basically defines a graphical domain-specific programming language. Thus, one can create specific language tools for the framework that support inspection and debugging of the relevant complex composite objects.

2.1 The framework cases

In this section we describe the Billing GateWay framework, which is the framework which has been used as a common study subject for the three methods. The MFC and OWL frameworks are not described since they capture a rather well-known domain, graphical user interfaces. For a more detailed description of these two frameworks we refer to [27] and [24], respectively.

The BGW framework is a major part of the Billing Gateway product developed by Ericsson Software Technology, and provides functionality for billing data mediation between network elements, i.e., switches, billing systems, or other post-processing systems for mobile telecommunication. The framework collects call information from mobile switches (NEs), processes the call information and mediates it to billing processing systems. Figure 1 presents the context of the BGW framework graphically. The driving quality requirements in this domain are reliability, availability, portability, call records throughput and maintainability. The framework is a visual builder framework (black-box plus a graphical interface), i.e., the framework provides a number of pre-defined objects for application configuration.
We have studied four consecutive versions of the BGW framework and the BGW framework has from the first version, been at the visual builder stage, e.g. a black-box framework with an associated graphical instantiation interface and code generation functionality. Successively, from the second version of the BGW framework, a few specific language tools have been developed.

The BGW framework is instantiated through a graphical configuration window since it is a visual builder framework. The application developer (framework user) select different types of entities and associated operations to be performed which should constitute the instantiated application. For example, it is possible to select NEs (e.g. a mobile switch) and PPSs (post processing systems) and different kinds of processing such as filtering and formatting. Each of these entities has during the configuration/instantiation to be specified in more detail, through the use of entity-specific menus. When all entities have been specified, the application to be developed based on the framework is specified, and it is possible to generate the application. The specification data is divided to appropriate classes and objects and the application is generated.

To provide an understanding of the evolution of BGW framework we describe the major requirements for the four framework versions since they have impact on the structure and functionality of the framework.

**Version 1.** The major requirement for the development of version 1 of the framework was to develop an architecture that supported the identified variable and stable parts of the domain. The organisation could here rely on the experience from a previous developed application in the same domain.
Version 2. The major requirements for version 2 of the framework were increased flexibility and robustness. This was achieved through refinement of some of the design concepts, improve encapsulation and the identification of minor domain specific libraries which provide generalised and abstract routines for data handling and formatting.

Version 3. The major requirement for the development of version 3 was the introduction of hot billing. Hot billing makes it possible to collect call data records from network elements and distributes them to post processing systems within seconds of call completion. Thus, hot billing opens up for invoicing services tailored to specific customer needs, such as real-time billing and phone rental. This requirement caused major changes of the data processing in the system.

Version 4. For version 4 of the BGW framework major requirements was portability to new operating platforms and advanced data processing such as call data record matching and rating. Matching makes it simple to collect data from different nodes and times and thereby simplifying the charging of services with more than one call data record such as distance related charging.

3. The Methods and Major Results

In this section we present the three methods for evaluating object-oriented framework evolution together with the major results achieved when applying the methods on the BGW framework. For a more detailed presentation of the results of applying the method we refer to, [19] for the evolution identification using historical information method, [20] and [21] for the stability assessment method and [18] for the distribution of development effort method.

3.1 Evolution identification using historical information

Method description

The evolution identification method for identifying and characterizing the evolution-proneness of an object-oriented framework, its subsystem and the modules is an adaptation of an approach proposed in [10]. The
focus for the study in [10] was on macro-level software evolution by
tracking the release history of a system. Their system comprises about
10 million LOC and was structurally divided into a number of sub-
systems where each subsystem was further divided into modules and
each module consisted of a number of programs. Based on historical
information about the programs, subsystems etc. the authors investi-
gated the change rate, growth rate and size of the software (and its parts)
using the version numbering of the programs as the units for 20 releases
of the software systems.

We have adapted the approach to better suit for smaller, object-ori-
ented, systems (200-600 classes). We decompose our object-oriented
framework into subsystems and modules. Our modules are composed of
classes, not programs as in [10]. This means that calculations of change
and growth rates are made in terms of classes as the units. Changed
classes are identified by a change in the number of public operations in
the class interface. The rationale for this is that a change in the public
interface represents an addition or better understanding of the functionality
that the class has to offer the rest of the system. Changes to the private
part of the class interface are mostly related to perfective changes such as
performance improvements and, are as such less interesting in this
study. We have extracted information, about the following subset of
framework properties:

- The size of each framework, subsystem or module is defined as
  the number of classes it contains. We use the notion of classes as
  the size counting entity instead of measuring the size of the source
  code. This since it is easier to collect necessary information and
  measure on the detailed design level compared to the source code
  level.

- The change rate is the percentage of classes in a particular frame-
  work, subsystem or module that changed from one version to the
  next. To compute the change rate, two versions are required for
  comparison. The relative number of the changed classes repres-
  ents the change rate.

- The growth rate is defined as the percentage of classes in a particu-
  lar framework, subsystem or module, which have been added (or
  deleted) from one version to the next. To compute the growth
  rate, two versions are compared and the numbers of the added
and deleted classes are computed. The relative number of the new classes (i.e. the difference between added and removed classes) represent the growth rate.

Based on structural information extracted from the different framework versions it is possible to make statements about a framework’s evolution related to

1. the complete framework system,
2. the subsystems of the framework; and
3. the modules of particular subsystems that we chose for further study.

For example, the size of the framework and its subsystems and the number of classes changed in a particular module from one version to the next. The method steps are

1. calculate, for all releases, the change and growth rate for the complete framework,
2. calculate, for all releases, the change and growth rate for each of the subsystems,
3. for those subsystems that exhibit high growth and change rates calculate, for all releases, the change and growth rates for the modules,
4. those modules that exhibit high change and growth rates are identified as likely candidates for restructuring.

**Major results**

In this section we present results from the application of the method on the BGW framework. The results describe observations on the framework, subsystem and module level of the framework.

**Framework level observations.** Figure 2 shows the number of classes that were added in each version (i.e. added minus removed classes). For example, the figure shows that at version 2.0 more than 120 classes were added to the system. A general observation is that the number of added
classes is decreasing with newer versions of the framework. This can be taken as an indication that the framework is becoming more mature, i.e. achieving a structural stability.

Figure 2. Number of added classes in each version.

Figure 3 compares the change and growth rates for each version of the BGW framework. In general, the change rate is higher than the growth rate. The growth rate is decreasing with successive versions of the framework, from about 40 percent at version 2.0 down to about 15 percent at version 4.0. This decrease in growth rate is another indication of the framework’s structural stability.

Figure 3. Comparison of the change and growth rates.

The change rate is increasing at version 4.0 and is not following the trend for version 2.0 and 3.0. One reason for this may be a change with architectural impact, i.e. a change affecting entities throughout the whole system. In the BGW framework the architectural change was the
introduction of hot billing. This requirement caused a conversion from file-based data representation (containing several megabytes) to block-based data representation (containing several tens of kilobytes). This change had architectural impact and caused changes in many parts of the system.

The change rates are around 40-50 percent in between all versions. In version 2.0 and 3.0 this may be a sign of better domain understanding but in version 4.0 the major reason is the architectural change introduced by the hot billing requirement.

The observations on the framework levels indicate that the framework evolves in a satisfactory fashion. This since the growth rate is decreasing and the change rate is at an acceptable level, less than 50 percent. However, the observations are only valid on system level and it may be the case that the subsystems do not behave in the same way.

**The evolution of subsystems.** Up to now we have achieved an impression of how the overall framework has evolved over time but are the subsystems evolving the same way as the whole system?

**Table 1.** Change and growth rates of subsystems

<table>
<thead>
<tr>
<th>Subsystem</th>
<th>Change rate</th>
<th>Growth rate</th>
<th>Relative Size</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>51%</td>
<td>191%</td>
<td>34%</td>
</tr>
<tr>
<td>B</td>
<td>64%</td>
<td>153%</td>
<td>24%</td>
</tr>
<tr>
<td>C</td>
<td>92%</td>
<td>191%</td>
<td>37%</td>
</tr>
<tr>
<td>D</td>
<td>75%</td>
<td>700%</td>
<td>5%</td>
</tr>
</tbody>
</table>

In table 1, we see the change and growth rates for the four subsystems in the BGW framework. Subsystems A and C have a growth rate on 191 percent each. Their relative sizes of the whole system are 34 percent for subsystem A and 37 percent for subsystem C, respectively. Thus, both are candidates for further study but since Subsystem A represents the GUI part of the system and consists, to a very high degree, of automatic generated UI classes it is not a representative subsystem. Subsystem D exhibits the highest growth rate, 700 percent, but since subsystem D only comprises 5 percent of the total system size in version 4.0 the subsystem is of minor interest.
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If we consider the change rate it is obvious that subsystem C has undergone major changes between version 1.0 to version 4.0 since it has a change rate of 92 percent. It may also be of interest to investigate subsystem B since its change rate, 64 percent, is higher than the change rates for the whole system. Subsystem C represents a major part of the system, 37 percent of the classes, and we will investigate it further on the module level.

Based on the observations regarding growth and change rates on the subsystem level, we will further investigate the evolution characteristics for Subsystem C due to its high growth and change rates. Subsystem B is also a candidate due to its relatively high change rate, but we refer to [19] for a discussion of Subsystem B.

The evolution of subsystem C. Subsystem C exhibits the highest growth and change rates among the subsystems. These facts make the subsystem a likely candidate for restructuring and/or re-engineering activities. We will investigate how the modules in subsystem C evolve and whether they possess the same evolution characteristics as the whole subsystem.

Subsystem C consists of 5 modules, C1-C5. Figure 5, which shows that module C3 and C4 are large modules and that they both have had a large increase of the number of added classes. In addition modules C1, C2 and C5 has been relatively stable in size but a minor increase can be observed for module C1.

Regarding the growth and change rates for the modules in subsystem C; these are presented in Figure 6. Module C4 has a high growth rate,

![Figure 4. Change and growth rates of subsystems.](image-url)
306 percent, and it represents 25 percent of the subsystem. Through discussions with the software engineers it was clarified that the reason for the high growth rate is that the module is responsible for coding and decoding the Call Data Records which exist in a number of formats. Thus, the high growth rate is the result of an increasing number of formats supported by the BGW framework, e.g. module C4 handles a number of different Call Data Record formats which results in a set of classes whose objects are used as parameters in the framework. I.e. a typical black-box (and visual builder) framework evolution observation.

Module C5 has the highest growth rate, 460 percent, but is the smallest module in the subsystem. All modules except Module C5 exhibit high change rates. A reason for the relative low change rate for Module C5 is that it captures the encapsulation of some software packages.

![Change and growth rates of Subsystem C’s modules](image1)

Figure 6. Change and growth rates of Subsystem C’s modules.

![Sizes of modules in Subsystem C](image2)

Figure 5. Sizes of modules in Subsystem C.
We see that the change rates for the modules in Subsystem C behave as the system in whole, i.e. the change rate is increasing from version 3.0 to version 4.0, figure 7. Modules C3 and C4 exhibit the highest change rates throughout all the versions.

Concerning the high change rate, all modules in subsystem C have high change rates and the main reason for this is two-fold;

1. a design concept called Node has been divided into two concepts, Childnode and ParentNode, to achieve higher maintainability and lower complexity,

2. another design concept called Point has changed from being file-oriented to be transaction-oriented due to the need of provide decreased latency for the Call Data Record (the billing information input) processing. This was required to fulfil the requirement of hot billing.

To summarize the findings of Subsystem C we can foresee changes in all modules due to the changes of the two design concepts. These changes have presumably not achieved full effect on the system design. Regarding Module C4 and its growth rate; this is viewed as an anticipated kind of evolution due to the nature of black-box frameworks.

Discussion
Our observations from using the method are similar to the study in [10], i.e. there is a difference in the behaviour of the whole system versus its subsystems. A relatively stable evolution over time was observed.
at the framework system level, but detailed studies of the subsystems showed that subsystem C and B exhibit different characteristics regarding the change and growth rates when compared to the whole system. These major differences would not been identified only by an analysis of the whole system. Two modules were identified as potential subjects for redesign, i.e. module C4 and B2 (not discussed, see [19]). In addition, to a lesser extent, module C3 is a likely candidate for redesign. We have not discussed subsystem B in this paper and refer to [19] for a more detailed discussion.

3.2 Stability assessment

Method description
Recently, a method for quantitatively assessing stability of an object-oriented framework was proposed by Bansiya [2]. In this study we have extended the proposed method by adding an additional metric, the relative-extent-of-change metric as well as a set of framework stability indicators. The method consists of the following five steps.

1. Identification of evolution characteristics.
2. Selecting metrics to assess each evolution category.
3. Data collection.
4. Analysing the changed architectural characteristics and computing the extent-of-change metrics in the architecture between framework versions.
5. Comparison against the framework stability indicators.

Identification of evolution characteristics. When assessing framework stability, one has to select suitable indicators. Bansiya identifies two categories of evolution characteristics, architectural and individual class characteristics. First, the changes of architectural characteristics are related to the interaction (collaborations) among classes and the structuring of classes in inheritance hierarchies. Second, the characteristics of individual classes are related to the assessment and change of the structure, functionality and collaboration (relationships) of individual classes.
between versions. The structure of objects is described and detailed by the data declarations in the class declarations. The functional characteristics are related to the object’s methods. The parameter and data declarations that use user-defined objects define the collaboration characteristics of a class.

**Selecting metrics to assess each evolution category.** Bansiya selected a subset of object-oriented metrics from [4, 7] and we propose to use the same set of metrics but it is possible to change the metrics to others that could be more appropriate with respect to the organisation’s processes and application domains. In table 2, the architectural framework structure and interaction metrics used are described. The individual class metrics comprise in total of 11 metrics divided into three separate suits and are described in table 3.

**Table 2. Architectural metrics**

<table>
<thead>
<tr>
<th>Architectural Metrics (Structure)</th>
<th>Architectural Metrics (Interaction)</th>
</tr>
</thead>
<tbody>
<tr>
<td>DSC, design size in classes</td>
<td>ACIS, average number of public methods in all classes</td>
</tr>
<tr>
<td>NOH, number of hierarchies</td>
<td>ANA, average number of distinct (parent) classes from which a class inherits information</td>
</tr>
<tr>
<td>NSI, number of single inheritance instances</td>
<td>ADCC, average number of distinct classes that a class may collaborate with</td>
</tr>
<tr>
<td>NMI, number of multiple inheritance instances</td>
<td></td>
</tr>
<tr>
<td>ADI, average depth of the class inheritance structure</td>
<td></td>
</tr>
<tr>
<td>AWI, average width of the class inheritance structure</td>
<td></td>
</tr>
</tbody>
</table>

**Data collection.** We recommend to collect the data using the same tool for reducing the probability for different interpretations of the metric definitions. In our studies, the data has been collected for each version of the studied frameworks with the same tool, the QMOOD++ tool [4].
The Methods and Major Results

Analyzing the changed architectural characteristics and computing the extent-of-change metrics in the architecture between framework versions. For each of the frameworks and their versions, the collected architectural data are analyzed and the normalized- and relative-extent-of-change metrics are calculated.

The normalized-extent-of-change-metric is calculated in the following way. The architectural metric values are normalized with respect to the metric’s values in the previous version of the framework. The metric values for the first version of each framework is used as a base for normalization. The normalized metric values are computed by dividing the actual metric values of a version with the metric’s value in the previous version for the actual framework. A temporary aggregated metric is then computed by summarizing the normalized metrics for a framework version.

The normalized-extent-of-change metric has for the first version of the framework the same value as the number of architectural metrics (in our case nine). Second, the normalized-extent-of-change metric is then computed by taking the difference of the aggregate metrics for the framework version, \( V_j \), and the first framework version \( V_1 \). For the first version of a framework the normalized-extent-of-change metric is set to 0. For example in the case of the BGW framework, the normalized-extent-of-change metric for version 3 of the BGW framework is computed as 9,41 (aggregate metric values for version 3) minus 9 (aggregate

<table>
<thead>
<tr>
<th>Structural metrics</th>
<th>Functional metrics</th>
<th>Relational metrics</th>
</tr>
</thead>
<tbody>
<tr>
<td>NOD, the number of attributes.</td>
<td>NOM, count of all the methods defined.</td>
<td>NOA, the number of distinct classes (parents) which a class inherits.</td>
</tr>
<tr>
<td>NAD, the number of user defined objects used as attributes in a class.</td>
<td>NOP, the number of polymorphic methods in a class.</td>
<td>NOC, the number of immediate children (sub classes) of a class.</td>
</tr>
<tr>
<td>NRA, the number of pointers and references used as attributes.</td>
<td>NPT, the number of parameter types used in the methods of a class.</td>
<td>DCC, count of the number of classes that a class is directly related to.</td>
</tr>
<tr>
<td>CSB, the size of the objects in bytes from the class declaration.</td>
<td>NPM, average of the number of parameters per method in a class.</td>
<td></td>
</tr>
</tbody>
</table>

Table 3. Class metrics
The normalized-extent-of-change metric is a relative indicator of the framework's architectural stability. A high value of the metric indicates relative instability of the framework structure and a low value of the normalized-extent-of-change metric indicates greater stability.

The relative-extent-of-change metric. The individual class metrics defined can be computed in two ways, i.e., including or excluding inherited properties. The first approach requires analysing a class and all its ancestors for the computation of the class metrics. Typically, changes made to the internal parts of parent classes in a framework ripple the effect of changes to all descendents of the parent class. Thus, in this study the class metrics values are counted including the inherited properties. The metric for each of the 11 class characteristics can be changed between two successive versions. If the value of a particular metric (e.g. number of methods, NOM) changes from one version to the next, this is defined as one Unit of Change. Since there are 11 characteristics that can be changed for a class, a class can contribute with between 0 to 11 Units of Change. The 11 metric values of each class are compared with the metric values of the class in its predecessor version to compute the total number of units-changed for the classes. The total-extent-of-change for a framework version is the sum of units-changed in all classes between a version and its predecessor. To assess the significance of the total-extent-of-change measure we compare it with the maximum possible change. The maximum possible change represents the case where all the metrics would have changed values for all classes in a framework version. The relative-extent-of-change metric is computed as the total-extent-of-change divided with the maximum possible change. For example, version 1 of the BGW framework has 322 classes which gives a theoretical maximum of 322 * 11 (number of metrics that can change for a class) = 3 542 possible changes for the (previous) version. The actual number of changes between version 1 and version 2 of the BGW framework is 932 which represents a (932 / 3 542) * 100 = 26,3% change between version 1 and 2. Thus, the relative-extent-of-change metric is 26,3% for version 2 of the BGW framework.

The relative-extent-of-change metric is in one way similar to the normalized-extent-of-change metrics since it intends to capture the stability of the framework. On the other side, the relative-extent-of-change met-
ric is on another abstraction level since it is composed of a set of finer grained class metrics and is not directly measured on the architectural level of the framework. Thus, the relative-extent-of-change metric gives us a possibility to validate the original proposed normalised-extent-of-change metric. Another important difference is that the normalised-extent-of-change metric addresses the framework’s architectural structure, i.e. it is more, focused on capturing the enhancements, e.g. addition of features, of the framework. This compared to the relative-extent-of-change metric which analyses the core of the framework, i.e. it only measure changes in the set of classes that exist in two consecutive versions. That means that the metric better describes how well the domain is captured and understood by the framework developers. The core of a framework version \( n \) consists of the classes that exist in two consecutive versions of the framework. A more formal definition is that the core is the set of classes that exist in both version \( n-1 \) and version \( n \) of the framework. That means that the core do not comprise the classes which existed in version \( n-1 \) and now not exist in version \( n \) of the framework. Neither are the classes added to framework version \( n \) part of the core. A consequence of this definition is that the core can grow with newer framework versions since it is defined in terms of two consecutive versions and not the first version of the framework. The set of added classes can be seen as representing a wider and better domain understanding captured by framework version \( n \). This means that the core for framework version \( n+1 \) is expanded with the set of added classes in version \( n \) except for those classes that has been removed in version \( n+1 \) of the framework and is reduced with those classes in the core for version \( n \) which not exist in framework version \( n+1 \). Thus, a low relative-extent-of-change value indicates good domain coverage and understanding where a high relative-extent-of-change value indicates that the domain was not well understood and important abstractions have not been found.

**Comparison against the framework stability indicators.** The framework stability indicators are based on experiences from applying the original stability assessment method on three object-oriented frameworks [20, 21].
The five stability indicators are:

- **Framework Stability Indicator 1**: Stable frameworks tend to have narrow and deeply inherited class hierarchy structures, characterized by high values for the average depth of inheritance (above 2.1) of classes and low values for the average width of inheritance hierarchies (below 0.85).

- **Framework Stability Indicator 2**: A stable framework has an NSI/DSC ratio just above 0.8 if multiple inheritance is seldom used in the framework. That is, the number of subclasses in a stable framework is just above 80 percent.

- **Framework Stability Indicator 3**: The normalized ADCC (averaged directly coupled class) metrics is going towards 1.0 or just below for stable frameworks. I.e. the number of relationships for a class is relatively stable and constant throughout all versions of the framework.

- **Framework Stability Indicator 4**: The normalized-extent-of-change metric is below 0.4 for a stable framework.

- **Framework Stability Indicator 5**: A stable framework exhibits a relative-extent-of-change value of less than 25%.

A framework is considered to be more stable when more framework stability indicators are fulfilled for a framework version.

**Major results**

We present framework stability indicator fulfillments for the BGW and MFC frameworks. For a more detailed presentation of the metric results for the BGW, MFC and OWL frameworks we refer to [20, 21].

In table 4, the five framework stability indicators, I1-I5, and the versions for the three frameworks are listed. An ‘Y’ indicate that the framework stability indicator is fulfilled and a ‘N’ that it is not fulfilled.

The BGW framework fulfils framework stability indicator 1 and 2 for version 2 and all except indicator 1 for version 3, table 4. Version 4 of the BGW framework fulfils all the indicators. For the MFC framework the situation is that it fulfils framework stability indicators 1,2 and 3 for version 4. For version 5 of the MFC framework, the additional indicators 4 and 5 are fulfilled too.
To summarize, the BGW framework fulfills framework stability indicators to a large extent from version 3 and the MFC framework from version 4.

<table>
<thead>
<tr>
<th>BGW</th>
<th>I1</th>
<th>I2</th>
<th>I3</th>
<th>I4</th>
<th>I5</th>
<th>MFC</th>
<th>I1</th>
<th>I2</th>
<th>I3</th>
<th>I4</th>
<th>I5</th>
</tr>
</thead>
<tbody>
<tr>
<td>V1</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>V1</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>V2</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>V2</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>V3</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>V3</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>V4</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>V4</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>Y</td>
</tr>
<tr>
<td>V5</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Discussion

The differences with our assessment method compared to the original approach [2] are:

- A set of framework stability indicators have been added which make it possible to get a more objective way of deciding if a framework is stable or not.

- An aggregated metric, the relative-extent-of-change metric based on individual class level metrics, which is on another abstraction level than the original normalized-extent-of-change metric has been added. The introduction of the relative-extent-of-change metric gives a possibility to validate the normalized-extent-of-change metric with it. The results when applying the method showed that the framework stability indicator based on the relative-extent-of-change metric, indicator 4, indicates framework stability for version 3 and 4 for the BGW framework and for version 5 for the MFC framework. The architectural metric, normalized-extent-of-change, used in framework stability indicator 5 indicates framework stability for version 3 and 4 for the BGW framework and for version 5 for the MFC framework. Thus, we see that the normalized-extent-of-change metric indicates stability in the same version as the relative-extent-of-change metric indicates it. The conclusion is that the normalized-extent-of-change metric is a good indicator of framework stability.
• The framework stability assessment method have been applied on three different frameworks, the BGW, MFC and OWL frameworks [20, 21].

The original approach have (indirectly) been validated through the application of the (extended) assessment method on the three frameworks and the method does not show any particular weakness. The same set of metric used in the original approach has been used. There exists a possibility to change the metric set in the assessment procedure but in our studies we have chosen to use the original set.

Both the BGW and MFC frameworks have reached stability according to the framework stability indicators. This shows one strength of the assessment method since it seems to cope with a number of framework dissimilarities. We identify four major differences between the BGW and MFC framework that are invariant to the stability assessment method.

• The MFC framework is a commercial available white-box object-oriented framework with an anonymous market whereas the BGW framework is a proprietary framework. A proprietary owned framework seems to be a more typical study subject since it represents the more common situation in software industry and because the framework developing organization has to deal with explicit customers and customer requirements rather than distributing the framework to a mass market.

• The BGW framework is a visual builder (black-box) framework, whereas the MFC framework is white-box. Our experience is that black-box frameworks generally contain a larger number of classes and inheritance hierarchies than white-box frameworks.

• The size of the framework, measured in number of classes. The original BGW framework (322 classes) was originally 4.5 times larger than first MFC framework (72 classes). Version 4 of the BGW framework (598 classes) is still 2.9 times larger than the fifth version of the MFC framework (233 classes).

• The domains covered by the frameworks are quite different. The MFC framework implements graphical user interface (GUI) functionality. Compared to most domains, the GUI domain is quite stable in the behaviour it is supposed to provide. The BGW
domain is considerable less stable and the developers of the framework have had to incorporate impressive amounts of requirement changes and additions during its lifetime.

3.3 Distribution of Development Effort

Method description
The distribution of development effort method is essentially an analysis of the effort data for the various development phases and activities for developing a framework. The distribution of development effort method comprises the following activities

• Assure that the phases and activities for the framework development and instantiation are clearly defined so there is no doubt about what is to be included and not.

• Collect the effort data from the framework development projects.

• Calculate the relative distribution of the framework development efforts and the relative effort for the instantiations.

• Perform a qualitative analysis of the data to identify trends in the development, causes for the trends and similarities/dissimilarities with previous framework projects.

Major results
We describe the development process used by the organization, that developed the BGW framework as well as the activities that are included in the framework instantiation process. The organization’s development process used for the framework development comprises the following phases and activities:

• Pre-Study. The purpose of the pre-study phase is to assess feasibility from technical and commercial viewpoints, based on the expressed and unexpressed requirements and needs. Activities comprise planning, securing competence, analysis of possible technologies available and an analysis of required effort.
• **Feasibility.** This phase comprises activities such as more detailed planning, the project organization is defined as well as communication/information paths. A risk analysis is performed and quality assurance techniques are defined for the project and implementation proposals are developed.

• **Design.** Architectural design and detailed design is performed in this phase.

• **Implementation.** The design is implemented and revised if necessary. Basic testing on the implemented classes is made. In the BGW framework case, the implementation was done in C++.

• **Test.** Integration test and system test is performed here.

• **Industrialization.** In this phase the developed software product is installed at a selected customer site. When the product is in operation and had been functioning correctly the system development is considered finished.

• **Documentation.** This activity comprises the development and writing of user manuals, system reference manuals and development of course material for the software product.

• **Administration.** The administration activities comprise project management, quality management, configuration management and project meetings.

The instantiation process of the BGW framework is, in this study, an installation and instantiation process. This due to the fact that the organization makes no distinction with respect to time reporting between the instantiation of the framework and the installation of the instantiated framework. Thus, the effort reported for instantiation of the BGW framework comprises the following activities:

• Installation of necessary hardware at the customer site (done in most of the cases).

• Installation of the BGW software.

• Configuration of the BGW framework for the actual customer. The customer can do the configuration themselves but most customers prefer the supplier to do the configuration.

• Acceptance Test.
**Development effort data.** The effort for the development of the BGW framework versions are in the range 10 000 to 20 000 man hours\(^1\). In table 5, the normalized effort data for the four versions are presented. The normalization is made with respect to the number of hours in version 1. That means, in a hypothetical example, if the development of version 1 took 10 000 hours the development of version 2 took 12 660 hours.

<table>
<thead>
<tr>
<th></th>
<th>V1</th>
<th>V2</th>
<th>V3</th>
<th>V4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Normalized effort</td>
<td>1.000</td>
<td>1.266</td>
<td>1.761</td>
<td>1.620</td>
</tr>
</tbody>
</table>

Table 5. Normalized Framework Development Effort Data

We see that the development cost for version 2 was approximately 25 percent higher than in version 1. For version 3 a major revision of the framework was made at a cost 76 percent higher than version 1. The development of version 4 is a little bit less expensive than version 3, i.e. 162 percent of the cost for version 1.

The effort data is collected from the organisation’s internal time reporting system. Thus, the reliability of the obtained figures is dependent on the accuracy from the software engineers. The effort data reported does not include time for travelling.

**Relative effort distribution per phase and version.** In table 6, the relative distribution of the effort between the different activities is presented. The distribution of effort is per developed version. The analysis and conclusions of the figures are based on interviews with the software engineers involved in the development of the framework versions.

---

1. The company requested not to publish the exact figures.
The figures in table 6 show that the relative effort for the pre-study and feasibility activities is increasing for later versions of the framework. The major reason for this is that new requirements and proposed changes have to be analysed more carefully. The figure 0,0 percent for feasibility version 1 is explained by the fact that the software engineers all had experiences from the application domain and the technologies to be used. The dip in design and implementation effort in version 2 is because no major new functionality was introduced and a large amount of the effort was spent on restructuring the system. The increase in test effort is caused by the increased size of the framework from 233 to 598 classes. The reason for the peak in administration effort for version 2 is explained by a higher focus on quality processes. During version 1 the organization experienced problems to manage both the development and instantiations of the framework. The same kind of problems is reported in [26]. To handle the change from project based development to more product-based development, new processes were introduced and existing ones improved. The high percentage of industrialization effort in version 1 compared to the other three versions were explained by the fact that the software engineers were fully responsible for the ownership of a software product for the first time.

If we do not include the administrative activities such as project and quality management, industrialization and documentation and combine the pre-study and feasibility activities into an analysis activity and

<table>
<thead>
<tr>
<th>Activity</th>
<th>V1</th>
<th>V2</th>
<th>V3</th>
<th>V4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Pre Study</td>
<td>7.6%</td>
<td>1.4%</td>
<td>5.4%</td>
<td>12.8%</td>
</tr>
<tr>
<td>Feasibility</td>
<td>0.0%</td>
<td>7.7%</td>
<td>6.3%</td>
<td>9.2%</td>
</tr>
<tr>
<td>Design</td>
<td>12.0%</td>
<td>7.9%</td>
<td>10.6%</td>
<td>12.7%</td>
</tr>
<tr>
<td>Implementation</td>
<td>29.3%</td>
<td>16.3%</td>
<td>23.8%</td>
<td>18.8%</td>
</tr>
<tr>
<td>Test</td>
<td>13.8%</td>
<td>16.9%</td>
<td>19.2%</td>
<td>21.6%</td>
</tr>
<tr>
<td>Administration</td>
<td>23.0%</td>
<td>38.9%</td>
<td>22.0%</td>
<td>17.6%</td>
</tr>
<tr>
<td>Industrialization</td>
<td>9.6%</td>
<td>3.9%</td>
<td>3.7%</td>
<td>2.5%</td>
</tr>
<tr>
<td>Documentation</td>
<td>4.7%</td>
<td>6.8%</td>
<td>8.9%</td>
<td>4.6%</td>
</tr>
<tr>
<td><strong>Total</strong></td>
<td><strong>100.0%</strong></td>
<td><strong>100.0%</strong></td>
<td><strong>100.0%</strong></td>
<td><strong>100.0%</strong></td>
</tr>
</tbody>
</table>
thereby focus on the more technical activities we achieve the following distribution of effort, table 7 and figure 8. By only considering the more technical phases the figures may be more useful and thereby comparable for other organizations.

Table 7. Relative distribution of effort per technical phase and version

<table>
<thead>
<tr>
<th></th>
<th>V1</th>
<th>V2</th>
<th>V3</th>
<th>V4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Analysis</td>
<td>12,1%</td>
<td>18,1%</td>
<td>18,0%</td>
<td>29,3%</td>
</tr>
<tr>
<td>Design</td>
<td>19,1%</td>
<td>15,8%</td>
<td>16,2%</td>
<td>16,9%</td>
</tr>
<tr>
<td>Implementation</td>
<td>46,7%</td>
<td>32,5%</td>
<td>36,4%</td>
<td>25,1%</td>
</tr>
<tr>
<td>Test</td>
<td>22,0%</td>
<td>33,6%</td>
<td>29,4%</td>
<td>28,7%</td>
</tr>
<tr>
<td>Total</td>
<td>100,0%</td>
<td>100,0%</td>
<td>100,0%</td>
<td>100,0%</td>
</tr>
</tbody>
</table>

Figure 8 shows that during the evolution of the BGW framework the emphasis has shifted from implementation to analysis. The implementation effort is in version 4 only 25 percent of the total effort for the technical activities compare to 50 percent for version 1 of the framework. The efforts spend on analysis increased, from 12 percent of the total effort, nearly three times, up to 30 percent of the total effort. The relative effort spent on design is just below 20 percent for all four versions. The test effort is around 30 percent with an exception for version 1 where it is lower. A possible explanation for this could be that part of the testing has been performed during the implementation phase.
The shift of emphasis from implementation and test towards analysis is probably caused by the growing size of the software and that new requirements and proposed changes has to be analysed carefully before being implemented.

**Instantiation effort data**

In table 8 we present basic statistics for framework instantiation effort relative framework development effort. For example, version 1 of the BGW framework has been instantiated 4 times and the average instantiation/development effort ratio is 1:94, meaning that the effort needed for instantiating the “average application” is only 1,06% of the effort needed for developing the framework versions. In the table, we see that the median effort ratio varies between 1:44 to 1:86 for the different versions. The upper fourth ratio varies between 1:33 to 1:64. The last row in table 8 presents the framework instantiation/development ratios for all 31 instantiations. The average framework instantiation/development ratio is 1:58 which means that half of the instantiations made required an effort less than 1,8 percent of the framework development effort. The upper fourth instantiation/development ratio is 1:44, which means that 75 percent of the instantiation made required an effort less than 2,3 percent of the total development effort.

These figures provide strong evidence supporting the claim that framework technology delivers reduced application development efforts. Especially, if we also consider the fact that we have included activities not related directly to the pure framework instantiation process in the instantiation effort data.

<table>
<thead>
<tr>
<th>Version</th>
<th># Instantiations</th>
<th>Average</th>
<th>Lower Fourth</th>
<th>Median</th>
<th>Upper Fourth</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>4</td>
<td>1:94</td>
<td>1:72</td>
<td>1:86</td>
<td>1:64</td>
</tr>
<tr>
<td>2</td>
<td>7</td>
<td>1:42</td>
<td>1:21</td>
<td>1:44</td>
<td>1:33</td>
</tr>
<tr>
<td>3</td>
<td>20</td>
<td>1:61</td>
<td>1:167</td>
<td>1:81</td>
<td>1:49</td>
</tr>
<tr>
<td>Total</td>
<td>31</td>
<td>1:58</td>
<td>1:168</td>
<td>1:75</td>
<td>1:44</td>
</tr>
</tbody>
</table>
Discussion

Essentially, the distribution of development effort method is a qualitative analysis of the effort distribution for the development with the aim to identify the reasons and causes why some figures are deviating from the estimations or have the certain values. One may argue that this analysis should be a part of any project conclusion report. The only difference is that it is more important to perform the analysis since the cost of developing and evolving a framework is higher than for a normal software system of comparable size. As mentioned earlier, it is of importance that development phases and activities are well-defined so comparisons with other framework project will be possible. Another issue is to assure that each framework instantiation is viewed as a separate project so that not framework instantiation effort will be charged on the development of the next framework version. Otherwise it will be hard, if not impossible, to obtain the framework instantiation/development ratio for the framework.

4. Assessment and Comparison

The three evaluation methods have been applied to the same framework, i.e. the BGW framework, which makes it possible to asses them and compare them with each other. The assessment will cover the management issues i.e. identification of evolution-prone modules, framework deployment, change impact analysis, benchmarking and requirements management as well as a discussion about the difficulty to apply the methods, their need of tool support and experienced advantages and disadvantages of the methods. In the following section we will assess the three methods and how they perform with respect to the issues above and in section 4.2 the three methods are compared to each other.

4.1 Assessment

Evolution identification using historical information

The evolution identification method performs well with respect to identifying evolution-prone modules. Through systematic application of the
method on smaller and smaller parts of the application framework the
method ends up with a list of evolution-prone modules (and sub-
systems). A minor disadvantage with the method is that it also identifies
modules which have a natural high growth rate and thus are not a prob-
lematic modules that need to be restructured. An example of this are
modules that are responsible for specific framework parametrization
aspects which grows in a natural way with the number of possible
parametrization values. Since the evolution identification method works
with historical data it does not contribute to the framework deployment
aspects which deal with deciding when to release the current framework
version under development. The method assists management with some
information when doing a change impact analysis, but since the method
uses historical information it will, in most cases, fail in predicting
changes for the future version. However, the method identifies modules
that are likely candidates for restructuring in the framework. Regarding
the benchmarking aspect the method is able to deliver information for
classification and/or characterisation of typical evolution-prone module
patterns for frameworks. This requires a relatively large number of
observed frameworks, their subsystems and modules before typical cate-
gories can be established. The requirements management aspect is not
at all addressed by the method.

The method is simple to apply since it only makes use of class decla-
rations and the number of classes defined. A potential problem is that
one must be aware of how to handle the addition of new modules dur-
ing the framework evolution. Tool support is recommended, but a spe-
cialized tool for calculating the growth and change rates and storing the
collected data is relatively simple to develop. However, it requires that
the organisation has a coding standard that prescribes that each class
must include a description of which subsystem and module it belongs to.

**Stability assessment**

The outcome of the stability assessment method gives an indication
about how stable the framework version is. Especially the relative- and
normalised-extent-of-change metrics provide information of how large
the impact the requirements had on the framework structure. If histori-
cal trends for the current and other frameworks exist for the metrics, the
metric values give a “rough” indication of maintenance effort needed.
This with reservation for requirements that have architectural impact and thus affect the whole framework. Deviating metrics values from the limit values in the framework stability indicators are indications of evolution which is not desirable and eventually has to be handled explicitly, if time schedule and budgets allow. Thus, the stability assessment method is useful for change impact analysis.

Regarding identification of evolution-prone modules the method gives no support. But a possible approach could be to apply the stability assessment method on subsystems and modules and thereby gain knowledge about evolution-prone modules. Neither the framework deployment aspect is directly addressed by the method. But if the method is applied more frequently during the iterative development of the framework version, the extent-of-change metrics provide information with respect to whether the framework is becoming more stable or not during the iterations. The other metrics in the stability assessment method also indicate stability or not depending if the values are deviating from the ones in the framework stability indicators. The observed trends in the metric values give useful information for deciding whether to release the framework version or to iterate the development once again.

The requirements management aspect is not addressed by the stability assessment method. Eventually, the method will indicate a higher value than expected for any or both of the extent-of-change metrics as a result of incorporating a difficult instantiation requirement. The issue of benchmarking is supported by the method since it collects a number of metrics and thereby providing empirical information about the evolution of a framework. A historical set of data from previous assessments together with other information will make the prediction of the current framework’s evolution more accurate.

The method as such is fairly simple to apply but it requires that the set of metrics used are clearly defined and consistently interpreted. Both between framework versions and different frameworks in order to provide comparable data. Tool support is highly recommended since a huge amount of data has to be dealt with. The tool used in our study [4] had problems with the large BGW framework. The problem was related to the number of file directories used in the framework and not the number of classes.

An advantage of the method is the possibility to change the underlying set of metrics. This is useful if the frameworks developed are adher-
ing to a specific coding standard, a specific technical domain, e.g. distributed systems, or any other organisational issue. A minor disadvantage of the method is the calculation of the aggregated metrics, especially the class level metrics changes, if no tool support is provided. The limits used in the framework stability indicators may be discussed since they may be affected by organisational standards but our experiences from the application of the method on three different frameworks from three different organisations support that there is a degree of confidence in the limits.

**Distribution of development effort**

The distribution of development effort method does not contribute directly to the change impact analysis but if stability assessment is performed on the framework the effort data may be useful for future effort estimations on change impact analysis based on a stability assessment.

Obviously, the distribution of development effort method provides benchmarking information which can be useful in the development and evolution of new framework as well as for the instantiation of these. In a longer perspective, and if it is an organisational objective, the development and the instantiation effort data obtained can provide an empirical foundation for the development of cost models for framework development as well as investment analysis models.

Regarding the requirements management issue the method identifies those instantiations that have been costly to realize. If the organisation has adopted the strategy to incorporate the framework instantiation requirements into the next version of the framework, the identification of costly instantiations may point out difficult requirements which probably should not be incorporated in the next framework version. In that way, the method is useful with respect to requirements management issue.

A framework deployment decision should not be taken on the basis of effort consumed or other historical effort information but on achieved quality levels of the framework. Thus, the method does not assist management with the framework deployment decision. The issue of identifying evolution-prone modules is neither supported by the method. A possible approach could be if effort data is collected per module but achieving this granularity of effort data collection in practice seems difficult.
The method is not difficult to apply since software development organisation have procedures to collect effort data, often automated. The important thing is to have a clear and well-defined description of the activities in the framework project and that the staff correctly report their time with respect to activities defined. A minor advantage of the method is that it may help in staffing a framework project with different specialist depending on the relative distribution of the effort.

4.2 Comparison

In this section we present a comparison between the three methods with respect to perceived benefits and costs, table 9.

Table 9. Benefits and costs

<table>
<thead>
<tr>
<th>Method</th>
<th>Benefit</th>
<th>Cost</th>
</tr>
</thead>
<tbody>
<tr>
<td>Evolution Identification Using Historical Information</td>
<td>Simple metric used</td>
<td>Medium</td>
</tr>
<tr>
<td>Stability Assessment</td>
<td>Adaptable metric set</td>
<td>High</td>
</tr>
<tr>
<td></td>
<td>Visualize inheritance structure changes</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Comprehensive</td>
<td></td>
</tr>
<tr>
<td>Distribution of Development Effort</td>
<td>Already implemented in most organisation</td>
<td>Low</td>
</tr>
</tbody>
</table>

Applying the distribution of development effort method in an organisation is cheap since time reporting procedures are generally present in the organisation. The other two methods require purchase or development of data collection tools. In addition, depending on the maturity of the organisation the introduction of data collection activities can be relatively costly, but since only product metrics are collected this should be manageable. The benefit of using the Evolution Identification method is that it is relying on only one simple metric which is easy to collect. The stability assessment method is the most costly to apply but offers a number of benefits compared to the other two methods. The metric set used in the method provides a more comprehensive view of the framework compared to the evolution identification method since it address six different framework stability aspects. Another benefit is the possibility to change the metric set used in the method. It is also possible, as in
our case, to select a metric set which provides information about inheritance structure changes or cover the metric used in the evolution identification method. To summarize, there exists differences in costs between the three methods but the advantages of using the most expensive method, stability assessment, are justified by the benefits it provides. In addition, the collected data is a superset of the data required by the evolution identification method. Thus, choosing the stability assessment method automatically facilitates the use of the evolution identification method as well.

5. Related Work

In this section we present related work to ours which addresses framework evolution in general as well as economical aspects of object-oriented frameworks, evolution identification and framework assessments.

The work by Roberts and Johnson [25] present a pattern language that describes typical steps for the evolution of an object-oriented framework. Common steps in the evolution are development of a white-box framework (extensive use of the inheritance mechanism), the transition to a black-box framework (extensive use of composition), development of a library of pluggable objects etc. These steps give a coarse-grained description of a framework’s evolution. However, they do not explicitly address and describe where and how the framework evolves when it has reached a certain state.

Regarding economical aspects of object-oriented framework development and customization we are only aware of two references. Moser and Nierstrasz [23] discuss the productivity of the framework user. Their study compares the function point approach with their own System Meter approach for estimating framework customization productivity. The idea behind the System Meter approach is to distinguish between the internal and external sizes of objects, and thus to measure only complexity that has a real effect on the size of the system to be implemented, i.e. incremental functionality. Their study reports that the effect of framework reuse does not increase the software engineer’s productivity using the System Meter approach. Compared to our study, Moser and Nierstrasz do not discuss the costs for framework development and customization nor do the authors discuss the distribution of costs within and between framework versions but only the productivity aspect.
Rösel [26] is the only reference that presents some quantitative statements about framework development and reuse. Rösel’s experience is that the cost of a framework may be 50 percent of the total cost for the first three applications. Once these three or more applications are implemented the framework will most likely have paid for itself. He also remarks that to reach this pay-off level significant commitment and investment is required. Compared to our study, Rösel gives no explicit quantitative support for his claim and the topic is just briefly discussed.

The issue of identification of evolution-prone modules is, of course, discussed in the work by Gall et al. [10] where historical information about modules and programs is used as a means to identify structural shortcomings of a large telecommunication switching system. Our work uses a similar approach but on a smaller and object-oriented system, 300-600 classes, and we use historical information about modules and classes, which are entities of smaller granularity than in the work Gall et al.

Recent work by Lindvall and Sandahl [16] shows that software developers are not so good at predicting from a requirements specification how many and which classes that will be changed. Their empirical study shows that only between 30-40 percent of the classes actually changed were predicted to be changed by the developers. This can be seen as an argument for using more objective approaches for identifying change-prone and evolution-prone parts of an object-oriented software system as the one used in our study.

Assessments of frameworks has been addressed by Bansiya [2] and Erni and Lewerentz [8]. Bansiya’s assessment approach is similar to ours since we have used it as a basis. One difference is that we have added an additional metric which has been used for validating one of the original metrics. In addition, we have added a set of framework stability indicators which can be used for indicating framework stability. We have also applied our method on three frameworks, both commercial and proprietary ones.

Erni and Lewerentz [8] describe a metrics-based approach that supports incremental development of a framework. By measuring a set of metrics (which requires full source code access) an assessment of the design quality of the framework can be performed. If the metric data is within acceptable limits, the framework is considered to be good enough from a metrics perspective otherwise another design iteration has to done. The approach is intended to be used during the design iter-
ations, before a framework is released and does not consider long term evolution of a framework as is the case with the stability assessment method.

6. Conclusion

Object-oriented framework technology has become common technology in object-oriented software development. An object-oriented application framework is a reusable asset that constitutes the basis for a number of applications in the same domain. As with all software, frameworks tend to evolve. Once the framework has been deployed, new versions of a framework cause high maintenance cost for the products built with the framework. This fact in combination with the high costs of developing and evolving an application framework make it important to have controlled and predictable evolution of the framework’s functionality and costs.

We have discussed three methods

- Evolution Identification Using Historical Information
- Stability Assessment
- Distribution of Development Effort

which have been applied to between one to three different frameworks, both in the proprietary and commercial domain. The methods provide management with information which will make it possible to make better and well-informed decisions about the framework’s evolution, especially with respect to the following issues; identification of evolution-prone modules, framework deployment, change impact analysis, benchmarking and requirements management.
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